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Abstract 

 
My work has two relationships with End User 

Software Engineering. First, as an Empirical Software 
Engineer, I am interested in meeting with people who 
do research into techniques for improving end-user 
software engineering. All of these techniques need to 
have some type of empirical validation. In many cases 
this validation is performed by the researcher, but in 
other cases it is not. Regardless, an independent 
validation of a new approach is vital. Second, an area 
where I have done a fair amount of work is in software 
engineering for scientific software (typically written 
for a parallel supercomputer). These programmers are 
typically scientists who have little or no training in 
formal software engineering. Yet, to accomplish their 
work, they often write very complex simulation and 
computation software. I believe these programmers 
are a unique class of End-Users that must be 
addressed 
 
1. Introduction 
 

In this position paper, I will address work in two 
main areas related to End-User Software Engineering. 
The first area, discussed in Section 2, is related to the 
need for and use of empirical studies in End-User 
Software Engineering. This section provides the 
motivation for performing empirical studies, an 
overview of the types of studies that can be useful, and 
an example from my own experience.  

The second area, discussed in Section 3, is related 
to a class of users who are not always considered in the 
discussion of End-User Software Engineering, the 
scientists and engineers. I argue that these users are not 
professional programmers, but rather they are a special 
class of End-Users that deserve unique attention and 
research. 

 

2. Empirical Studies 
 
The use of empirical studies is necessary in End-

User Software Engineering for the same reasons that it 
is necessary in more traditional software engineering. 
An empirical study provides a researcher with the hard 
data necessary to make informed decisions, rather they 
relying only on hype or argumentation. Different types 
of empirical studies provide different types of 
evidence. Choosing the appropriate study and the 
appropriate evidence is important based on the goal of 
the research inquiry. 

There are two main types of empirical studies that 
can be of use in this domain. Studies that are more 
exploratory and studies that are more confirmatory. In 
an exploratory study, the goal of the researcher is to 
understand the environment. This understanding could 
provide insight into identification of requirements for a 
new tool or interface or identification of necessary 
improvements in an existing interface. By gathering 
information about how the target users perform the 
task, the researcher can better understand the type of 
interface or tool that will best serve them. In addition, 
by observing users who are working with an existing 
interface or tool, researchers can understand how that 
tool or interface can be improved. 

Software Engineering researchers have been doing 
these types of studies for a long time. Our studies 
focus on professional developers rather than end-users. 
And, our goals are typically to better understand or 
improve particular aspects of the software engineering 
process. But, the approaches used in study design and 
data analysis are similar to what is needed in the end-
user domain [3, 6]. 

One important aspect of empirical studies that I 
believe I can offer to members of the EUSE 
community is independence and objectivity. One 
benefit of being independent, that is, not developing 
the end-user technologies myself, is that I have no 
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vested interest in the outcome. One danger of a 
researcher performing empirical validation on his or 
her own tools or interfaces is that positive results are 
viewed with some skepticism. Studies conducted by an 
objective third party will lend additional validity to the 
results. 

My experience in this domain comes from 
performing a series of experiments on the WYSIWYT 
prototype in Excel [7, 8]. In our study, we were 
interested in evaluating the use of WYSIWYT within 
the Excel environment to understand how the results 
from the Forms/3 environment translated. The goal of 
the study was to determine whether people would 
create a more correct, more tested spreadsheet when 
using WYSIWYT than they would when using the 
normal facilities provided by Excel [1].  

In this study, the subjects were given the task of 
creating a spreadsheet based on a provided 
specification. They were instructed that their goal was 
to make the spreadsheet as correct as possible. The 
subjects were students in the Business Technology 
department at Mississippi State University who were 
taking a course on Spreadsheets. Therefore, they were 
representative of novice spreadsheet users, which is an 
interesting population for this study. The results of the 
study indicated that, while the WYSIWYT add-in did 
not improve overall correctness, it did decrease the 
amount of time required to reach the same level of 
correctness. 

 
3. Scientists and Engineers as End-Users 

 
High performance computing systems are used to 

develop software in a wide variety of domains 
including nuclear physics, crash simulation, satellite 
data processing, fluid dynamics, climate modeling, 
bioinformatics, and financial modeling. The TOP500 
website (http://www.top500.org) lists the top 500 high 
performance computing systems. The diversity of 
government, scientific, and commercial organizations 
present on this list illustrates the growing prevalence 
and impact of HPC applications on modern society. 
These software systems are largely developed by 
experts in the scientific or engineering domain that is 
being modeled. Therefore, they have little or no 
training in formal software engineering. 

This class of developers should be considered as a 
special type of end-users for the following reasons. 
First, they lack training in formal software engineering 

and often lack the interest in following correct 
software engineering principles. Second, for these 
developers, the production of software is a secondary 
goal. Their main interest is the science or engineering. 
To accomplish their goal, they must often write 
simulation code or computation code. While this code 
may often be shared and used by others, it is not the 
end goal of their work [2, 4, 5]. 
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