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Abstract

Any B-tree has height at least $\lceil \log_B(n) \rceil$. Static B-trees achieving this height are easy to build. In the dynamic case, however, standard B-tree rebalancing algorithms only maintain a height within a constant factor of this optimum. We investigate exactly how close to $\lceil \log_B(n) \rceil$ the height of dynamic B-trees can be maintained as a function of the rebalancing cost. In this paper, we prove a lower bound on the cost of maintaining optimal height $\lceil \log_B(n) \rceil$, which shows that this cost must increase from $\Omega(1/B)$ to $\Omega(n/B)$ rebalancing per update as $n$ grows from one power of $B$ to the next. We also provide an almost matching upper bound, demonstrating this lower bound to be essentially tight. We then give a variant upper bound which can maintain near-optimal height at low cost. As two special cases, we can maintain optimal height for all but a vanishing fraction of values of $n$ using $\Theta(\log_B(n))$ amortized rebalancing cost per update and we can maintain a height of optimal plus one using $O(1/B)$ amortized rebalancing cost per update. More generally, for any rebalancing budget, we can maintain (as $n$ grows from one power of $B$ to the next) optimal height essentially up to the point where the lower bound requires the budget to be exceeded, after which optimal height plus one is maintained. Finally, we prove that this balancing scheme gives B-trees with very good storage utilization.
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1 Introduction

1.1 Motivation

B-trees are search trees particularly suited for data organization in external memory. They are widely employed in database systems and file systems [12] and since their introduction in 1972 by Bayer and McCreight [7], they have been the subject of much theoretical and practical study.
A standard B-tree of order $B$ is a search tree where all leaves are on the same level and every internal node has between $\lceil B/2 \rceil$ and $B$ children except for the root which may have any number of children between 2 and $B$. One common generalization is $(a,b)$-trees [16] where internal nodes have between $a$ and $b$ children for $2 \leq a \leq \lceil b/2 \rceil$. The standard operations for rebalancing B-trees are split of an overfull node into two nodes (increasing the degree of the parent by one), merge which is the reverse of split, and share which is a redistribution of keys among neighboring nodes.

In search trees, the cost of an operation is measured as the number of nodes accessed. For a search operation, this cost is determined by the height of the tree. For any search tree with maximal fanout $B$, $\lceil \log_B(n) \rceil$ is a lower bound on its height. In the static case, this height is easily achieved by a bottom-up linear (that is, $O(n/B)$ assuming presorted keys) cost construction method. In the dynamic case, standard B-trees maintain an upper bound of $\lceil 1 + \log_{B/2}(n/2) \rceil$ on their height using $O(\log_B(n))$ rebalancing cost per insertion and deletion. Using $(a,b)$-trees, the amortized rebalancing cost per update can be reduced to $O(1)$ for $a = \lfloor b/2 \rfloor$ and to $O(1/b)$ for $a = b/4$, at the price of a moderate increase in the height bound [16, 22].

The upper bound of $\lceil 1 + \log_{B/2}(n/2) \rceil$ on the height is a constant factor of approximately $\log B/(\log B - 1)$ away from the lower bound. The optimal bound $\lceil \log_B(n) \rceil$ can of course be achieved by spending linear cost on a rebuilding after each update, but this cost is prohibitive in most situations and begs the question: can optimal height be maintained more cheaply?

Intuitively, maintaining optimal height should become harder as $n$ approaches the next power of $B$, since the amount of available space in the tree decreases, giving less flexibility during rebalancing. Or put differently, the number of different trees of optimal height shrinks as $n$ increases – when reaching a power of $B$, there is only one such tree. Overall, we can expect that there must be a trade-off between how full the tree is and how costly rebalancing to optimal height will be. The goal we pursue in this paper is to find this trade-off. More generally, we would like to know which height bounds can be maintained at which costs – a correlation which may be called the intrinsic rebalancing cost of B-trees.

1.2 Our contributions

For any $n$, let $N$ denote the next power of $B$ (i.e., $N = B^{\lceil \log_B n \rceil}$) and define $\epsilon$ by $n = N(1-\epsilon)$. Our first main result is a lower bound showing that for any B-tree of optimal height, there exists an insertion forcing $\Omega(1/(\epsilon B))$ nodes to be rebalanced before the tree can again have optimal height. This expression describes how the rebalancing cost must change from $\Omega(1/B)$ to $\Omega(n/B)$ as $n$ approaches the next power of $B$. See Figure 1 for a visualization of this bound.
Figure 2 Plot showing different B-tree heights as a function of \( n \). The functions represent the height of standard B-trees, the height achieved by our new scheme using a rebalancing budget of \( O(\log B(n)) \), and the optimal height bound. For this particular plot, \( B = 10 \).

Our second main result is an almost matching upper bound, which maintains optimal height using amortized \( O(\log^2 B/(\epsilon B)) \) rebalancing per update, thereby proving the lower bound essentially tight.

This lower bound (and hence the upper bound) approaches linear cost as \( n \) approaches the next power of two. As our third main result, we give a variant rebalancing scheme that allows almost optimal height at much lower amortized cost. More precisely, for any rebalancing budget \( f(n) \), we can maintain optimal height \( \lceil \log B(n) \rceil \) as \( n \) approaches the next power of \( B \) essentially up to the point where the lower bound result requires the budget to be exceeded, after which height \( \lceil \log B(n) \rceil + 1 \) is maintained. To our knowledge, this is the first rebalancing scheme for B-trees with a height bound whose difference compared to optimal is an additive constant rather than a multiplicative constant.

One natural choice of budget is \( f(n) = \log B(n) \) as this matches the search cost. Figure 2 illustrates the height bound of this new scheme, the height bound of standard B-trees, and the optimal height bound. As is hinted by the figure, the fraction of values of \( n \) for which this scheme does not maintain optimal height \( \lceil \log B(n) \rceil \) is actually vanishing for growing \( n \). Since in real life uses of B-trees in external memory the values of \( B \) are large and realistic values of \( n \) are fairly bounded in terms of possible powers of \( B \), one may also want to look at the concrete improvements in height bounds for some practically occurring values of \( B \) and \( n \).

In database systems and file systems there are two main regimes, often termed OLTP and OLAP in the database setting. In the former, \( B = 256 \) is a typical value, in the latter, \( B = 10^6 \) is a typical value. For \( B = 256 \), the expression \( B^3 < M \ll n \ll B^4 \) (where \( M \) denotes the number of keys that can be held in internal memory) describes many real situations. Figure 3a repeats the plot of Figure 2 for the interval \( B^3 < n < B^4 \), but with \( B = 256 \) and the horizontal axis linear (not logarithmic). Standard B-trees and our scheme achieve the optimal height bound 4 for some part of the interval, but that part differs significantly in size: 12.16% versus 93.71%. For \( B = 10^6 \), the expression \( B^1 < M \ll n \ll B^2 \) describes many real situations. As illustrated by Figure 3b, the part of the interval \( B^1 < n < B^2 \) where optimal height is guaranteed is here 27.49% and 99.98% for the two schemes.

Another natural choice of budget is \( f(n) = O(1/B) \) as this is the best possible amortized rebalancing cost (we can always make one node overflow at least every \( B \) insertions). With this budget, our scheme maintains height at most \( \lceil \log B(n) \rceil + 1 \) for all values of \( n \).

Finally, we prove that our near-optimal balancing scheme gives B-trees with very good storage utilization. Storage utilization is the fraction of the total space in the nodes allocated which is occupied by tree pointers, keys, and elements, i.e., the average use of the space in a node. High storage utilization is a desirable quality since it allows more of the tree to be cached in main memory and it has been the topic of much previous literature on B-trees, in particular in the database setting.
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\[ \lceil \log_{B/2} \frac{n}{2} \rceil + \lceil \log_B n \rceil + \lceil \log_B \left( \frac{n}{2} \right) \rceil \]

(a) \( B = 256 \). Standard B-trees are optimal in 12.16% of the interval, our scheme is in 93.71% of the interval.

(b) \( B = 10^6 \). Standard B-trees are optimal in 27.49% of the interval, our scheme is in 99.98% of the interval. Note: two of the plots are essentially coincident.

**Figure 3** Plots showing different B-tree heights as a function of \( n \) similar to Figure 2 but for two specific, realistic settings. The horizontal axes are non-logarithmic to more faithfully show proportions.

### 1.3 Previous work

Not much work has been done with an explicit focus on the height of B-trees. The concept of storage utilization is rather closely related, since optimizing the height requires increasing the average fanout of nodes, which again increases storage utilization. A number of previous results present different trade-offs between update complexity and storage utilization, and we now survey these. Standard B-trees have a worst-case storage utilization of approximately \( 1/2 \) and a logarithmic rebalancing cost. It is well known that lowering the worst-case storage utilization of B-trees slightly by using \((a,b)\)-trees with \( a < \lceil b/2 \rceil \) allows for amortized constant rebalancing costs [22, 16]. The average storage utilization may be somewhat better than the worst-case. In [26], an analysis of 2–3 trees with random insertions suggests that such trees tend towards an expected storage utilization of \( \ln 2 \approx 0.69 \).

To improve the storage utilization in dynamic B-trees, Bayer and McCreight [7] proposed an overflow technique: full nodes share their load with their siblings (when possible) instead of splitting (Knuth [18] refers to this variant as B*-trees). This improves the storage utilization in the worst case from \( 1/2 \) to \( 2/3 \), and the height bound from \([1 + \log_{B/2} (n/2)]\) to \([1 + \log_{2B/3} (n/2)]\), at the price of increasing the update cost by a constant factor. As suggested in [7], this approach can be generalized to redistribution in bigger groups of nodes before splitting, thus further improving the storage utilization and the height bound at the cost of even higher rebalancing costs. However, no matter the group size, the height bound will be some constant factor away from optimal. The average storage utilization in a randomized setting using this approach is analyzed in [19], indicating that storage utilization converges to \( m \ln ((g + 1)/g) \) for random trees under insertions where \( g \) is the overflow group size.

Similarly, an overflow scheme is tested in [25] which attaches overflow nodes to groups of nodes to delay splitting. They compute the average storage utilization to be \( 2g/(2g + 3) \) when each overflow node is shared by a group of up to \( g \) leaf nodes. Both theoretical analysis and practical simulations show improved storage utilization at a cost of increased complexity during updates.

Rosenberg and Snyder [24] introduce so-called compact B-trees which are node-oriented trees shown to be close to optimal with respect to access costs while requiring minimal space. However, it is essentially a static structure as compaction incurs linear cost and
no faster compactness-preserving update algorithm is known. The empirical analysis in a
dynamic setting presented in [6] indeed shows that insertion into compact B-trees is very
costly and that, without compaction, storage utilization rapidly degrades when the number
of updates grows.

Recently, Brown [10, 11] has developed a practically motivated variation called B-slack
trees which has amortized logarithmic update complexity while achieving high storage
utilization. Slack for a node refers to the difference between its maximum degree and actual
degree (number of children “missing”). Special to B-slack trees is that the children of any
internal node have a combined slack of at most $B - 1$ where $B > 4$ is the maximum degree
of nodes. Maintaining this property is shown to ensure that a tree with $n$ keys occupies at
most $\frac{2B}{B-3}n$ words (which approaches $2n$ – the optimal value given the model used – as $B$
increases). The rebalancing cost is amortized logarithmic per update.

It is worth mentioning key compression techniques like those found in prefix B-trees [8]
as an approach to improve fanout and thus potentially lower tree height. This and similar
key compression techniques represent an orthogonal line of research which we do not pursue.

In contrast to B-trees, there for binary trees is a much stronger tradition for focusing on
the height. In particular, there is a body of work [23, 3, 1, 2, 4, 5, 21, 20, 14, 15] focusing
on rebalancing schemes with height bounds close to the optimal value $\lceil \log_2(n) \rceil$. The end
result of this line of investigation is the matching upper and lower bounds in [14, 15]. Our
results in this paper can be seen as a generalization of those methods and results to the case
of B-trees – setting $B = 2$ in our bounds gives those of [14, 15]. One core new ingredient is
the methods of Section 4.4 which are necessary for the upper bound to almost match the
loss of a factor of $B$ in the lower bound in Section 3 compared to the bound in [15].

2 Model

We describe our results for leaf-oriented B-trees, as these are standard in the literature. In
leaf-oriented B-trees, internal nodes contain a total of $2B - 1$ fields: $B$ pointers to subtrees
and $B - 1$ search keys to guide the search (consistent with B-trees of order $B$ as defined by
Knuth [18]). Both keys and pointers can be nil. Since keys separate subtrees, the number
of non-nil pointers is equal to the number of non-nil keys plus one. Leaf nodes contain
the actual elements, including their search keys. For simplicity, we assume that leaf nodes
contain up to $B$ elements.\(^1\) All leaf nodes appear at the same level.

A B-tree of height $h$ can contain up to $N = B^h$ elements. We let $T$ denote a B-tree with
$n$ elements and optimal height $h = \lceil \log_B n \rceil$ and we define $\epsilon$ by $n = N(1 - \epsilon) = B^h(1 - \epsilon)$.\(^2\)
Since the height is optimal, we have $B^{h-1} < n \leq B^h$ and hence $0 \leq \epsilon < (B - 1)/B$. A node
is said to be modified by an update operation if any of its fields are changed. Clearly the
number of modified nodes is a lower bound on the rebalancing cost of an update operation.
Unlike in standard B-trees, we do not impose a lower bound on the number of keys. This
only makes our lower bound stronger and it thus applies to standard B-trees. Our upper
bounds can easily be adapted to conform to a lower bound on node contents.

\(^1\) In practice, the size of elements relative to the size of keys may vary between data sets (and leaves may
also store pointers to elements instead of elements themselves), but it is straight-forward to adapt our
statements accordingly.
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3 Lower bound

In this section, we prove the following main theorem.

▶ Theorem 1. For any B-tree \( T \) of optimal height \( h = \lceil \log_B n \rceil \), there exists an insertion into \( T \) such that rebalancing \( T \) to optimal height after the insertion will require modifying \( \Omega(1/(\epsilon B)) \) nodes, where \( \epsilon \) is given by \( n = B^h(1 - \epsilon) \).

The proof is based on creating a mapping from B-trees into arrays (by suitably generalizing a mapping for binary trees in [14]). The mapping allows us to exploit the existence in any array of a “uniformly dense” position, which will point to an update position in \( T \) for which we can prove the lower bound stated in Theorem 1.

3.1 Mapping into array

We create the mapping from elements of \( T \) to entries of an array \( \psi(T) \) of length \( B^h \) as follows. For a full tree (\( n = B^h \)), this mapping is given by an inorder traversal which maps elements met during the traversal to increasing array entries. For a non-full tree, we embed \( T \) into a full tree of the same height before applying the mapping. We use the following specific embedding: keys fill up nodes from the left such that missing keys (and for internal nodes the corresponding missing subtrees) for non-full nodes will be on the right. This embedding and the resulting mapping is illustrated in Figure 4.

The mapping has the property that any subtree of the full tree is mapped to a contiguous interval in \( \psi(T) \). In particular, for the full tree, a subtree with root at height \( h' \) spans an interval of size \( B^{h'} \) in \( \psi(T) \). This implies that if such a subtree of \( T \) is moved during a rebalancing, (say, if siblings of the parent of the subtree are added or removed in \( T \)), the positions in \( \psi(T) \) of its nodes will be shifted by a multiple of \( B^{h'} \).

We denote intervals of array indices (that is, intervals of integers) as \([a; b]\) and the length \( b - a + 1 \) of such intervals as \( l([a; b]) \). The following lemma regarding density of subsets of intervals is from Dietz et al. [13].

▶ Lemma 2. For any two indices \( a \) and \( b \) and any \( S \subseteq [a; b] \), there is an index \( i \in [a; b] \) such that for any indices \( s \) and \( t \) where \( a \leq s \leq i \leq t \leq b \), the following holds:

\[
\frac{|S \cap [s; t]|}{l([s; t])} \leq 2 \frac{|S|}{l([a; b])}.
\]

Consider the subset \( S = \{ j \in [a; b] \mid \psi(T)[j] \text{ is empty} \} \) where \( a \) and \( b \) are the endpoints of the array \( \psi(T) \). Applying Lemma 2 with this \( S \), \( a \), and \( b \) shows the existence of an index \( i \) where any interval around \( i \) in \( \psi(T) \) will have a density of “holes” (empty array entries) of at most two times the global density of holes in \( \psi(T) \), i.e. of at most \( 2 \epsilon \). For this \( i \), setting \( s = t = i \) and \( s = i - 1, t = i + 1 \) in Lemma 2 shows that \( \psi(T)[i] \) and at least one of its direct neighbors are non-empty if \( \epsilon < 1/3 \). We insert a new element in the tree with a key \( x \) lying between \( \psi(T)[i] \) and this neighbor. The rest of the proof assumes w.l.o.g. that \( \psi(T)[i] < x < \psi(T)[i+1] \).

Figure 4 Illustration of the mapping of a tree \( T \) (with \( B = 3 \)) into \( \psi(T) \). Grey circles represent keys in internal nodes, black circles represent elements (in leaves).
3.2 Counting node changes

Consider any rebalancing operations ensuing from the insertion of $x$ into the original tree $T$ and let $T'$ be the tree after rebalancing. Let all nodes in $T$ modified by the rebalancing be colored blue and let unmodified nodes be colored white. We apply a recursive splitting procedure on all blue nodes layer by layer in a top-down manner. This procedure will maintain a set of parts. Each part is a tuple which contains a connected subgraph of $T$ and a contiguous subset of the elements in $\psi(T)$ which we call a segment. As the subgraph in a part is connected, it has a unique highest node which will be called the root of the part.

Initially, the set of parts contains a single tuple consisting of $T$ and a segment containing all elements of $\psi(T)$. Each splitting step on a blue node splits a part into new parts containing subsets of the original part.

We now describe a splitting step on a blue node $v$. Let $T_v$ be the subtree of $v$ and let $S_v$ be the elements corresponding to the elements contained in the leaves of $T_v$ mapped into $\psi(T)$. Let $(G_p, S_p)$ be the existing part (where $p$ is the root of $G_p$) containing $v$ and its subtree. The existing part $(G_p, S_p)$ is replaced by the following new parts.

For each subtree under $v$, add a new part consisting of the subtree and all elements in the subtree in $\psi(T)$. Refer to Figure 5 for an illustration of these subtree parts. When splitting blue leaf nodes, we create a part for each element stored in the node. Such a part will consist of an empty subgraph and a singleton segment containing the element. Generally, $G_p$ may be a proper superset of $T_v$ (see Figure 5). In this case, we create up to two boundary parts for $S_p \setminus S_v$. The segment $S_<$ for the left boundary part $(G_<, S_<)$ consists of all elements in $S_p$ left of $S_v$. The subgraph $G_<$ consists of all nodes on the path from $v$ to $p$ and all nodes in $G_p$ to the left of this path. Creating the right boundary part is done similarly. See Figure 6 for examples of these boundary parts. For later use, we note that this splitting procedure results in $O(B)$ segments per blue node.

![Figure 5](image)

Figure 5 Illustrating of a general case of a splitting step on the node $v$. The subtree parts created in this step (both subgraphs and segments) have been highlighted.

![Figure 6](image)

Figure 6 Illustration of the boundary parts of Figure 5.
The following simple invariants for the splitting procedure are easy to verify: 1) When processing layer $k$, no part will have a subgraph containing a blue node on any layer $k' > k$. 2) For each part $(G, S)$ where $|S| > 1$, elements of $S$ are in leaves of $G$. 3) Until the leaves are reached, the process does not create any parts with empty subgraphs.

After the splitting procedure, there will by 1) be no blue nodes within connected subgraphs of the remaining parts. This can be used to show that such subgraphs are not moved up or down.

**Lemma 3.** After splitting is done, for parts $(G, S)$ with $|S| > 1$, $G$ will appear in $T$ and $T'$ with the same height.

**Proof.** By 3), $G$ will be a non-empty subgraph consisting of white nodes. Hence, this subgraph must appear again in $T'$. Due to 2), $G$ contains some leaves, hence they appear on the same height in both $T$ and $T'$ (all leaves appear on the same level, so $G$ cannot have moved vertically between $T$ and $T'$).

We now focus on the segments of parts as the construction will impose restrictions on their ability to move around from $\psi(T)$ to $\psi(T')$. The previous lemma implies that segments can only be shifted when going from $\psi(T)$ to $\psi(T')$ (meaning that elements appearing in a segment will have the same relative positions to each other in both arrays). How far a segment is shifted can be bounded from below by its size.

**Lemma 4.** A segment containing $s$ elements which has different position in $\psi(T)$ compared to $\psi(T')$ has moved by a distance of $\Omega(s)$.

**Proof.** For segments of at most one element, the statement is obvious. Consider a part $(G, S)$ with $s = |S| > 1$ and let $v$ be the topmost node of $G$. By Lemma 3, $G$ will be found in $T'$, too, with $v$ having the same height in both trees. As discussed in Section 3.1, nodes on a given height can only appear in specific positions. When $v$ moves, it translates the elements of $S$ by (at least) a multiple of the size (in number of elements in leaves) of a full subtree under $v$. By (2), this size is at least $s$.

**Proof of Theorem 1.** Suppose that the newly inserted element $x$ lies between two segments, $S_{i-1}$ and $S_i$. As no holes were available, at least one of $S_{i-1}$ and $S_i$ must have moved in $\psi(T')$ compared to $\psi(T)$. Suppose w.l.o.g. that $S_i$ has moved to the right (potentially along with some segments to the right of $S_i$). Let $j$ be the index of the right-most element in the last consecutive segment $S_r$ right of $i$ which has moved to the right and let $\ell = l([i; j])$. Due to the choice of $i$, at most $2\ell$ of the entries in $[i; j]$ are empty, so there are at least $(1 - 2\epsilon)\ell$ elements in this interval of $\psi(T)$. All of these elements are in the segments $S_t, S_{t+1}, \ldots, S_r$ by choice of $S_t$. Segments can only be translated if there is room in the array (available holes). Since $E_{r+1}$ did not move to the right, this implies that none of the segments $S_t, S_{t+1}, \ldots, S_r$ can have moved more than $2\epsilon \ell$, so by Lemma 4, they can then only contain $O(2\epsilon \ell)$ elements each. This means that the number of segments $S_t, S_{t+1}, \ldots, S_r$ must be $\Omega\left(\frac{1 - (1 - 2\epsilon)\ell}{2\epsilon \ell}\right) = \Omega\left(\frac{1}{\ell}\right)$. As each blue node accounts for $O(B)$ segments, this implies the existence of $\Omega(1/(\epsilon B))$ blue nodes.
4 Upper bound

In this section, we present a rebalancing scheme for performing insertions into a B-tree containing $B^h(1 - \epsilon)$ elements while maintaining optimal height $h$. The basic scheme is building on ideas from a rebalancing scheme for binary search tree in [15]. It may also be viewed as a (highly non-trivial) extension of the overflow technique analyzed in [19]. Adding ideas from density keeping algorithms [17], we arrive at the final scheme.

For convenience of notation in the proof, we introduce the parameter $k = 1/\epsilon$. Also, $\epsilon$ from now on denotes a value fixed over a sequence of updates (it will be used in such a way that it is never more than a constant factor from its previous meaning, defined by $n = B^h(1 - \epsilon)$).

\textbf{Theorem 5.} For any $\epsilon$ with $0 < \epsilon < (B - 1)/B$ there exists a rebalancing scheme for maintaining optimal height $h$ in a B-tree while its size ranges between $(1 - \epsilon)B^h$ and $(1 - \epsilon/2)B^h$ which has an amortized rebalancing cost per update of $O\left(\frac{k \log^2(\min\{k, B\})}{B}\right)$, where $k = 1/\epsilon$.

In Section 4.1, we describe the initial setup of the scheme, and in Section 4.2 we describe its rebalancing operations. In Section 4.3, we show how these rebalancing operations can maintain the structure at an amortized rebalancing cost of $O(k)$ node updates per update. In Section 4.4, we combine the scheme with density keeping methods in order to lower the amortized rebalancing cost to $O(k \log^2(\min\{k, B\})/B)$. We focus on insertions, since rebalancing after deletions can be handled by simply running the operations in reverse. We assume $n = (1 - \epsilon)B^h$ initially.

4.1 Layout

The main mechanism employed in the structure is the distribution and redistribution of holes in the tree. A hole in a node is simply a missing entry — for leaves, this means that an element field is NIL, for internal nodes this means that a search key field and a corresponding pointer field are NIL. We define the weight of a hole in a node of height $h'$ to be $B^{h'}$, i.e., the capacity of a subtree of height $h'$. This is the number of elements missing from the full tree due to this hole.

Since we initially have $n = (1 - \epsilon)B^h$, we must initialize the tree such that the sum of weights of all holes in the tree is $\epsilon B^h$. We call this sum our weight budget. On each level of the tree, we divide the nodes into horizontal groups of contiguous nodes. It will be an invariant of the rebalancing scheme that each group contains between 0 and $B$ holes. Initially, this value is $B$. The bigger the groups, the more sparse the holes will be. On the leaf level we set the group size (the number of nodes in a group) to $\Theta(1)$. On the levels above, we double the group size for each new level. If we conceptually consider this to happen in the full tree of degree $B$, the $B$ holes per group will on the leaf level correspond to a constant fraction of the weight budget. By tuning the exact group size on the leaf level, we make this fraction be at most $1/8$. While the weight of a hole increases by a factor $B$ per level, the width of the layers in the full tree decreases by the same factor. Thus, doubling the group size means that the total weight of holes in a level decreases by a factor of two for each level. Hence, the level sums in the full tree form a geometrically decreasing series with total sum at most twice the weight of the leaf level, i.e., at most $1/4$ of the weight budget. Some level
$h_{\text{max}}$ will be the last where the group size does not exceed the total number of nodes on that level. On this level, we place $3/4$ of the total weight budget (arbitrarily positioned on the level). We will refer to this as the \textit{reservoir}.

The actual initial layout is built top-down: Above $h_{\text{max}}$ no weight is placed and all nodes have degree $B$. At level $h_{\text{max}}$, $3/4$ of the total weight budget is placed, which compared to the full tree removes nodes (by removing entire subtrees) on the levels below. The weight on the lower levels (which removes further nodes of the tree during the top-down process) is given by the group sizes defined above and the rule that each group has $B$ holes. Due to the top-down removal of nodes in the tree, the resulting tree will be thinner than the full tree, hence the level sums in the actual tree produced will be smaller than the $1/4$ of the total budget. Hence, after this top-down procedure, there is some budget of left. This is distributed evenly as holes on the leaf level (these holes are for simplicity of argumentation in proofs considered inactive, i.e., they will not take part in the rebalancing process described below and will not be considered in the invariant that groups have at most $B$ holes). Once the shape of the tree has been produced, it is filled with elements and search keys in a bottom-up fashion. Assuming the elements given in sorted order (for instance during a global rebuild), the above process can be done at linear cost $O(n/B)$.

The rebalancing scheme we describe below works until there are no more holes in the reservoir. By the invariant on the number of holes per group in layers below the reservoir, the total weight outside of the reservoir will never exceed the fraction $1/4$, so emptying the reservoir requires a number of insertions proportional to the initial weight in the reservoir. Hence, the scheme will last at least until size $(1 - \epsilon/2)B^{h}$, as required for Theorem 5.

### 4.2 Rebalancing operations

Two basic operations will be used in the rebalancing scheme to move holes around within the tree: \textit{horizontal sliding} and \textit{vertical redistribution}. As the names imply, horizontal sliding will move a hole from one location to another (within a group) on the same level while vertical redistribution moves a hole from one level to another.

The horizontal sliding procedure is illustrated in Figure 7. To efficiently access the nodes to be slid on the sliding level, we maintain horizontal level-pointers between nodes which are neighbors on the level. As groups do not necessarily align with subtree boundaries, neighbors on the level may have a lowest common ancestor which is further away than the sliding distance. Since this ancestor is among the nodes whose keys should be changed due to the slide (to maintain search tree order), we maintain pointers to these ancestors for all pairs of neighboring nodes on a level which are not siblings (these pointers and the level-pointers are not shown in Figure 7). When sliding, subtrees below the slide level must be moved along with the keys to maintain search tree order of the keys (as shown in Figure 7). In that process, the ancestor pointers between the edges of these subtrees may have to be updated, which for each subtree is a number of pointers proportional to its height. Thus, sliding a hole from another node in the current group on a level at height $i$ will require accessing $O(2^i k)$ nodes, since the group size is $2^i k$. 

![Figure 7 Illustration of horizontally sliding a hole within a (sub)tree.](image)
A vertical redistribution transforms one hole on a level \( l + 1 \) into \( B \) holes on level \( l \). It is illustrated in Figure 8. This operation is the same as the split operation in standard B-trees. To perform a vertical redistribution, one clearly needs to access less nodes than for a slide at the same level.

4.3 Insertion

We now describe how to insert a new element with a given key. As in standard B-trees, we first search for the key in the tree to find a leaf node, \( v \). If \( v \) contains a hole, we simply add the element to \( v \) as in a standard B-tree and no further work is done. Otherwise, a hole is first moved to \( v \) to make room for the new element. This is done by a searching the group of \( v \) for a hole to slide to \( v \). If none exists, we ask for the parent of \( v \) to obtain a hole, which we then can redistribute to \( v \)'s level as \( B \) holes. If the parent has no hole, the process is repeated recursively. This recursive process, called REQUEST, is described as Algorithm 1. The recursion ends at the latest when the reservoir is reached.

Algorithm 1 REQUEST.

```
procedure Request(v)
    if any node in v's group has a hole then
        slide this hole to v
    else
        Request(parent node of v)
        redistribute a hole from parent
        if v's group is too big then
            split v's group
        end if
    end if
end procedure
```

Moving down holes from higher levels via a vertical redistribution increases the size of the receiving group by one (see Figure 8). To keep the sizes of groups, and hence the cost of sliding within groups, we split a group in two when a redistribution discovers that the size of the receiving group has doubled compared to its initial group size from Section 4.1. Groups are simply implemented by marking the border nodes of groups, so this splitting is straightforward to carry out as part of the operation.

As each redistribution provides \( B \) holes to a group, Algorithm 1 will only recurse upwards (the else case) from a group when \( B \) new calls of Algorithm 1 to nodes in the group have been issued since the last recursion upwards from this group. Recall that a horizontal slide on a level at height \( i \) has a cost of \( O(i^2k) \) and that vertical redistributions are also covered by this bound. From this follows an amortized bound on the rebalancing cost of:

\[
k + \frac{1 \cdot 2k}{B} + \frac{2 \cdot 2^2k}{B^2} + \cdots + \frac{i \cdot 2^ik}{B^i} + \cdots + \frac{h_{\text{max}} \cdot 2^{h_{\text{max}}k}}{B^{h_{\text{max}}}}
\]

(1)
which is \(O(k)\) (assuming \(B > 2\)). As is standard, this can formally be proven by a potential function which amounts to each insertion bringing an amount of “coins” equal to Equation (1). Coins are conceptually stored in groups and will pay for all rebalancing work. When splitting a group, the new group has an additional need for coins not covered by Equation (1). As groups grow slowly, the extra amount compared to Equation (1) is low order in its terms, so just doubling Equation (1) is more than enough.

### 4.4 Achieving \(\log^2\) amortized rebalancing

We now describe how to modify the rebalancing procedure such that the amortized cost per insertion becomes:

\[
O\left(\frac{k\log^2(\min\{k, B\})}{B}\right).
\]

Note that the amortized cost of rebalancing on all non-leaf levels is already as low as \(O\left(\frac{1}{\epsilon}\right)\). This can be seen by excluding the first term in Equation (1). Since \(k = \Theta(1/\epsilon)\), that value matches the lower bound, so we only need to lower the cost of rebalancing on the leaf level.

The overall plan is to distribute holes more evenly within leaf groups, both when constructing the tree initially and when vertically redistributing holes from the next higher level. We will use a density keeping scheme [17] on the nodes within each leaf group. Concretely we will use the version described in section 3.1 of [9] (to which we refer for full details). The scheme maintains a distribution of holes in a binary search tree by enforcing density (number of keys relative to the maximum for a given height) bounds on the levels of the tree. In this scheme, each insertion will require redistribution within an interval of size \(O\left(\log^2(n)/\tau_1\right)\) (amortized) where \(n\) is the size of the array and \(\tau_1\) is upper limit on the density for the array (\(\tau_1\) can be set to \(1/2\) here).

We apply this scheme to each group of \(k\) leaves such that each leaf node within a group is treated like a leaf node in the binary tree of the density keeping scheme. The binary tree is implicitly overlaid on the group and not actually constructed. The analysis in [9] requires that redistributing everything in a subtree takes linear time in the size of the subtree. We point out that this requirement is satisfied in this setting as the number of nodes involved in rebuilding an interval on the leaf level will be dominated by the distance on the leaf level (as described regarding sliding in Section 4.3).

For \(B \geq k\), we must ensure that a node will sustain \(\Theta(B/k)\) insertions per request for more holes to achieve the desired amortized cost. To this end, we specify how many holes a node gets from its neighbors via a request (slide) and how many holes a node must have in order to be able to give some holes away (this specifies whether the density keeping scheme should consider the node full). We split the \(B/k\) holes in each node into two equal portions: one to handle insertions into the node and one to service a request from another node. This means that a node issues a request only after \(\Theta(B/k)\) keys have been inserted into it and that a node is given \(\Theta(B/k)\) holes when it issues a request for holes. A node can only help another node (potentially itself) once – this is also the case in the setting of [9] as each node has capacity one. The amortized number of insertions between each request within the group is now \(\Omega(k/B)\) and hence the amortized cost is \(O\left(\frac{k\log^2(k)}{B}\right)\).

For \(k > B\), not all nodes can get a hole per vertical redistribution. Instead, we apply the density keeping scheme to subgroups of \(k/B\) nodes where each such subgroup gets one hole after a vertical redistribution. The distance to a hole within a subgroup is \(O(k/B)\) and as there will be \(B\) subgroups per actual group, using the density keeping scheme will mean that insertions will have an amortized cost of \(O\left(\frac{k\log^2(B)}{B}\right)\).
It is important to note that, in both cases, $\Theta(B)$ of the holes are used before a vertical redistribution is requested (this is necessary to cover the cost of global rebuilding).

To handle deletions, the operations can be performed in reverse, as mentioned earlier. This implies moving holes upwards in the tree (equivalent to merge in standard B-trees) when the number of holes in a group grows sufficiently big.

5 Global rebalancing scheme

We here describe how repeated global rebuilding can be used with the scheme presented in Section 4 to achieve a global rebalancing scheme (i.e., not bound to a specific range of tree sizes as in Theorem 5).

Immediately before performing a global rebuild, the tree contains $n = N(1 - \epsilon)$ elements for some $\epsilon$, where $N$ is the next power of $B$. We set up the system from Section 4 by performing a global rebuild at linear cost (i.e., $O(n/B)$ node updates). We use this set-up while $N(1 - 2\epsilon) \leq n \leq N(1 - \epsilon/2)$. Once one of these bounds have been reached, we rebuild again, updating $\epsilon$ by increasing or decreasing it by a factor of two. There will be at least $\Theta(N\epsilon)$ updates between each rebuilding. Thus, the amortized cost incurred by the rebuilding process per update will be $O(1/(B\epsilon))$, which does not increase the upper bound from Section 4.

Applying this scheme during insertions (with $\epsilon$ successively decreasing by factors of two along the way) allows us to maintain optimal height until the tree is arbitrarily full and the update cost hence is arbitrarily close to $\Theta(n/B)$. In practice, one would presumably choose to allow suboptimal height when the complexity of rebalancing exceeds a certain rebalancing budget. Figure 1 illustrates how the complexity (lower bound) behaves as $n$ approaches powers of $B$ and how this complexity lower bound relates to a logarithmic budget. Suppose we want to limit the update complexity to a given budget $f(n)$. We can do this by keeping optimal height from $n = B^h - 1$ up to the point where the budget is exceeded and from that point up to $n = B^h$ allowing the height to be optimal plus one. Specifically, we define $\epsilon'$ by $k \log^2(\min\{k, B\})/B = f(n)$ and $k = 1/\epsilon'$. For most $f(n)$, this has for $B^h - 1 < n \leq B^h$ one solution $\epsilon'$ for each $h$, similarly to Figure 1. We assume this to be the case for the $f(n)$ in question. We adjust the scheme above in the following way:

- If $n$ exceeds $B^h(1 - \epsilon'/2)$, rebuild the tree with the height incremented by one and use $\epsilon = 1/2$.
- If $n$ falls below $B^h(1 - \epsilon')$, rebuild the tree with the height decremented by one and use $\epsilon = \epsilon'$.

This gives the result below, where $\epsilon'$ is defined as above.

\textbf{Theorem 6.} There exists a rebalancing scheme such that, given a rebalancing budget $f(n)$, a B-tree can be maintained with perfect height from $B^{h-1}$ to $(1 - \epsilon')B^h$ and with perfect height plus one up to $B^h$.

We highlight two interesting special cases. The first case is $f(n) = \Theta(\log_B(n))$, which is a natural choice since it allocates the same cost for rebalancing as for searching time. For this choice, $\epsilon' = o(1)$, leading to:

\textbf{Corollary 7.} There exists a rebalancing scheme that given a rebalancing budget of $\Theta(\log_B(n))$ maintains a B-tree which has optimal height for all but a vanishing fraction of values of $n$. For the remaining values of $n$ the height is optimal plus one.

A comparison of the result of Corollary 7 to optimal height and to the height bound obtained by standard B-trees is given in Figure 2.
The second case is $f(n) = \Theta(1/B)$, for which we have $\epsilon' = \Theta(1)$, leading to:

**Corollary 8.** There exists a rebalancing scheme that given a rebalancing budget of $\Theta(1/B)$ maintains a B-tree with optimal height plus one.

### 6 Storage utilization

We here consider the connection between the parameter $\epsilon$ and the storage utilization. Our upper bound rebalancing scheme directly implies excellent storage utilization. When we lay out a tree with a given $k$ this tree will have a storage utilization of at least $(k-1)/k = 1 - \epsilon$. This is trivially true for the leaf level as each group consisting of a multiple of $k$ leaves has at most one empty node worth of holes (refer to Section 4.1). As holes are more sparse on higher levels of the tree, these levels have higher storage utilization than the leaves. The total weight of holes in the reservoir is at most a constant times the total weight of holes in the leaves. Since the number of nodes allocated in the reservoir is bounded by the number of allocated leaves and the weight per hole in the reservoir will be greater (by a factor of a power of $B$), the storage utilization among nodes in the reservoir is at least that of the leaves, too.

The scheme in Section 5 changes $\epsilon$ and thus the guaranteed storage utilization while growing a tree. To get a consistent high storage utilization while growing a tree, one can instead choose a desired low $\epsilon'$ (lower than needed initially for $n = (1-\epsilon)N$), lay out the holes among the leaves and internal layers according to this $\epsilon'$, and leave the extra free storage this would yield in the reservoir. By the same arguments as before, the storage utilization on the leaf and inner levels of the tree would then be $1 - \epsilon'$. On the reservoir level, one could compact the nodes such that at most one node would be non-full.

Our lower bound results do not translate directly into a statement about storage utilization. This result is about the amount of room (weight) in a tree of a particular height – the actual number of nodes allocated within the tree is not considered. As a counter-example to implications for storage utilization, take for instance a B-tree with all nodes completely full except the root which has only a tiny fraction of the $B$ possible children. This tree will have excellent storage utilization – it will approach 1 for increasing $n$ – while $\epsilon$ will be large as the number of keys could be increased massively without increasing tree height.
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