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Abstract

Code linters are tools for detecting improper uses of programming constructs and violations of style issues. Despite that professional linters are available for numerous languages, they are not targeted to introductory programming, given their prescriptive nature that does not take into consideration a didactic viewpoint of learning programming fundamentals. We present Sprinter, a didactic code linter for structured programming supporting Java whose novelty aspects are twofold: (a) providing formative feedback on code with comprehensive explanatory messages (rather then prescriptive); (b) capability of detecting some control-flow issues to a deeper extent than professional linters. We review Sprinter features against popular tools, namely IntelliJ IDEA and Sonarlint.
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1 Introduction

Code quality has not been widely researched by the programming education community, namely with respect to tooling. Recent studies have identified that quality issues have a significant presence in the code of students [9]. Given the importance of code quality in the software industry, we believe that it is important to bring up the topic early on in the curricula.

From teaching experience, we frequently observe that code quality issues in student code are in part due to their fragile skills with respect to programming constructs. Ruvo et. al. [5] referred to such issues as semantic style indicators, and discovered that these are found in the code of students throughout the degree curriculum.

The fact that students develop implementations that work, does not necessarily imply that they fully understand the underlying concepts [8, 14]. Certain aspects of non-optimal student code may have resulted from trial-and-error attempts, combined with unsatisfactory mastery of programming constructs. We speculate that some code quality issues may relate to misconceptions [13], but that investigation is out of the scope of this paper.

In this paper we present Sprinter, a didactic code linter that comprehensively explains code quality issues in terms of what is expressed in the user program, evidencing the problem, rather than the fix (see Figure 1). The perceptions of code quality are not consensual among
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![Figure 1: Sprinter: student code is analyzed and annotated with a comprehensive explanation of an encountered issue.](image1)

![Figure 2: Prescriptive warnings on a code quality issues given by IntelliJ IDEA and Sonarlint.](image2)

We focus on quality issues that stem from lack of mastery of elementary programming constructs, as opposed to purely stylistic issues, such as naming and spacing conventions.

Software quality is recommended as a learning goal of Software Engineering curricula [12]. Therefore, didactic tools that raise awareness to code quality issues are an advantage towards this aim. In our contribution we address quality issues within the scope of optimal usage of structured programming constructs, which fundamentally involve sequence, branching, and looping. We address characteristics of programs that in isolation or simultaneously: (a) lead to useless computations, (b) exhibit redundancy in their instructions (duplication), or (c) are unnecessarily verbose. We aim at providing code quality feedback targeting novice programmers, differing from professional linters in terms of message format and improvements in issue detection.

Sprinter is a proof of concept for Java. However, the issues are not Java-specific, and our approach is applicable to languages that have similar structured programming constructs. So far, we have developed 14 detectors for structured programming issues, mostly relying on control-flow analysis. In addition to presenting the issues centered on the problem rather than the fix, our tool detects a few issues that some professional linters are not able to detect. A tool such as Sprinter could be useful in programming courses, given that it can raise awareness of knowledge gaps and deliver hints for students to improve their skills.

2 Related work

Professional code linters may be used in teaching, as they typically provide plugins for widely-used IDEs (e.g., SonarLint\(^1\)) or are integrated in the IDEs themselves (e.g., IntelliJ\(^2\)). These industrial linters have a prescriptive nature in their interaction, since they simply tell what to do to fix an issue, typically with an accompanying quick fix option for performing the

---

\(^1\) [https://www.sonarlint.org](https://www.sonarlint.org)

\(^2\) [https://www.jetbrains.com/idea](https://www.jetbrains.com/idea)
operation automatically. For didactic purposes, we believe that a tool should explain why some aspect of the program is not as good as it could be, elucidating the user as much as possible, while not providing a “blind fix” that can be applied without understanding. Our goal is that students can understand an issue, and ideally, fix it autonomously without the aid of automatic features. Otherwise, one may fix without understanding, which we argue is not ideal for the learning process.

The code linter concept has been applied to early stages of programming learning. LitterBox [6] is a linter for Scratch programs that is capable of providing hints to users based on a catalog of patterns, which are used to analyze the abstract syntax tree. One of the main motivations for this approach is aligned with ours. The fact that learners produce working code with correct outputs does not imply that they are using programming constructs in the best way and have no misconceptions regarding their application.

Keuning et al. [9] have analyzed a large amount of Java code from the BlackBox dataset [4], finding that quality issues have a significant presence in student code. Further, they observed that some quality issues tend to remain as a code file evolves. The same authors have conducted a study with programming teachers [10] in order to investigate the type of quality feedback they would provide to students. They observed that teacher feedback consists of aspects pertaining to reducing algorithmic complexity that is not covered by professional tools, such as simplifications of if-else statements. We address several of those issues in Sprinter.

Keuning et al. [11] also investigated if students were able to address quality issues using a refactoring tutor, where instructors develop exercises that start with working code with quality issues, and further provide hints for students to fix, while checking progress when correct steps are taken. Sprinter is similar to such a tutor, but it supports detection of quality issues in arbitrary student code. Hence, students become aware of quality issues by means of their own code, rather than through instructor-designed cases.

FrenchPress [2] is a diagnosing system for Java programs that focuses on issues related to object-orientation and use of variables. Sprinter has only a small overlap with FrenchPress with respect to boolean expressions. Our focus is on structured programming constructs, and nearly to practically all the issues we detect are not handled by FrenchPress. Hence, the diagnoses of both tools could be combined into a broader tool.

The CompareCFG tool [7] provides students with a control-flow graph (CFG) for their submitted solution, side by side with a CFG of another submitted solution that is less complex. The goal is that students can improve their code autonomously by comparing the solutions and reading additional actionable feedback provided by the tool. This approach is similar to ours, as we also make use of a CFG to detect issues and derive actionable feedback, but we do not present it to students.

Hyperstyle [1] is a tool for automated evaluation of code quality that relies on reusing the functionality provided by professional linters. The messages that explain the issues are not those provided by linters, but rather custom designed by the tool. However, no details are available so far regarding how issues are presented. Hyperstyle supports several languages, but with respect to Java, it relies on the linters Checkstyle and PMD. The latter address mostly syntactic stylistic issues, whereas issues related to control-flow are not detected. In our work we focus on issues related control-flow and structured programming constructs.

---

3 https://checkstyle.sourceforge.io
4 https://pmd.github.io
boolean contains(int[] a, int n) {
    int i = 0;
    int c = 0;
    while (i < a.length) {
        if (a[i] == n) {
            c = c + 1;
            i = i + 1;
        } else {
            c = c;
            i = i + 1;
        }
    }
    if (c != 0) return true;
    else return false;
}

(a) Code example with quality issues.

(b) Control-Flow Graph of (a).

(c) Version of (a) with improved quality.

(d) Presentation of the quality issues in Sprinter (when c=c was already addressed).

Figure 3 Quality issue detection based on control-flow analysis.

3 Control-flow analysis

With the exception of the more trivial cases, most of the issues detected by Sprinter rely on control-flow analysis. We derive a CFG for each procedure (i.e., method, using Java’s terminology) of the code under analysis. A CFG models a procedure with an entry and exit point, statements (nodes), and transitions (edges). Each node is either a statement, or a branching point that determines the following statement according to the evaluation of an expression (control structures). The detection of code issues is performed by querying the CFG for “anomalies”.

Figure 3a presents a code example which, despite its contrived appearance, combines several aspects reported in previous studies [5, 9] that any programming education teacher with some experience has seen. For illustration purposes, we combine three code issues in a single example. Notice that in addition to the code issues, algorithmic-wise, the solution is also not optimal (the array iteration does not have to be complete, and no counter is strictly necessary). However, our approach is not concerned with algorithmic strategies, but rather in how those are expressed. Figure 3b presents a CFG that models the code of Figure 3a. The gray instructions are “superfluous” and could be removed through the process of reaching the equivalent solution presented in Figure 3c.
The most trivial issue in the code is the self assignment \( c = c \). Given its redundancy, it could be eliminated without any elaborate analysis. Further, by analyzing branches to check that all starting/ending have the same statements (\( i = i + 1 \)), we detect that they could be factored out from their branch. As so, the else branch becomes empty, and in turn, may be removed as well. Finally, the last if is an identity map of the expression \( c! = 0 \) to the return expression, and hence, it may be simplified to return \( c! = 0 \).

Another aspect that we rely on for detecting code issues is the nature of procedures, namely if they are either pure functions without side-effects, or procedures that modify state. We determine this through static analysis. When there are no references passed to a procedure, or when all the referenced arrays/objects are not modified nor passed to a procedure, we classify it as pure function. We also distinguish between constant-time and non-constant-time function, by analyzing the function body.

### 4 Sprinter

We developed the Sprinter prototype supporting Java. Although it is an object-oriented language, in this work we are only focusing on structured programming constructs, which are available across many programming languages with equivalent or similar semantics (e.g., C, Python, Matlab, R). The tool is currently standalone, but it would certainly make sense to integrate it in an IDE in the future (e.g., Eclipse, IntelliJ, VS Code). We also aim at

Sprint takes as input Java files, which are checked against issue detectors. Each encountered issue is presented to the user in isolation, using annotations in the code (see Figure 3d). We highlight the parts of the code that are involved in the issue and we may attach a small warning sentence about the problem (see Figure 1). In a separate panel, we provide an accompanying explanation of the issue and related concerns. The text may hold links to the code to aid the user in relating the explanation to the code. We do not provide any quick fix options to solve the issues automatically.

So far, we managed to successfully implement detectors for 14 issues, of which we present the ten-most significant in Table 1. We have omitted the more trivial cases such as self-assigning a variable or “tautology if-guards” consisting of the literal true. Each case is illustrated with a sketch-example, and we indicate if IntelliJ (version 2022.1.1) and Sonarlint (version 6.4.3) are capable of fully or partially detecting the issue. The former can be considered to be one of the most advanced IDEs for Java, whereas the latter is a leading professional linter. Notice that in order to have the coverage of issue detection of Sprinter one has to use a combination of two widely used professional linters. Using multiple (professional) tools in educational settings creates undesired overhead.

In addition to the form in which code issues are presented, Sprinter detects some issues that are not flagged by some industry-strength tools. Notice that there are issues not (fully) detected by either IntelliJ or Sonarlint. We are able to achieve this in part because we reduce the scope of code analysis, currently by not delving into Java’s library classes. That is, the classification of pure functions is not performed in these cases, as required by some detectors.

The issue of Magic Numbers is prone to some subjectivity. We compromise by flagging cases when the same literal is found twice or more within the same procedure (excluding literals 0, 1, and 2). However, the solution is not perfect, and achieving one is not trivial. A same number may refer to different unrelated things, and that is hard to determine with precision. On the other hand, the often-used 0, 1, and 2, may also be used in situations where a constant would make sense.
Table 1: Code issues detected by Sprinter with illustrative examples. We mark the issues for which there is an equivalent detection available in IntelliJ IDEA (IJ) and Sonarlint (SL). Full support: ●; partial support: ○; *Does not take into account semantically equivalent duplication (see code example); **Empty if is signaled, but else is not take into consideration in the explanations.

<table>
<thead>
<tr>
<th>Name</th>
<th>Description</th>
<th>Example (Java)</th>
<th>IJ</th>
<th>SL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Useless Assignment</td>
<td>Assignment of a value that is not used.</td>
<td><code>int[] array = new int[100]; array = newRandomArray(100);</code></td>
<td>●</td>
<td>●</td>
</tr>
<tr>
<td>Useless Call</td>
<td>A call to a function that has no side-effects without making use of the returned value.</td>
<td><code>copy(array);</code></td>
<td>●</td>
<td></td>
</tr>
<tr>
<td>Useless Return</td>
<td>Return at the end of void methods.</td>
<td><code>void doSomething() { ... return; }</code></td>
<td></td>
<td>●</td>
</tr>
<tr>
<td>Identity Return</td>
<td>Mapping the evaluation to separate return statements.</td>
<td><code>if(bool) return true; else return false;</code></td>
<td>●</td>
<td>●</td>
</tr>
<tr>
<td>Redundant Equality</td>
<td>Comparing a boolean expression to a boolean literal.</td>
<td><code>if(boolExpression == true) { ... }</code></td>
<td>●</td>
<td>●</td>
</tr>
<tr>
<td>Redundant Call</td>
<td>A call to a non-constant pure function with the same arguments.</td>
<td><code>int m = max(list); list.remove(max(list));</code></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Redundant Guard</td>
<td>A guard that is checking a condition that is known to be true (given the enclosing control structure).</td>
<td><code>while(i &gt; 0) { if(i &gt; 0) { ... } }</code></td>
<td></td>
<td>●</td>
</tr>
<tr>
<td>Duplication in Branches</td>
<td>Common behavior in alternative branches that could be factored out.</td>
<td><code>if(v[i] &gt; 0) { c++; i++; } else { i+=1; }</code></td>
<td>●*</td>
<td></td>
</tr>
<tr>
<td>Counter Guard Branching</td>
<td>Empty block in if with desired behavior in else.</td>
<td><code>if(guard) { } else { // do something }</code></td>
<td>●*</td>
<td>●</td>
</tr>
<tr>
<td>Magic Number</td>
<td>Numeric literal that is used without an explanation.</td>
<td><code>if(c &gt; 255) c = 255;</code></td>
<td></td>
<td>●</td>
</tr>
</tbody>
</table>
5 Conclusions

We presented a novel form of explaining code quality issues related to structured programming constructs embodied in the Sprinter tool. Some of these issues are not, or are only partially addressed by professional tools. As future work, we plan to address other issues, such as code duplication at the expression level, as well as other issues related to branching.

A tool such as Sprinter, if properly integrated in the programming practice workflow, could be beneficial to raise awareness to code quality, while helping students to improve their code autonomously. Tool support becomes even more relevant in the context of large-scale course where human tutoring is scarce or not even available. As future work, we plan to carry out a user study with programming beginners to investigate how they can cope with the issues raised by Sprinter.
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