Introductory Programming in Higher Education: A Systematic Literature Review

Gabryella Rodrigues
Research Centre on Education (CIEd), Institute of Education, University of Minho, Braga, Portugal

Ana Francisca Monteiro
Research Centre on Education (CIEd), Institute of Education, University of Minho, Braga, Portugal

António Osório
Research Centre on Education (CIEd), Institute of Education, University of Minho, Braga, Portugal

Abstract

A systematic literature review was performed on 33 papers obtained from the ACM, IEEE and Sciencedirect databases, in order to understand in depth, the introductory programming discipline (CS1) in higher education. Recently published works have been covered, providing an overview of the teaching-learning process of introductory programming and enabling to find out whether the research developed by universities worldwide is in line with the proposals made by ACM/IEEE-CS group for computer courses, regarding the transition to the competency-based model. The results show that the new techniques/technologies currently used in software development, as an example of agile methodology, has influenced the teaching-learning process of CS1 together with methods such as visual programming and e-learning. The analyzed papers discuss the importance of developing not only technical, but also social skills, corroborating that methodologies used in introductory programming courses need to focus on preparing students for an increasingly competitive market, associating new skills with technical aspects.
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1 Introduction

The Association for Computing Machinery (ACM) guides and recommends higher education institutions worldwide in the context of analyzing the characteristics of graduation students and in the construction of curricula in the field of computing, since 1960. The most recent document – published in partnership with the Computer Society of the Institute of Electrical and Electronics Engineers (IEEE-CS) – the Computing Curricula 2020: Paradigms for Global Computing Education [19], referred to as CC2020, records significant updates.

The main change from previous documents focuses on the transition from a traditional teaching model to a competency-based model. The first one is described through areas of knowledge, units of knowledge and learning outcomes. However, this paradigm has been shown to be inefficient through two new challenges: the new ways of acquiring knowledge and the gap between graduates’ skills and the skills expected in professional activities, known as “the skill gap” [19].
Therefore, with the aim of promoting the success of learning and the effective reduction of the skill gap, the ACM/IEEE group made use of previous experiences and incorporated to CC2020 the concept of competence as a primary characteristic in the construction of the computer science curriculum. The curriculum guidelines for undergraduate degree programs in Information Technology [45] identified as IT2017 was the initial inspiration.

This research focuses on the introductory programming discipline, specifically in algorithms, which according to CC2013 [44] are fundamental to the development of any software system and present in all areas of computing. The study of algorithms provides an insight into the nature of the problem as well as possible solution techniques, independently of a programming language and programming paradigm, computer hardware or any other aspect of implementation.

A systematic literature review was conducted in June 2021 in order to systematically collect recent data available in scientific databases on: the course identity, expected skills, methodologies, programming languages and tools used in teaching and learning of introductory programming.

2 Previous Studies

Most of the recent systematic literature review on introductory programming focus on a specific teaching/learning method [32, 35, 53, 36] or on the assessment of tools, programming languages or programming paradigms [27, 24, 3]. In general, studies that address the teaching and learning programming on novice, do not cover results after 2018 [5, 37, 40] and centers only on dropout, failure rates, problems faced by students and technical skills expected before and at the end of the course.

Despite the large volume of work on introductory programming, there is a lack of studies that focus on competency instead of knowledge expectations [45]. To gain a different perspective in this review, we aiming in studies that also include a competence model.

3 Research Questions

Firstly, given the recommendation to parameterize the course’s terminologies and classifications and the areas of knowledge proposed in CC2020, this research seeks to identify how the introductory programming discipline is identified and structured and in which computing degree program is targeted (Q1). In addition to pointing out, or not, a pattern in the discipline’s identity, this research seeks to register what contents are covered, in order to recognize the presence of the algorithm subject. It also seeks to examine which undergraduate courses in computing place more emphasis on the development of algorithms, comparing these results with the panorama suggested in CC2020, in which it is quantified the importance that each area of knowledge offers to courses.

Secondly, driven by the transition to the CC2020 competency model, this research investigated whether universities are still based on the classical teaching model or are already concerned about the transition to the new model proposed and what skill set are classified as essential for computer science students taking the introductory programming course and whether these skills are explored within a real-world context. For that it is important to note which technical and social skills are involved in the process of creating and analyzing an algorithm (Q2).

After the analysis of the included texts, a list of methodologies, tools, languages and programming paradigms used in the teaching and learning of introductory programming course was compiled, in order to analyze the influence of the technology in this process and
observe how close are the tools used in universities of those required by job market, identified through the question: What are the methodologies, tools, languages and programming paradigms used in the teaching and learning process of introductory programming (Q3)?

The results of this work will define which terminologies will be used to reference this course in future work; the level of importance that the discipline has in each computer course will be used to define which curriculum recommendations documents (currently there are seven different reports regulating computer courses) will be used as a basis in the construction of a conceptual framework of a doctoral research project in the context of learning the introductory programming course in higher education. In addition to providing information to justify the choice of the courses that will be observed in the field work.

The data related to skills, technical skills, social skills and methodologies described in the collected documents will be used as a basis for the construction of a observation guide in a case study that will be developed in the future.

4 Method

The systematic literature review seeks to employ a research methodology with scientific rigor and great transparency. To ensure such rigor and transparency Elisa Nakagawa [42] affirm that all systematic review must contain a protocol of investigation, which describes the entire process in detail. This study follows the guidelines for systematic literature review presented by [29] and [42] and consists of the following stages: formulation of the research questions to be answered; strategies adopted in the search and selection process of the studies that will be included in the review; the procedure for data extraction and classification and finally the data synthesis strategies and analysis of results.

4.1 Search Strategy

To define the string used in this systematic review, the research questions were broken down into keywords and synonyms were searched for each term [29]. For the first research question (Q1), in which the objective is to reveal the identity of the discipline, we opted to use a manual search (test search) in computing databases with the terminology CS1.

The CS1 (Computer Science 1) acronym was originally created in 1978 by the ACM and refers to the first computing course that introduces the programming basics [18]. Although the contents have changed over the past four decades, the name and general principles have remained [23].

The result of this preliminary search showed us that the researches carried out on this field also make references to the keywords: “Introductory Programming Course” and “Introduction to Programming”.

Similarly to the second research question (Q2), the word “skill” was chosen to identify which skills are described as necessary to students who are attending and/or have attended the fundamentals of programming. The choice of not distinguishing social skills from technical skills in this process was based on the results obtained in this preliminary exercise, which showed that with the exclusive use of the word Skill researches involving both capabilities were returned.

For the third research question (Q3), the chosen words that proved to be timely in identifying the methodologies, tools, languages and programming paradigms used by teachers and students in the discipline were: method and tools. When the word “method” was associated with “CS1” it returned works that involve the use of new teaching methods in the teaching of introductory programming. Using the keyword “tools” combined with “CS1”,
we obtained papers that cited the use of tools and programming languages. For the last item of Q3: programming paradigms, it was not necessary to use a specific keyword, because programming paradigms can be revealed from the identification of the programming language used, as [11] explains.

Since this work seeks to research both teaching and learning processes of introductory programming, the identified keywords were associated to the terms: “teaching programming” and “learning programming” and the search strategy, described in Table 01, was built.

The use of a wide search string, provided its use in several databases [29] and its validation was made by an expert in the area, who reproduced the final protocol.

4.2 Database

After the process described above, an automatic search was performed in Sciencedirect, IEEE Xplore and ACM Digital Library, using the previously constructed research strategy. The first two sources, according to the classification of Felizardo et al. [16] are identified as bibliographic databases, i.e only return studies published by their own publisher. And in order to mitigate possible limitations in the searches, we also used a hybrid database: ACM Digital Library, which indexes studies published by the publisher and studies from other sources [16].

In addition to the characteristics mentioned above, the ACM and IEEE associations, which respectively maintain the ACM Digital Library and IEEE Xplore database, are responsible for producing and publishing all the reports that guide computer courses. Also, they are classified as two of the main indexing services in the area of computing, electricity and electronics [9].

In order to collect all the evidence used to answer the research questions, we have made use of a third source: Sciencedirect. A multidisciplinary database made available by Elsevier, which brought together papers published by researchers from various countries and a collection covering several thematic areas in the field of Science and Technology.

Another point to consider about the databases chosen was the fact that they index new studies regularly and with peer-reviewed. They have a search engine that allow an easy adaptation of the string, versatility in exporting the results and integration with a reference management software.

4.3 Selection Criteria

In order to include relevant documents and ensure that no important study was excluded, selection criteria were defined (inclusion and exclusion) in the search protocol before starting the automatic searching process in ScienceDirect, IEEE Xplore and ACM Digital Library databases.

4.3.1 Inclusion Criteria

The condition of having been published in the period from June 2017 to June 2021 (five-year period), was the inclusion criteria used to select documents in this systematic review, allowing the presentation of a current scenario of what has been investigated on “introductory programming”. In particular, it can provide insights into what new technologies are influencing the teaching and learning process in this discipline.

At the same time, the first document of the ACM/IEEE that embraced the concept of competencies as the main characteristic of a computing curriculum was the Information Technology (IT2017) report [45], published in 2017. This led to the adherence of CC2020 to the competence-based learning model.
Although the mentioned document was published only in December 2017, this review moved the observation window back to June 2017 with the intention to identify whether the literature already indicate this concern even before any publication by the ACM/IEEE.

We highlight that the selection criteria was not limited to a specific languages, the only criteria for including documents in this systematic review is limited to time.

4.3.2 Exclusion Criteria

And with the aim of eliminating texts considered irrelevant [29], a set of five exclusion criteria was adopted:

- **Duplicate Records**

  According to Kitchenham and Charters [29], it is important not to consider repeated evidence from the same study, to avoid create distortions in the conclusions. Thus, this criteria considers the most recent study, in cases of papers written by the same author or group of authors that address the same subject. However the study will only be deleted if the most recent one deals with all the contents of the older version. If the study contains an intersection, it will not be excluded.

- **Papers providing only the abstract or unfinished research**

  Detailed information on the methodological aspects, such as type of research, data collection method, target audience, instruments, programming languages used, as well as details of the results, may not be included in the abstract or in unfinished research. However, it is a type of information that needs to be collected to assist the data analysis phase. Therefore, works that do not provide access to the full text or are ongoing research will not be included in the analysis phase.

- **Papers that do not result from a scientific research**

  A systematic literature review aims to collect evidence from primary studies [42]. Thus, studies that are not the result of a research will not be considered. This case includes panel, journal column, tutorial, editorial and other systematic literature reviews.

- **Works carried out with students of different levels**

  The interest in programming is not exclusive to higher education courses and much less to courses in the exact sciences area. There are many researches carried out also with students of all levels and modalities of teaching. However the interest of this review is to focus only on how to learn and teach in introductory programming in undergraduate courses.

- **Works that do not address identity, basic learning conditions and the teaching methods of the discipline of “introductory programming”**

  The quality of a systematic review is linked to the papers chosen for the analysis. Works that do not answer at least one of the research questions of this review were not classified for the next phase.

After the definition of the inclusion and exclusion criteria, a research protocol, used in the selection process of the studies in this work was defined and is described in Table 01.

This protocol summarizes information on research questions, keywords and boolean operators used in the search process, databases, inclusion and exclusion criteria, methodological validation criteria and analysis of results.
Table 1 Research Protocol.

<table>
<thead>
<tr>
<th>Research Questions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1 – How the introductory programming discipline is identified and structured and in which computer courses are the researches carried out??</td>
</tr>
<tr>
<td>Q2 – What are the technical and social skills involved in the process of creating and analyzing an algorithm?</td>
</tr>
<tr>
<td>Q3 – What are the methodologies, tools, languages and programming paradigms used in the process of teaching and learning introductory programming?</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Search Strategy</th>
</tr>
</thead>
<tbody>
<tr>
<td>All: (“introductory programming course” OR “introduction to programming” OR “cs1”) AND All: (“teaching programming” OR “learning programming”) AND Abstract: (“skill” OR “knowledge” OR “method” OR “tools”) AND (publication date: 01/01/2016 TO 12/31/2021)</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Database</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACM Digital Library, IEEE Xplore e ScienceDirect</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Inclusion Criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Papers published between June 2017 and June 2021</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Exclusion Criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Duplicate Records</td>
</tr>
<tr>
<td>2. Papers providing only the abstract or unfinished research</td>
</tr>
<tr>
<td>3. Papers that do not result from a scientific research</td>
</tr>
<tr>
<td>4. Works carried out with students of different levels</td>
</tr>
<tr>
<td>5. Works that do not address identity, basic learning conditions and the teaching methods of the discipline of “introductory programming”</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Methodological validation criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td>Replication of the search process by another researcher</td>
</tr>
</tbody>
</table>

4.3.3 Selecting Studies

The first step was to conduct an automatic search in the databases, using the string and inclusion criteria defined in the search protocol. In total, 136 papers have been provided of which 90 from the ACM Digital Library, 21 from IEEE Xplore and finally 25 from ScienceDirect.

The identification and organization of all studies was done. The metadata were exported to a reference management software, which enabled the proper organization and automatic detection of duplicate articles. Eleven documents were excluded for duplicity, resulting 125 selected to the next stage of the process. After reading the respective titles and abstracts, the exclusion criteria 2, 3 and 4 have been applied.

In the end, 70 documents were selected for the full reading phase. Then, the last exclusion criterion has been applied, generating a set of 33 eligible studies (24.6% of the total) to data extraction and analysis step.

4.3.4 Data Classification

In addition to documenting the search and selection strategy used, the authors Kitchenham and Charters [29] indicate the need to also document the strategy used to extract the data contained in the selected studies. Pointing to the importance of constructing a data extraction form, which contains fields that record all documents uniformly – built in parallel with the search protocol – providing the foundation for appraising, analysing, summarising and interpreting a body of evidence.
The first data was collected by the reference management software. Items such as: title, authors, institution, country of publication, type of document, year of publication, abstract, keywords and database were inserted in the data extraction form.

Information such as research questions, data collection technique, type of study and results obtained were also identified in the studies to assist in the final analysis. All information extracted from the primary studies were managed by a spreadsheet program.

In order to standardize the extracted data, a data dictionary [29] was created to restrict the possibilities of categorizing certain form items, establishing a set of permissible values in each field, in order to facilitate the classification process.

5 Results

5.1 Identity of the Introductory Programming discipline (Q1)

The first research question launched by this study aims to determine how researchers, who investigate this topic, refer to this discipline. Thus, analyzing the collected data it was possible to realize that 22 papers refers to the name “introductory program course”. However, similar nomenclatures have also been identified as “introduction to programming” and “introductory computer programming”. In spite of being similar terminologies, all studies use the acronym CS1 to quote the discipline. That term, as previously identified, refers to Computer Science I, the first discipline created for the computer science course, in which the fundamentals of programming are addressed [30]. However, it is still used in the curriculum of all courses in the computing field, aiming to facilitate the transfer of students between educational institutions and also as a keyword for research developed in this field [23].

As can be seen in Table 02, other denominations were also identified and a new proposal is reported in [21]: “Computational Thinking Course”, being considered a lighter version of CS1 designed to engage and stimulate future CS1 students. And training skills such as: problem solving, logical thinking, abstraction, decomposition and pattern recognition, recommendations already foreseen in the ACM/IEEE-CS 2013 Report [44], that arise mainly to address students outside of computer or engineering courses.

This proposal can also be found in specific courses in the computing field, but is classified as an optional discipline and often offered before the beginning of the regular academic period. Identified by the terminology CS0. It is responsible for presenting computer science to students without previous skill, promoting mainly the development of problem solving and mathematical skills, in order to reduce retention rates and withdrawals in the future [14].

Of the papers that identified the audience involved in the study, 73% engaged students of computer courses, namely: computer science, computer engineering, information systems, information technology and software engineering. Also 9% of the research included students from other STEM courses like: electrical, electronics, civil, industrial and telecommunications engineering or bachelor’s degree in mathematics and 18% developed activities with graduates from other courses, that is, outside the computing field, which are also identified in the literature as non-Computer Science (non-CS) [11].

Offer introductory programming courses for audiences with different backgrounds, expectations and with a thematic focus became popular [44]. The great interest in programming in non-CS courses is related to initiatives that seek to make computing accessible to all [12], enabling students to interact consciously with new technologies, allowing the acquisition of the ability to read, write, analyze and modify program codes.
### Table 2 Introductory Programming Identity.

<table>
<thead>
<tr>
<th>Term</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>Algorithms and Problem Solving</td>
<td>[22]</td>
</tr>
<tr>
<td>Algorithms and Programming I</td>
<td>[52]</td>
</tr>
<tr>
<td>Computational Thinking Course</td>
<td>[21]</td>
</tr>
<tr>
<td>Introductory Computer Programming</td>
<td>[51]</td>
</tr>
<tr>
<td>Introductory Programming Course</td>
<td>[63, 33, 25, 47, 1, 2, 55, 58, 50],</td>
</tr>
<tr>
<td></td>
<td>[13, 7, 38, 46, 12, 28, 4, 59, 56],</td>
</tr>
<tr>
<td></td>
<td>[57, 6, 41, 48]</td>
</tr>
<tr>
<td>Introduction to Programming</td>
<td>[49, 20, 34, 17]</td>
</tr>
<tr>
<td>Programming 1</td>
<td>[15]</td>
</tr>
<tr>
<td>Programming Course</td>
<td>[39]</td>
</tr>
</tbody>
</table>

With regard to the approaches, most of the research focused on the use of a certain programming language. Leaving aside the emphasis on coding, 33% ([33, 39, 47, 2, 58, 34, 21, 52, 22, 46, 41]) provided a broader introduction to the concepts of programming, using algorithmic as an alternative approach.

This last perspective is analogous to the “Algorithms-first” model, proposed in CC2001 [18], which emphasizes the importance of students working with a variety of data and control structures, without having to deal with the specificities that programming languages inevitably introduce.

The research studies that used this approach were developed in the courses of: computer science [33, 2, 34] and [46], computer engineering [52, 41] and [58], information systems [58] and software engineering [58]. This information corroborates with the data published in CC2020 about the degree of importance that algorithms and data structure have in each course.

### 5.2 Technical and Social Skills (Q2)

Considering the 33 articles analyzed, 29 identified one or more previous skills needed or expected at the end of an introductory programming course. They are identified in table 03 and were gathered in two groups: technical skills (related to programming) and general skills.

Problem solving was the most cited skill, which it is identified by the computer science – CS2013 ([44]) and computer engineering – CE2016 ([43]) reports and defined by [34] as being the ability to understand a given context, identify key information and build a plan to solve it. To plan a solution, the programmer needs to divide the problem into smaller parts, analyze input and output data, and formulate the necessary steps for resolution [62]. The ability to divide a large and complex problem into parts that are manageable to solve, test, and maintain is also known as decomposition. Another skill identified in three papers as a prerequisite for learning programming, [25] states that learn to decompose a computational problem facilitates the software development process, but [13] emphasize that it is not a determining factor of success.

Besides decomposition, another skill, also related to problem solving, is algorithmic thinking. It is defined by [34] as a set of skills connected to building and analyzing algorithms; problem analysis; detailed specification/description of the problem; definition of the necessary actions and construction of an algorithm to solve the problem.
Table 3 Technical and General Skills.

<table>
<thead>
<tr>
<th>Skill</th>
<th>References</th>
<th>Category</th>
</tr>
</thead>
<tbody>
<tr>
<td>Abstraction</td>
<td>[25, 20, 34, 7, 22, 46]</td>
<td>Technical Skill</td>
</tr>
<tr>
<td>Algorithmic Thinking</td>
<td>[25, 47, 20, 15]</td>
<td>Technical Skill</td>
</tr>
<tr>
<td>Decomposition</td>
<td>[33, 25, 58, 20, 34, 52, 57]</td>
<td>Technical Skill</td>
</tr>
<tr>
<td>Debugging</td>
<td>[51, 2, 55, 58, 7, 59]</td>
<td>Technical Skill</td>
</tr>
<tr>
<td>Mathematical Skill</td>
<td>[46, 28]</td>
<td>Technical Skill</td>
</tr>
<tr>
<td>Problem Solving</td>
<td>[51, 33, 25, 2, 58, 20, 34, 50, 52, 56, 57]</td>
<td>Technical Skill</td>
</tr>
<tr>
<td>Critical Thinking</td>
<td>[51, 20, 21, 52, 59]</td>
<td>General Skill</td>
</tr>
<tr>
<td>Communication, creativity, persistence, voluntary participation, perseverance and trust</td>
<td>[51, 28, 41, 10]</td>
<td>General Skill</td>
</tr>
<tr>
<td>Spatial Visualization</td>
<td>[17]</td>
<td>General Skill</td>
</tr>
<tr>
<td>Team Work and collaboration</td>
<td>[52, 22, 28, 59]</td>
<td>General Skill</td>
</tr>
</tbody>
</table>

In six publications the importance of abstraction was discussed. [61] claims that it is the process used in setting patterns, generalized from specific instances and parameterization in order to capture essential properties that are common to a set of objects. The author also describes that an algorithm is an example of a process abstraction, that starts by receiving input values (input), running a sequence of steps (algorithm), and producing a result (output) to satisfy a given objective (problem).

These skills (abstraction, decomposition, algorithmic thinking and problem resolution) are the key concepts of computational thinking, proposed by [60] and defined as a set of skills that allows us to recognize aspects of computing in everyday life. Beyond computational thinking, another feature developed throughout the discipline and evidenced by [51, 2, 55, 58, 7] and [59] is the debugging. Defined as the process of finding and reducing errors in a code [51], it is identified as the most neglected topic in teaching introductory programming. [59] have identified that software developers tend to debug codes using a scientific method that requires cycles of generations and hypothesis testing. This process, according to the authors, promotes a deeper learning and provides an insight into how critical the individual is and the strategies used. However, the curriculum tends not to focus on teaching strategies that promote critical thinking [59]. Authors such as [20] and [52] claim that this ability is usually noticeable only in experienced programmers, as it is related to the individual’s level of maturity.

Mathematical knowledge is cited as necessary and closely related to problem solving, decomposition, and abstraction skills. The lack of this ability can influence programming learning [46] and [28]. However, [34] rejects the hypothesis of correlation between grades obtained by high school students in mathematics and learning programming. Nevertheless, mathematical skills can be used to identify cognitive problems in students as incapable of connecting algorithmic thinking to other mathematical concepts [13]. Associated with mathematical skills, geometry and spatial visualization is also present in the collected data, which influences the understanding and the ability to mentally manipulate a two/three-dimensional figure in space [54]. [17] exposes an example in which a 3D object is placed on a table, and the student needs to imagine how the object will be rotated, without having any physical/real interaction or change of perspective.

And finally, teamwork, communication, creativity, persistence, voluntary participation, perseverance and trust are social skills identified in eight different papers. The authors [51] and [52] emphasized several aspects related to the attitude of students and [22] sustain that knowledge is built from the participation and collaboration between peers.
corroborates with this statement, and clarifies that all computer courses emphasize the professional knowledge required of each professional, including problem solving, critical thinking, communication, and teamwork [19].

In summary, two areas of computational thinking were outlined in the collected data: Computational practices (algorithm, decomposition, abstraction, etc.) and computer perspectives, i.e. the understanding that students have of themselves and their interaction with others and with technology [8]. This idea broadens the original definition of computational thinking proposed by [60], changing the individualistic conception of programming to a vision that includes focusing on social dimensions, called computational participation [26]. This new conception explore computational practices and perspectives that together enable insight into sociological and cultural dimensions, with an emphasis on learning to code so that learners are able to meaningfully participate as critical thinkers, as well as producers, consumers, and distributors of technology [26].

5.3 Methodologies, Tools, Languages and Programming Paradigms (Q3)

Many teaching strategies have been used and reported. However, a trend towards the use of traditional approach was identified: where the teacher reviews the content, explain the terms and concepts followed by paper-based programming exercises ([10, 50] and [52]). The practical activities are developed later in a laboratory with the support of software/tools ([63, 51, 39, 47, 55, 20, 7, 52, 15, 4, 59, 56, 57, 6] and [48]) or hardware ([10] and [50]). Facing the constraints of using the traditional teaching method, or in order to increase students’ motivation ([21, 39, 47, 1, 56]), reduce failure rates in CS1 ([34, 56, 25, 20]), attend classes with large numbers of students ([55, 50] and [41]), active methods have been incorporated as innovative teaching strategy and are cited in Table 4.

<table>
<thead>
<tr>
<th>Teaching Strategy</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>Active Learning/Peer learning</td>
<td>[21, 22]</td>
</tr>
<tr>
<td>Blended Learning</td>
<td>[38]</td>
</tr>
<tr>
<td>E-learning</td>
<td>[25, 1, 12, 48]</td>
</tr>
<tr>
<td>Flipped Classroom</td>
<td>[25, 2]</td>
</tr>
<tr>
<td>Gamification</td>
<td>[39, 38]</td>
</tr>
<tr>
<td>Peer Programming</td>
<td>[49, 21, 22]</td>
</tr>
<tr>
<td>Problem Based Learning</td>
<td>[52]</td>
</tr>
<tr>
<td>Project Based Learning</td>
<td>[10, 22, 46]</td>
</tr>
<tr>
<td>Storytelling/Storyboard</td>
<td>[58, 38]</td>
</tr>
<tr>
<td>Tradicional Classes</td>
<td>[63, 51, 47, 55, 20, 50, 7, 52, 15, 4, 59, 56, 57, 6, 48]</td>
</tr>
</tbody>
</table>

This scenario, in which traditional classes are enriched with laboratory practice are foreseen in the reports published in 2013 (computer science), 2014 (software engineering) and 2016 (computer engineering). The suggestion for change is clear and incisive from the CC2020, which suggests that exploring new methods of learning can augment the learning of knowledge and allow students to interact with each other to develop new skill sets as well as to develop both communication and teamwork skills by studying with others [19].

About programming languages and paradigms, 57.5% of the authors used a programming language in the discipline under investigation. The summary of these data is identified in Table 5 and from this information it was possible to correlate which programming paradigms the courses chose to use.
A programming paradigm, according to [31] is a way to classify programming languages according to their functionalities, it will determine how the program will be structured and executed. Most of the research studies opted for the use of the object-oriented paradigm, followed by five papers that addressed the structured paradigm and two multi-paradigm. The courses that used one of the programming languages, also associated the use of an Integrated Development Environment (IDE), a software for building applications that combines common developer tools into a single graphical user interface (GUI). As an example were mentioned: Spyder, Visual Studio, ArduinoStudio and Eclipse.

<table>
<thead>
<tr>
<th>Programming Languages</th>
<th>Paradigms</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>C</td>
<td>Structured</td>
<td>[63, 1, 7, 52, 46]</td>
</tr>
<tr>
<td>C++</td>
<td>Object-oriented</td>
<td>[39, 47, 10]</td>
</tr>
<tr>
<td>Java</td>
<td>Object-oriented</td>
<td>[25, 49, 13, 12]</td>
</tr>
<tr>
<td>Phyton</td>
<td>Multi-paradigm</td>
<td>[20, 21]</td>
</tr>
<tr>
<td>C#</td>
<td>Object-oriented</td>
<td>[15]</td>
</tr>
</tbody>
</table>

Research such as [20] and [10] also integrated the use of an Arduino, an electronic prototyping platform which allows the development and control of interactive systems of low cost. Another particularity was the adoption of a code review tools used by [25, 49, 1, 55, 7, 59] in order to facilitate the work done by the teachers in correcting coding exercises, consequence of a large number of students per class.

Despite the facilities offered by these tools, [7] and [6] proved the importance of a qualitative feedback, so that students can identify not only where the syntax error is, but also what cause the error. Others ([33, 58, 22, 15]) have made the option to use block-based programming environments, such as: Alice, Inventor app, Blockly games, code.org, gameblox, Pencil code, microsoft makecode and Scratch. These platforms allow more accessible programming environments than programming languages, as they use graphical interfaces that enable programs by dragging and dropping blocks.

Studies ([33, 34, 13, 28]) in which tools or code evaluation techniques have been developed, did not mention methods of teaching or learning introductory programming. In contrast, [21, 22] and [38] cited the use of one or more strategies in their research.

Although 54% of studies referenced the use of innovative methods, but most described conducting uniquely a single experiment. Only [10] narrates a four-year experience with students of computer engineering, software engineering and information systems courses.

6 Conclusion

A systematic review was performed with the analysis of 33 recently published studies obtained from ACM, IEEE and ScienceDirect databases in order to understand in depth, the introductory programming discipline in higher education.

For the first research question, the data revealed that most studies mentioned the name “Introductory Program Course”. In addition to this, the acronym CS1 was also widely used as a synonym for “introductory program course”. Thus, in future work, the authors will opt to use the term and the acronym to indicate the first course in which students have the first contact with the fundamentals of programming.

Throughout the history of computing, the structure of the CS1 discipline has been the subject of intense debate. Many strategies have been proposed and numerous discussions have been raised around. As explained, the analyzed papers present several approaches.
Some have focused on the core concepts of software development associated with a particular programming language, others put aside the emphasis on programming and provide a broader introduction to the concepts, with an emphasis on algorithmic. And the courses that were involved in the development of these reflections were: Computer Science, Computer Engineering, Software Engineering and Information System. This corroborates with the CC2020 report about the level of importance that this discipline has in each course.

For Q2, there was a concern in stimulating technical skills linked to programming. On the other hand, skills such as critical thinking, communication, creativity, persistence, voluntary participation, perseverance, trust and teamwork emerged in twelve studies. 69% of the papers that identified the use of some active method in teaching-learning CS1, identified one or more social skills developed in programming practice. These data lead us to believe that knowledge and skills, be they technical or social are clearly identified, transferred and achieved through the practices described. However, research has not yet identified this triad as part of a competency-based model.

Finally, in response to Q3, it was noted that instead of a particular programming language or paradigm being favored, a list of programming languages and paradigms are successfully used in the courses. As this systematic review collected data that refers only to CS1, it was not possible to observe whether the analyzed courses address more than one paradigm in their programs. But, restricting the students’ experience to just one paradigm can make the transition to the next more complicated [64]. Shifting the focus from the programming languages and paradigms to the tools, it was observed that the courses used different platforms, that can bring the classroom learning closer to professional contexts, as is the case of IDE.

The same applies for teaching and learning strategies. Methods like pair programming, a practice derived from the agile software (EXtreme programming - XP) and other methods like problem-based and design-based learning, are techniques that provide the development of the triad: knowledge, technical and social skills, in a practical context.

In conclusion, this systematic literature review in the area of introductory programming education over the past 5 years, have explored a variety of themes in the computing field, making at least the following contributions: identifying a standard identity for introductory programming discipline; identifying the aspects of CS1 have been focus of publication; summarizing the strategies, tools and technology used in teaching and learning programming; and highlighting the evidence of the use of a competency-based model in learning-teaching process.

This work is part of a PhD thesis and as future work the authors intend to further explore these issues and to focus on how the dimensions of computational participation may influence the learning processes of introductory programming, promoting the skills revealed in this review.

7 Limitation of Our Systematic Review

This work shares the most limitations of systematic review method: the bias in selecting articles and in data extraction due to our choices of eligibility criteria. Furthermore, other limitation lies to the fact that the research was not supplemented with a complementary process or made use of a quality evaluation to selecting papers. These limitations were addressed developing a strong protocol that answer the search problem and using a combined manual and automatic search. For ensuring the quality we selected papers based on the characteristics of the studies, described in item “Data Classification” and used different types of databases.
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