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—— Abstract

In a strongly connected graph G = (V, E), a cut arc (also called strong bridge) is an arc e € E whose
removal makes the graph no longer strongly connected. Equivalently, there exist u,v € V, such
that all u-v walks contain e. Cut arcs are a fundamental graph-theoretic notion, with countless
applications, especially in reachability problems.

In this paper we initiate the study of cut paths, as a generalisation of cut arcs, which we naturally
define as those paths P for which there exist u,v € V, such that all u-v walks contain P as subwalk.
We first prove various properties of cut paths and define their remainder structures, which we use to
present a simple O(m)-time verification algorithm for a cut path (|V| =n, |E| = m).

Secondly, we apply cut paths and their remainder structures to improve several reachability
problems from bioinformatics, as follows. A walk is called safe if it is a subwalk of every node-covering
closed walk of a strongly connected graph. Multi-safety is defined analogously, by considering node-
covering sets of closed walks instead. We show that cut paths provide simple O(m)-time algorithms
verifying if a walk is safe or multi-safe. For multi-safety, we present the first linear time algorithm,
while for safety, we present a simple algorithm where the state-of-the-art employed complex data
structures. Finally we show that the simultaneous computation of remainder structures of all
subwalks of a cut path can be performed in linear time, since they are related in a structured way.
These properties yield an O(mn)-time algorithm outputting all maximal multi-safe walks, improving
over the state-of-the-art algorithm running in time O(m? 4+ n®).

The results of this paper only scratch the surface in the study of cut paths, and we believe a rich
structure of a graph can be revealed, considering the perspective of a path, instead of just an arc.
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1 Introduction

1.1 Motivation

Connectivity problems are a fundamental aspect of graph theory and graph algorithms. In
directed graphs, cut arcs (also known as strong bridges) are a basic structure to characterise
the reachability properties of the graph. They are defined as arcs whose removal makes
the graph no longer strongly connected, or equivalently, as arcs e such that there exists a
pair of nodes u,v such that each u-v walk contains e. Cut arcs and the related strongly
connected components are nowadays part of any lecture about graph theory. Moreover,
significant work has been done to investigate the properties of a graph in relation to its
cut arcs, e.g. by finding all cut arcs in linear time [14], and, after linear-time preprocessing,
answering connectivity queries in constant time under the removal of any single arc [11].
These gave rise to further theoretical advances, and are used in algorithms to compute e.g.
2-vertex connected components in directed graphs [10] or 2-edge connected components in
directed graphs [9]. The results are also useful for more practical works, like in the analysis
of non-equilibrium biochemical reaction networks [22] or when analysing real-world graphs
such as social networks or the world wide web [15]. Naturally, cut arcs play a crucial role in
various practical networks, as they represent critical links in e.g. communication networks,
road networks or transportation networks.

A natural generalisation of a cut arc is a cut path?, similarly defined as a walk (not a single
arc) W such that there exists a pair of nodes u, v such that each u-v walk has W as subwalk.
While there is (to the best of our knowledge) no research around cut paths as such, they
seem to be equally fundamental as cut arcs. On the practical side, one can view cut paths
as representing critical routes through social networks, the world wide web, communication
networks, road networks or transportation networks. Additionally, in practical applications,
when nodes represent street crossings or network routers, cut paths imply critical links within
these objects. On the more theoretical side, in this paper we show that cut paths are a useful
tool in some reachability problems theoretically modelling the genome assembly problem in
bioinformatics. In addition to exhibiting interesting properties on their own, cut paths also
allows us to improve several of these results, as we discuss in Section 1.3.

1.2 Overview of cut paths

To give an overview of cut paths, we start with some basic definitions. A graph G = (V, E)
with n nodes and m arcs is directed and may have self-loops. For an arc e = (u,v), we
call v = TAIL(e) its tail and v = HEAD(e) its head. Sets of nodes can induce subgraphs in
the standard manner. A graph is strongly connected if each pair of nodes is connected by
a directed path in both directions. A strongly connected component (SCC) is a maximal
induced subgraph that is strongly connected. A cut arc is an arc that upon removal increases
the number of strongly connected components in G.

2 Note that walks that contain a cycle cannot be cut paths, hence the name cut path and not cut walk.
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Figure 1 (a) A cut path P = (p1,p2, ps,p4, ps), highlighted by red dashed nodes. Each walk
from p1 to ps has P as a subwalk. (b) The remainder structure of P. The set Rt (P) is enclosed
by the green area, and the set R™(P) is enclosed by the blue area. Its source component S~ (P) is
highlighted by blue nodes, its sink component S™(P) is highlighted by green nodes and the inner
component S(P) is highlighted by grey nodes. The path component P(P) is the intersection of
R*(P) and R~ (P). Note that, to get from S*(P) to S~ (P), one needs to traverse P completely.

An equivalent definition of a cut arc in strongly connected graphs is an arc that is part
of all walks from some node to some other node. Generalising, a cut path is a walk that is a
subwalk of all walks from some node to some other node. We assume a graph to be strongly
connected from here on.

When removing a cut arc (u, v) from a graph, the graph is not strongly connected anymore,
but instead contains multiple SCCs. There is exactly one source SCC (containing v), which is
an SCC without any incoming arcs from other SCCs, and exactly one sink SCC (containing
u), which is an SCC without any outgoing arcs to other SCCs. The source is connected to
the sink via direct arcs or via other SCCs.

A similar structure exists for cut paths, which we call their remainder structure. This
structure is helpful both to efficiently check whether a walk is a cut path, and for applying
cut paths to other problems. We define the remainder structure of a cut path P = (p1,...,ps)
(where p; are nodes), which we denote R(P) = (S~(P), S(P),ST(P), P(P)), as follows. Let
R™(P) be the set of nodes reachable by walks starting from the first node of P without using
(pe—1,pe). Symmetrically, let R~ (P) be the set of nodes reaching the last node of P without
using (py, p2). With this definition, Rt (P) and R~ (P) may intersect, so we define the source
component S~(P) := R~ (P)\ RT(P), the sink component ST (P) := RT(P)\ R~ (P), the

inner component S(P) := V' \ (S~ US™T), and the path component P(P) := R~ (P) N R*(P).

In the remainder structure R(P), for each node u in the subgraph induced by S~ (P) and

each node v in the subgraph induced by S*(P), the walk P is on every u-v walk in G.

Computing the remainder structure is trivial given its definition, and it additionally allows
for a very simple way to efficiently check if a walk is a cut path.

» Theorem 1 (Efficient verification of cut paths). Let P = (p1,...,p¢) be a walk of length
¢ —1>1. P isa cut path if and only if P(P) = {pa,...,pe_1} (specifically, for £ =2, P(P)
is empty). This property can be verified in O(m) time.

1.3 Applications of cut paths

Background. We apply cut paths to improve several reachability-based results that have
been given over the last years for “safe walks”, motivated by the genome assembly problem
in bioinformatics [20, 5, 6, 1, 17, 16]. We give here a minimal self-contained description, and
refer the reader to these papers for motivation and applications. One can formulate the
genome assembly problem as finding one closed node-covering walk (i.e., passing through
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every node at least once)? in a given strongly connected graph built from the input sequencing
data. Since such graphs may admit multiple such walks, one can define a safe walk as one
appearing in any closed node-covering walk of a strongly connected graph. Formally:

» Definition 2 (Safe walk [20]). Given a graph G, a walk is safe if it is a subwalk of each
possible closed node-covering walk of G.

We are interested in enumerating all mazimal safe walks, namely all those that are not
a proper subwalk of another safe walk. These can be thought as representing the maximal
correct (partial) answers to the genome assembly problem. In [20] it is argued that some
specific types of walks used by genome assembly programs are safe walks, and thus finding
all maximal safe walks can be relevant in practice, since it can lead to longer parts of the
genome being reconstructed. Similar problems have been previously studied without the
covering constraint but instead by considering subwalks of all possible walks from a given
node s to a given node t [4], or with the covering constraint set to cover ezactly once (i.e.,
closed Eulerian walks) [16, 2].

Safe walks can be characterised as follows. Let (w1, ..., w;) be a walk. A path from w;
to wj, with 1 < ¢ < j < ¢, with first arc different from (w;, w;4+1), and last arc different from
(w;i—1,w;), is called a forbidden path. Tomescu and Medvedev [20] proved that a walk is
safe if and only if it has no forbidden path and all its arcs are cut arcs. For a walk made
up only of cut arcs, such a forbidden path can be seen as a NO-certificate, since it testifies
that the walk is not safe. Even though NO-certificates are usually harder to check, Cairo et
al. [6] showed that the absence of a forbidden path can be checked in O(m) time, but using
complex data structures. Moreover, all maximal walks without forbidden paths can still be
enumerated in O(mn) time [5]. By appropriately splitting such walks at non-cut arcs, and
removing duplicates, also maximal safe walks can be enumerated in O(mn) time.*

One can also consider another variant of the problem, where one needs to assemble
an unknown number of genomes from a graph, or a genome with an unknown number of
chromosomes [1]. For this, one can formulate the genome assembly problem as finding a
node-covering set of closed walks (i.e., such that every node appears in at least one walk in
the set). In this setting, the notion of safety is adapted as follows:

» Definition 3 (Multi-safe walk [20, 1]). Given a graph G, a walk is multi-safe if it is a
subwalk of some walk in each possible node-covering set of proper closed walks of G.

The theory around multi-safe walks is less developed, the only algorithmic result being by
Obscura Acosta et al. [1], who showed that all maximal multi-safe walks can be enumerated
in O(m? 4+ n?) time. This algorithm is also based on forbidden paths, with some additional
conditions. One reason behind this lack of overall progress around multi-safe walks can be
due to the lack of a YES-certificate, which requires building new machinery from scratch.

Safety-related previous works. The idea of partial solutions common to all solutions to a
problem is very natural and has appeared in several other contexts. For example, Costa [7]
studied persistent edges belonging to all maximum matching of a bipartite graph, and Hammer

To be precise, [20, 5, 6, 1] focus mostly on the arc-covering case, where the closed walks have to pass
through all arcs at least once. In this paper we focus on the node-covering case, for two reasons: first, it
has a more direct relation to cut paths, and second, the arc-covering case can be reduced to it in linear
time by subdividing every arc (i.e., introducing a node in the middle of every arc).

This fact was not observed previously in the literature (recall that in this paper we are defining safety
in terms of node-covering walks), but follows by standard techniques of removing duplicates using a
suffix tree. For completeness, we explain this in Section 4 and Appendix A.
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et al. [13] studied persistent nodes belonging to all maximum stable sets. Recently, Bumpus
et al. [3] studied c-essential vertices, defined as those contained in all c-approximate solutions
to e.g. Odd Cycle Transversal and Directed Feedback Vertex Set problems. See also Table 1

in [3] for algorithms detecting some c-essential vertices for several other NP-hard problems.

As opposed to the latter problems, in this paper we tackle polynomially solvable problems
(computing closed node-covering walks is trivial), and thus their safe partial solutions admit

rich structures which can be exploited in getting efficient algorithms enumerating all of them.

Our results. We show that cut paths and their remainder structure provide a flexible
technique to study both safe and multi-safe walks. For example, they can be used to derive
natural YES-certificates for both types of walks.

N

@o—>e—>o—>—>@ .—».—»m—»m—). .—ho.—»m—&m—)‘
P11 D2 Ps\ Ps D5 @1 @ %\ @ ¢ T 7’2\ T3 Ty T3

Figure 2 Walks P, O, R and their cores highlighted by red dashed nodes. Nodes ps, g3 and 72
are splits, and nodes ps, g4 and r4 are joins. The walks P and @ are interleaved, and the walk R is
non-interleaved. Note that (qi,...,qs) is defined to be interleaved, since even though it has separate
split-free and join-free parts, they are not trivially safe since (g3, ¢4) is only safe if it is a cut arc.

To describe our results, we need additional definitions for walks. Examples for these
definitions are given in Figure 2. A split is a node with at least two outgoing arcs and a join
is a node with at least two incoming arcs. Let W = (wy,...,w,) be a walk with ¢ > 2. The
inner nodes of W are wo,...,wy_1. Let w; be its first inner join, or wy if W has no inner
join. Let w; be its last inner split, or wy if W has no inner split. Then W is an interleaved
walk if i < 7+ 1 and a non-interleaved walk otherwise. The core of an interleaved walk is its

subwalk from w;_1 to wj41. The core of a non-interleaved walk is its subwalk from w; to w;.

A first consequence is that verifying whether a walk is safe can now be done by a simple
check whether the core of a walk is a cut path (after excluding trivial cases). Since this
can be computed in linear-time using simple graphs traversals (Theorem 1), we obtain a
verification algorithm much simpler than the one in [6] (which uses complex data structures
from [11], which in turn uses dominator trees [8] and loop-nesting forests [19]).

» Theorem 4 (Safety characterisation and verification). Let W be a walk, and let C(W) be
its core. W is safe if and only if it is a non-interleaved walk or C(W) is a cut path. This
property can be verified in O(m) time.

In our proof, we use the properties of the remainder structure to show that if the core
of a walk W is not a cut path, then it can be replaced by a walk avoiding the core in any
closed node-covering walk. On the other hand, if the core is a cut path, then there is a pair
of nodes that can only be connected via the core. Since a closed node-covering walk contains
a subwalk between each pair of nodes, that makes W safe.

For the multi-safe case we obtain a YES-certificate based on checking a property of the
remainder structure. This leads to the first linear-time algorithm verifying whether a walk is
multi-safe. In contrast to safe walks, the characterisation depends on the existence of certain
SCCs of size one. Intuitively, a multi-safe walk must be safe, since otherwise there would be
a closed node-covering walk avoiding it, which then also disproves multi-safety. Moreover,
if RY(C(W)), R~ (C(W)) and S(C(W)) of a core C(W) contain only SCCs of size at least
two, then they can all be covered by proper closed walks without leaving the respective
component, and thus without using C(W) as subwalk, disproving the multi-safety of W. If
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however one of them contains an SCC of size one, then to cover this SCC, the respective
component needs to be left and reentered. This can only happen by using C'(W) as subwalk,
hence W is multi-safe.

» Theorem 5 (Multi-safety characterisation and verification). Let W be a walk, and let C(W)
be its core. If W is non-interleaved, then it is multi-safe. Otherwise, it is multi-safe if and
only if it is safe and any of G[S(C(W))], GIRT(C(W))] or GIR~(C(W))] contains an SCC
of size one. This property can be verified in O(m) time.

Lastly, we improve the existing O(m? + n?®)-time algorithm enumerating all maximal
multi-safe walks. A naive application of Theorem 5 would lead to an O(m?n)-time algorithm
for this enumeration problem, already improving the previous one for dense graphs. However,
by proving several additional properties of the remainder structure, we can amortise the time
to just O(mn + o), where o is the size of the output. First, the remainder structure of all
subwalks P’ of a given cut path P can be precomputed in linear time. This works because
when shifting either the start or end of the subwalk to the right (along the walk), then the
set R (P’) monotonously grows and the set R~ (P’) monotonously shrinks (except for some
subwalks that are trivial to handle without the remainder structure). Further, when growing
R*T(P"), only complete SCCs get removed from the inner component, and when shrinking
R~ (P’), the existing SCCs in the inner component are not altered.

» Theorem 6 (Enumerating maximal multi-safe walks). All mazimal multi-safe walks can be
identified in O(mn) time and enumerated in O(mn + o) time, where o is the total length of
the output and it holds that o € O(n?).

In a nutshell, using cut paths and the remainder structure, we gain a deeper understanding
of critical structures for the connectivity of directed graphs. In bioinformatics applications,
this allows us to get better characterisations for two problems that for the first time admit
a simple to compute and verify YES-certificate. Moreover, meticulously investigating the
properties of the remainder structure, we improve over the complexity of the best known
enumeration algorithm for maximal multi-safe walks.

Notation. A split is a node with at least two outgoing arcs, and a join is a node with at
least two incoming arcs. Let G = (V, E) be a strongly connected graph, with |V| = n and
|E| = m > n. We denote the removal of an arc e € E by G—e. Given a subset of nodes V' C V|
the subgraph induced by V' subgraph is defined as G[V'] = (V',{(u,v) € E | u,v € V'}).

For two nodes u,v € V', a u-v walk of length £ —1 is a sequence of nodes W = (wy, ..., wy)
with wy = w and wy = v and such that for each ¢ € {1,...,¢—1} it holds that (w;, w;4+1) € E.
The tail TAIL(W) of W is wy, and the head HEAD(W) of a W is wy. W is closed if u = v and
open otherwise. W is a path if all nodes are unique except that wy = wy is allowed. The inner
nodes of a W are the nodes ws, ..., wy_1, where a walk of length £/ —1 < 1 has no inner nodes.
The notation WW' denotes the concatenation of walks W and W' if HEAD(W) = TAIL(W').
Subwalks of walks are defined in the standard manner, where subwalks of closed walks may
run over the end (e.g. (¢, a,b) is a subwalk of (a,b,c,a)). A proper subwalk of W is a subwalk
that is shorter than W.

2 Cut paths and their remainder structure

In this section, we formally define cut paths and the remainder structure and prove their
main properties. See Appendix B for all formal proofs that we omitted here.
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» Definition 7. A walk W in a strongly connected graph G = (V, E) is a cut path if there is
a pair of nodes u,v € V such that all u-v walks in G have W as subwalk.

One intuitive property of a cut path is that it is an open path.
» Lemma 8 (Open path property). A cut path is an open path.

Further, for any cut path P, the pair of nodes TAIL(P), HEAD(P) is a witness for P being
a cut path, i.e. all TAIL(P)-HEAD(P) walks contain P as a subwalk.

» Lemma 9 (Witness property). A walk W is a cut path if and only if it is subwalk of all
TAIL(W)-HEAD(W) walks.

2.1 Restricted reachabilities

The remainder structure is based on the restricted reachabilities of a walk. Even though only
open paths can be cut paths, we define the remainder structure here on arbitrary walks. As
we see below, the remainder structure makes it easy to check if a walk is a cut path.

» Definition 10. The restricted forward and backward reachability of a walk W =
(w1, ...,we) in a strongly connected graph G = (V, E) are

RT(W) :={v e V| Iram(W)-v walk in G — (we_1,we)},
R (W) :={v eV |3v-HEAD(W) walk in G — (w1, wsz)}.

The restricted reachabilities exhibit the following property, which makes them simple to
work with.

» Lemma 11 (Bottleneck property). For a walk W = (wq,...,wy), the only arc leaving
RY(W) is (we_1,wg) and the only arc entering R~ (W) is (wy, ws).

Proof. Assume for a contradiction that an arc (u,v) different from (wy_1,wy) would leave
RT(W). Since u € RT (W), there is a TAIL(W )-u walk without (w,_1,w¢). Appending (u,v)
to such a walk cannot introduce (wy_1,wy) as subwalk, because (u,v) is not (wy—1,we).
Therefore, v € RY (W), contradicting (u, v) leaving RT(W).

By symmetry, the only arc entering R~ (W) is (w1, ws). <

Note that by leaving R (W), one always ends up in R~ (W) (or one was in R~ (W)
already, if one leaves RT (W) from a node in RT (W) N R~ (W)), and by entering R~ (W),
one always comes from R* (W) (and possibly ends up in RT (W) again, if one enters R~ (W)
at a node in RT(W) N R~ (W)). Further, the restricted reachabilities are strongly connected
in certain cases.

» Lemma 12 (Strong connectivity property). Let P = (p1,...,pe) be a cut path. If the last
inner node of P is a split, then G[R™(P)] is strongly connected. If the first inner node of P
is a join, then G[R™(P)] is strongly connected.

Proof. Let the last inner node of P be a split. By definition, p; reaches all nodes in R™(P)
via walks not leaving RT(P). Assume for a contradiction that there is a node v € RT(P)
that cannot reach p; without leaving RT(P). Then by Lemma 11, each v-p; walk contains

(pe—1,Dpe), so each py_1-p; walk contains (py_1,pe). Let v’ # vy be a node with (p,_1,v") € E.

Then since v’ is reachable from p,_1, each v’-p; walk contains (ps_1,pe). So there is a pi-py

walk W via v’ that does not have p; or py as inner nodes, so it does not have P as subwalk.

By Lemma 9, this contradicts P being a cut path. |

Note that, whenever a restricted reachability is not strongly connected, then it consists
of a strongly connected component, plus nodes from P that form SCCs of size one.
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2.2 The remainder structure

» Definition 13. The remainder structure R(W) = (S~ (W), S(W), ST (W), P(W)) of a
walk W in a strongly connected graph G = (V, E) is defined as

=R (W) \ R"(W)
— V\ (R*(W)UR™
R*( )\R (W)
RT(W)n R~ (W)

—~

the source component),

W)) (the inner component),

—~ o~

the sink component),

—~

the path component).

Note that the remainder structure is a decomposition of the nodes of G. For checking if
a walk is a cut path, we can use the inner path property of the remainder structure. The
inner path property can be checked in linear time with trivial algorithms that directly follow
from the definition of the remainder structure and the property.

» Theorem 1 (Efficient verification of cut paths). Let P = (p1,...,pe) be a walk of length
{—12>1. P is a cut path if and only if P(P) = {pa,...,pe—1} (specifically, for £ =2, P(P)
is empty). This property can be verified in O(m) time.

Proof. By definition, it holds that {ps,...,ps_1} C P(P). Assume for a contradiction that
there was a node v € P(P) \ {pa,...,pe—1}. If v = py, then p, € R (P), so there is a
TAIL(P)-HEAD(P) walk that does contain (p¢—1,p¢), which by Lemma 9 contradicts P being
a cut path. In the same way, if v = py, then p; € R~ (P), which again contradicts P being a
cut path. Therefore, v ¢ {p1,...,p¢}.

Since v € RT(P), there is a TAIL(P)-v walk W, in G that does not contain (ps—1,pe).
Further, since v € R~ (P), there is a v-HEAD(P) walk W5 in G that does not contain
(p1,p2)- Then, W = W1 W5 is a TAIL(P)-HEAD(P) walk. Since v ¢ {p1,...,pe¢}, it holds that
concatenating W1 W5 does not introduce P as subwalk. So by Lemma 9 it holds that P is
not a cut path, which completes the contradiction.

If £ > m, then W contains a cycle, so by Lemma 8 it is not a cut path. The sets R (W)
and R~ (W) can be computed in linear time and hence R+ (W) N R~ (W) can be computed
in linear time. Resulting, P being a cut path can be verified in O(m) time. |

The remainder structure exhibits two more properties useful for other problems.

» Lemma 14 (Extended witness property). Let P = (p1,...,pe) a cut path of length £ —1 > 1.
Let u € ST(P) and v € S™(P) be nodes. It holds that all u-v walks contain P as subwalk.

» Lemma 15 (Nonemptiness property). For a cut path P = (p1,...,pe) of length £ —1 > 1,
it holds that py € ST(P) and p, € S~ (P).

3 Linear-time verifiable characterisations of (multi-)safe walks

We apply the remainder structure of a cut path to give easily and efficiently verifiable
characterisations of safe and multi-safe walks. From here on we assume that our strongly
connected graph G = (V, E) is not a cycle. All missing formal proofs are in Appendix B.

First note that the univocal extension of a walk always needs to be traversed
when traversing the walk itself with a closed walk. The wnivocal extension U(W) =
(li, ..y laywr, .o we,r1, ..., 7p) of W is a maximal walk where ls, ..., l,, wy are not joins
and wy,71,...,7p_1 are not splits.
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» Lemma 16 (Safety of univocal extensions). The univocal extension U(W) of a walk W is
safe if and only if W is safe. It is multi-safe if and only if W is multi-safe.

Since walks are (not necessarily maximal) univocal extensions of their cores, we get the
following property useful for characterising safe and multi-safe walks.

» Lemma 17 (Safety of cores). The core C(W) of a walk W is safe if and only if W is safe.
It is multi-safe if and only if W is multi-safe.

The difficulty in characterising safe and multi-safe walks lies in characterising interleaved
walks. Non-interleaved walks are very simple to handle.

» Lemma 18 (Non-interleaved walks). A non-interleaved walk W = (w1, ..., we) with core
C(W) = (wj,...,w;), j+2 <1, is both safe and multi-safe. This property can be verified in
O(m) time.

Safe walks can be characterised as follows.

» Theorem 4 (Safety characterisation and verification). Let W be a walk, and let C(W') be
its core. W is safe if and only if it is a non-interleaved walk or C(W) is a cut path. This
property can be verified in O(m) time.

Proof. If W is non-interleaved, the statement follows by Lemma 18.

If the core C(W) of W is not a cut path, then by Lemma 9, there is a TAIL(C(W))-
HEAD(C(W)) walk that does not have C'(W) as subwalk. This can be used to replace all
occurrences of C(W) in a node-covering closed walk. To ensure that the resulting walk C
covers all nodes, we insert two closed walks Cy and Cs into it, constructed as follows. Let
v be the last inner split in C(W) and v’ one of its successors outside of C'(W). C starts
in TAIL(C'(W)) and walks C(W) until v and then v’. From v’ it walks back to TAIL(C(W)),
which is possible because the graph is strongly connected, and also possible without C(W) as
subwalk since it ends in TAIL(C'(W)). C; is constructed symmetrically through HEAD(C'(W)).
Since W is interleaved, it holds that C'(W) is interleaved, so C; and C5 together cover C(W).
Further, because C' contains TAIL(C'(W)) and HEAD(C(W)), we can insert C; and Cs into
it. Since the insertions happen at the first/last node of C(W) they do not introduce it as
subwalk. Thus, W is not safe.

If the core C(W) of W is a cut path, then there is a pair of nodes u,v € V such that
all u-v walks have C'(W) as a subwalk. A closed node-covering walk contains a subwalk
between each pair of nodes, so also between u and v. Therefore, each closed node-covering
walk contains C'(W) as subwalk, so by Lemma 17, W is safe.

Finally, the core C(W) can be computed in linear time, and by Theorem 1 it can be
checked for being a cut path in linear time. Hence, verifying if W is safe takes O(m) time. <«

Multi-safe walks can be characterised as follows. See Figure 3 for an example.

» Theorem 5 (Multi-safety characterisation and verification). Let W be a walk, and let C(W)
be its core. If W is non—z’nterlegved, then it is multi-safe. Otherwise, it is multi-safe if and
only if it is safe and any of G[S(C(W))], GIRT(C(W))] or GIR™(C(W))] contains an SCC

of size one. This property can be verified in O(m) time.

Proof. If W is non-interleaved, the statement follows by Lemma 18.
If C(W) is not a cut path, then by Theorem 4, W is not safe, so it is also not multi-safe.

If none of G[S(C(W))], GIRT(C(W))] and G[R™(C(W))] contain an SCC of size one,
then all nodes can be covered by proper closed walks that do not leave a single one

of GIS(C(W))],GIRT(C(W))] or G[R~(C(W))]. By definition, G[3(C(W))] contains no
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R'(P)

Figure 3 (a) A walk (p1,p2,p3,p4,ps5) (as red dashed nodes) that is multi-safe, because the
inner component of its remainder structure contains an SCC of size one (the green dashed node).
The red walk is an example proper closed walk that covers the marked SCC. (b) Neither the
restricted reachabilities nor the inner component contain an SCC of size one, so the two SCCs in the
inner component and the restricted reachabilities can be covered by separate closed walks, without
traversing the walk.

node of C'(W). Further, by Lemma 11, G[R"(C(W))] misses the last node of C(W) and
G[R™(C(W))] misses the first node of C(W). Thus, none of the proper closed walks can
have C(W) as subwalk, so W is not multi-safe.

If C(W) is a cut path and G[S(C(W))] contains an SCC of size one, then this SCC
cannot be covered by a proper closed walk without leaving S(C(W)). By Lemmas 11 and 15,
when leaving S(C(W)), a walk ends up in S*(C(W)), and when entering S(C(W)), a walk
comes from S™(C(W)). By Lemma 14, walking from S*(C(W)) to S~ (C(W)) requires
having C'(W) as a subwalk. Therefore, by Lemma 17, W is multi-safe.

If C(W) is a cut path and G[R*(C(W))] contains an SCC of size one, then by Lemma 12,
R*(C(W)) contains exactly one node v. By definition, v is not contained in G[S(C(W))]
and by Lemma 15, v is not contained in G[R™ (C(W))]. So to cover v, a proper closed walk
X would leave R (C(W)). By Lemmas 11 and 15, this implies that X would have a subwalk
from TAIL(C(W)) to HEAD(C'(W)). By Lemma 9 this implies X has C'(W) as subwalk, so
by Lemma 17, W is multi-safe. By symmetry, if C(W) is a cut path and G[R™(C(W))]
contains an SCC of size one, then W is multi-safe.

Finally, the core C(W) can be computed in linear time, and by Theorem 1 it can be
checked for being a cut path in linear time. Moreover, the strongly connected components can
be computed in linear time by [18]. Hence, W being safe can be verified in O(m) time. <«

4 Amortised enumeration of all maximal multi-safe walks

In this section we give the algorithm supporting Theorem 6. Since every multi-safe walk
is also safe, by definition, we start by enumerating all safe walks, and then finding their
subwalks that are also multi-safe, using further properties of their remainder structure,
including an additional monotonicity property of it.

Enumerating all maximal safe walks. Recall that all walks without forbidden paths can be
enumerated in time O(mn) with the algorithm from Cairo et al. [5]. From these, it is simple
to get the safe walks using the following property from [20, Theorem 3]:

» Lemma 19 (Safe walks [20]). A walk is safe if and only if it has no forbidden paths and
has no cut arc.
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Algorithm 1 MULTISAFE.

Input: Strongly connected graph G = (V, E), all maximal safe walks W.
Output: All maximal multi-safe walks W'.

1 W () // empty list

2 for W e W do

3 if W is a non-interleaved walk then

4 L append W to W, continue

5 (w1,...,we) < C(W), start < 1, end < 1

6 while end < ¢ do

7 if (Wstarts - - - Wend) ts multi-safe then

8 L end < end + 1

9 else

10 append U ((Wstarts - - - s Wend—1)) to W'
11 start <+ start +1
12 while (Wstart, - -, Wend—1) s not multi-safe do
13 L start < start + 1
14 | append U((wstarts - - -y Wend—1)) to W’

15 Remove duplicates and subwalks from W’ using e.g. a suffix tree

We compute the cut arcs in linear time [14] and then break all the walks without forbidden
paths at arcs that are not cut arcs. Then we remove duplicates and proper subwalks from
the result using standard methods and suffix trees. See Appendix A for details.

» Lemma 20 (Enumeration of safe walks). All mazimal safe walks can be enumerated in
O(mn) time.

Enumerating all maximal multi-safe walks. Using Theorem 5, we are able to derive an
algorithm that enumerates maximal multi-safe walks. It works by iterating all safe walks
and enumerating all their maximal multi-safe subwalks. We start with the subwalk of a
safe walk consisting of its first core arc, and then extend it to the right whenever it is
safe, while removing its first node (only from the subwalk, not the graph) whenever it is
not safe. Afterwards, we deduplicate and remove proper subwalks again, as described in
Appendix A. See Algorithm 1 for pseudocode. To analyse the runtime of this algorithm
without amortisation, we use the following property.

» Lemma 21 (Amount of interleaved safe walks). A strongly connected graph contains at
most O(n) interleaved mazimal safe walks.

By Cairo et al. [5], the total length of the maximal walks without forbidden paths is
O(mn), and hence the total length of the maximal safe walks is O(mn). Thus, if there
are no interleaved walks, the algorithm runs in O(mn) time. However, there may be up
to O(n) interleaved walks, and since their cores can not have cycles, for each interleaved
walk, Algorithm 1 performs up to O(n) multi-safety checks. Each such check takes O(m) by
Theorem 5. Further, in a strongly connected graph that is not a cycle, a univocal extension
increases the length of a walk by at most O(n). So the total length of the maximal multi-safe
walks produced by a maximal safe walk is O(n?). Hence, including linear-time deduplication
and removal of proper subwalks, the runtime of Algorithm 1 is O(mn) for non-interleaved
walks plus O(mn + n?) for each of the up to O(n) interleaved walks. Summed up, that is
O(mn? + n3) = O(mn?). However, using amortisation, we get O(mn), as shown below.
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» Theorem 22 (Amortised computation). Let P = (p1,...,p¢) be a cut path and let P’ =
(pis- - -, pj) be a subwalk of P with i < j. If pj_1 and pe—_1 are splits, then RT(P’) C R (P).
If po and p;y1 are joins, then R~ (P') C R~ (P).

Proof. Let p;_; and p,—; be splits. Let v ¢ RT(P). Then by definition each p;-v walk
contains (pg—1,pe). Further, since i # £ and by Lemma 8 it holds that P is an open path,
it holds that p; € RT(P). So each p;-v walk contains (py_1,p¢). Further, since P is a cut
path, also its subwalk Po = (py,...,pe—1) is a cut path. By Lemma 9, this implies that
each p;-p,—1 walk has Pc as subwalk, which especially means that it contains (p;_1,p;).
Therefore, each p;-v walk contains (pj_1,p;), so v ¢ R*(P’). Resulting, R*(P’) C RT(P).
By symmetry, if py and p;;1 are joins, then R~ (P’) C R~ (P). <

Figure 4 Amortised computation of R*(P’) where P’ is a prefix of P = (p1,...,ps). The red
dashed arcs mark the ends of the prefixes P’. They are also the only arc leaving their respective
R*(P’). The SCCs of G\ R (P’) are enclosed in grey areas, and the different R*(P’) are enclosed
in green areas.

An example for Theorem 22 is given in Figure 4. Using Theorem 22 to implement
Algorithm 1, we can answer all multi-safety queries for a single walk W € W in O(m) time.
For this, we observe that the boundaries of the subwalk W’ of C(W) that is tested for safety
only get shifted towards the end of C(W). Further, whenever W’ contains no split or no
join as inner node, then it is either a non-interleaved walk or a univocal extension of a cut
arc (by Lemma 19) and hence safe. So we only need to compute the remainder structure for
subwalks that contain at least one split and one join. For such subwalks, by Theorem 22
it holds that R*(W’) is monotonically increasing within each execution of the body of the
loop in Algorithm 1, and R~ (W’) is monotonically decreasing. Therefore, all R (W’) and
R~ (W’) can be precomputed by computing them for all prefixes and suffixes of W that
contain splits or joins, respectively. The computation of the R*(W’) is done in forward
order, and for each node, the search is started from the node itself and nodes visited by
earlier searches are pruned. With this strategy, the R (W) of all prefixes W’ of C(W) can
be computed in O(m) time. By computing the R~ (W’) in reverse order, they can also be
computed in O(m) time.

To check the safety of all subwalks W’ based on the precomputed remainder structure
in linear time, note the following. When executing the body of the loop in Algorithm 1,
R (W’) only increases and R~ (W) only decreases for the relevant subwalks (those that are
interleaved). Further, by Lemma 12, G[RT(W’)] and G[R~(W')] are strongly connected if
they have a split as last inner node or a join as first inner node, respectively. If they are not
strongly connected then the inner nodes after the last inner split or the inner nodes before
the first inner join, respectively, form SCCs of size 1. Therefore, the query if GI[R*(W')] or
G[R™(W')] contain an SCC of size 1 can be answered in constant time if the size of R (W)
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and R~ (W') as well as the joins and splits of W’ are tracked within the body of the loop in
Algorithm 1. Further, by definition of R*(W’) and R~(W’), when RT(W’) grows, SCCs of
the inner component enter it as a whole, so by growing RT (W), the remaining SCCs of the
inner component remain unchanged. Symmetrically, when shrinking R~ (W), the new nodes
do not alter the existing SCCs in the inner component, so to check whether an SCC of size
one was added, only the SCCs of the induced subgraph of the newly added nodes need to be
computed. Since the SCCs of a graph can be computed in linear time [18], this means that

tracking whether there are SCCs of size 1 in any of G[S(W')], G[RT(W’)] or G[R™(W')] can
be implemented in O(m) time per execution of the body of the loop in Algorithm 1.

Hence, we get a runtime of O(m) for the multi-safety checks of each of the O(n) interleaved
safe walks. However, each interleaved maximal safe walk may produce maximal multi-safe
walks of total length O(n?). But, amortising over all interleaved maximal safe walk, we see
that each core of a multi-safe walk is uniquely identified by its first and last node, since
otherwise it would not be a cut path by Lemma 9. So, we can use a flag for each pair of
nodes and thus avoid repetitions in multi-safe walks produced by interleaved maximal safe
walks in constant time. In total, at most O(n?) such checks happen, so the interleaved walks
take O(mn + o) time, where o is the total length of the interleaved walks. This results in a
total time of O(mn + o) for Algorithm 1, and since there are at most n interleaved safe walks
by Lemma 21, o € O(n?). By reporting the maximal multi-safe walks as start and end index
in their respective maximal safe walks, we get an output size of O(n?) interleaved maximal
multi-safe walks, plus O(mn) non-interleaved maximal multi-safe walks. So if we are only
interested in identifying maximal multi-safe walks and not in an explicit enumeration, we
have an algorithm that runs in O(mn) time.

» Theorem 6 (Enumerating maximal multi-safe walks). All mazimal multi-safe walks can be
identified in O(mn) time and enumerated in O(mn + o) time, where o is the total length of
the output and it holds that o € O(n?).

5 Conclusions and future work

We introduced cut paths as a generalisation of cut arcs, as well as the remainder structure
of cut paths. Using properties of the remainder structure, we applied cut paths to some
well-studied reachability problems from bioinformatics. In the same way as the remainder
structure gave a simple YES-certificate for a path to be a cut path (Theorem 1), the remainder
structure led to easily verifiable YES-certificates for walk safety (Theorem 4) and multi-safety
(Theorem 5), which were open questions. By proving an additional monotonicity property
(Theorem 22), we improved the state-of-the-art of enumeration of all maximal multi-safe
walks (Theorem 6).

There are central structural questions about cut paths that remain open. It is known
that there are at most O(n) cut arcs which can be enumerated in O(m) time [14]. But for
cut paths, there is no known upper bound to their amount or total length, and it is open how
they can be enumerated efficiently. Further, it is open how they can overlap and intersect.

For our applications, it is open if the total length of safe and multi-safe walks is really
O(mn), or if our enumeration algorithm for safe and multi-safe walks is not optimal. Further,
it is open if there is a linear output-sensitive algorithm for safe or multi-safe walks, as the
one for walks without forbidden paths from [6].
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A Deduplication and removal of proper subwalks in linear time

Algorithm 2 REMOVEDUPLICATESANDPROPERSUBWALKS.

Input: List of walks W = (W1,..., Wyy)).
Output: Set of walks W’ containing one copy of each unique walk in W that is not
a proper subwalk of another walk in W.

Sort W by length descending
Build string S = W1$Ws$... §Wy 8
Build suffix tree T on S
W10
for W; € WW do
(I,7) < first occurrence of W; in S
if (I,r) = coordinates of W; in S then
| W W u{w;}

0w N O Ok W =

The removal of duplicates and subwalks is implemented in linear time using a suffix tree
in Algorithm 2. It works by sorting the walks by length descending and only reporting a
walk if it is no subwalk of a previous walk, meaning if it is no proper subwalk of a previous
walk and it is the first occurrence of itself.

» Lemma 23 (Deduplication). Algorithm 2 is correct and works in time linear in the total
length of W.

Proof. The algorithm sorts the walks by length descending and then reports walks only if
their string of nodes does not occur any earlier than themselves in S. This reports only one
copy of each walk since only the first occurrence of a walk in .S is reported. Moreover, if a
walk is a proper subwalk of another, then that subwalk will occur earlier in S, so the subwalk
will never be reported. Therefore, Algorithm 2 is correct.

For the runtime, let ||[WW|| be the total length of WW. Sorting W by length descending
can be done by bucket sort with ||[W)|| buckets containing each a dynamic array. Then it
runs in time linear in ||[W||. Building S and the suffix tree is linear in ||W|| [21]. The total
cost of checking for the first occurrences of all W; in S is linear in ||W|| [12]. Checking the
coordinates of W; can be done by storing the coordinates for each string while constructing
S in a lookup table indexed by i. Then the branch runs in constant time. Therefore,
Algorithm 2 runs in time linear in ||W|]. <
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B  Omitted proofs

This section contains the proofs omitted from the main matter.
» Lemma 8 (Open path property). A cut path is an open path.

Proof. Let W be a walk in a strongly connected graph G = (V, E) that is not an open path,
i.e. it repeats some node v. Then we can construct the walk W’ # W by removing all v-v
subwalks from W (if W is a v-v walk, then W' is a single node). Assume for a contradiction
that W was a cut path. Then there would be a pair of nodes u,w € V such that every u-w
walk in G would have W as subwalk. But we could replace all occurrences of W by W’ in
any u-w walk, resulting in u-w walks that do not have W as subwalk. By contradiction, W
is not a cut path. |

» Lemma 9 (Witness property). A walk W is a cut path if and only if it is subwalk of all
TAIL(W )-HEAD(W) walks.

Proof. Let G = (V, F) be the strongly connected graph that contains W. If there is a
TAIL(W)-HEAD(W) walk without W as subwalk, then for any pair of nodes u,v € V, any u-v
walk that contains W as subwalk can be transformed into a u-v walk that does not contain
W as subwalk. Then W is not a cut path.

If all TAIL(W)-HEAD(W') walks have W as subwalk, then by definition W is a cut path. <

» Lemma 14 (Extended witness property). Let P = (p1,...,p¢) a cut path of length £ —1 > 1.
Let w € ST(P) and v € S™(P) be nodes. It holds that all u-v walks contain P as subwalk.

Proof. Let W1 W;W3 be a TAIL(P)-HEAD(P) walk where W7 is a TAIL(P)-u walk, W5 is a
u-v walk, and W3 is a v-HEAD(P) walk. By Lemma 9, W;W5W35 must have P as a subwalk
since P is a cut path. By definition, TAIL(P) reaches all nodes in S*(P) C RT(P) without
using (pe—1,pe), so we can choose Wi without using P as subwalk. Also, all nodes in
S~(P) C R~ (P) reach HEAD(P) without using (p1, p2), so we can choose W5 without using
P as subwalk. Further, by definition, u,v ¢ P(P), so by Theorem 1, neither u nor v are
inner nodes of P. Therefore, concatenating W, Wy W3 cannot introduce P as a subwalk by
crossing the boundary between either W7 and W5 or W5 and W3. Concluding, W5 has P as
subwalk. |

» Lemma 15 (Nonemptiness property). For a cut path P = (p1,...,pe) of length £ —1 > 1,
it holds that p; € ST(P) and p, € S~ (P).

Proof. By definition, p; € RT(P) and p, € R~ (P). It holds that p, ¢ RT(P) and p; ¢
R~ (P), since by Lemma 11 any of the two implies a TAIL(P)-HEAD(P) walk without P as
subwalk, which by Lemma 9 contradicts P being a cut path. |

» Lemma 16 (Safety of univocal extensions). The univocal extension U(W') of a walk W is
safe if and only if W is safe. It is multi-safe if and only if W is multi-safe.

Proof. Let U(W) = (u1,...,u¢) and W = (u;,...,u;). Any closed walk having W as
subwalk can only enter W via (u1,...,u;) since (us,...u;) has no joins, and it can only leave
W via (uj, ..., up) since (uj, ..., ur—1) has no splits. Hence, U(W) is safe if and only if W is
safe, and U(W) is multi-safe if and only if W is multi-safe. <

Since walks are (not necessarily maximal) univocal extensions of their cores, we get the
following property useful for characterising safe and multi-safe walks.
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» Lemma 17 (Safety of cores). The core C(W) of a walk W is safe if and only if W is safe.
It is multi-safe if and only if W is multi-safe.

Proof. Let W = (w1,...,w) and C(W) = (w;,...,w;). By definition, independent of
W being interleaved or non-interleaved, it holds that (ws,...,w;) contains no joins and
(wj, ..., we—1) contains no splits. Hence, W is subwalk of U(C(W)), so U(W) = U(C(W)).
By Lemma 16, W is safe <= U(W) is safe <= U(C(W)) is safe <= C(W) is safe.
The same equivalence holds for the multi-safe property. |

» Lemma 18 (Non-interleaved walks). A non-interleaved walk W = (w1, ..., we) with core
C(W) = (wj,...,w;), j+2 <1, is both safe and multi-safe. This property can be verified in
O(m) time.

Proof. Since j + 2 < i, it holds that C(WW) has an inner node that can only be covered by a
closed walk by using C'(W) as subwalk. Hence, by Lemma 17, it holds that W is both safe
and multi-safe.

Finally, checking a walk for being interleaved can be done in O(m) time. If £ > 3m, then
if the graph is a cycle, W is non-interleaved. If the graph is not a cycle, then assume for a
contradiction that W is non-interleaved. Then W contains a join-free or split-free subwalk of
length m + 1. Such a subwalk contains a cycle, because m + 1 > m. And such a cycle is
then join-free or split-free. This contradicts the graph not being a cycle or the graph being
strongly connected. |

» Lemma 21 (Amount of interleaved safe walks). A strongly connected graph contains at
most O(n) interleaved mazimal safe walks.

Proof. Note that each interleaved walk with a core of length 1 is safe only if its core is a
cut arc. So there are at most O(n) interleaved safe walks with a core of length 1. Further,
by Cairo et al. [6], it holds that there are at most O(n) walks without forbidden paths that
are interleaved with a core of length at least 2. Assume for a contradiction that any such
walk W could contain more than one non-cut arc. The non-cut arcs cannot be outside of the

core, since all non-core arcs are the only outgoing or the only incoming arcs of some node.

If there are at least two non-cut arcs in the core, we can construct an arc-covering closed
walk W’ that does not contain W. Start with any arc-covering closed walk and repeat it
twice. In the first repetition, replace any occurrence of the first non-cut arc of W with a walk
that avoids the non-cut arc. And in the second repetition, replace any occurrence of the last
non-cut arc of W with a walk that avoids the non-cut arc. Such avoiding walks exist since
the avoided arcs are not cut arcs. Further, by avoiding an arc of W, they do not have W as

subwalk. The resulting walk W' is arc-covering and closed, but does not have W as subwalk.

Hence, W has a forbidden path by Lemma 19. Finally, each walk without forbidden path
that is interleaved with a core of length at least 2 produces at most two interleaved safe
walks. Since non-interleaved walks without forbidden path cannot be broken into interleaved
ones, there are at most O(n) interleaved maximal safe walks. <
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