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Abstract
We present a novel space-efficient graph coarsening technique for n-vertex planar graphs G, called
cloud partition, which partitions the vertices V (G) into disjoint sets C of size O(log n) such that
each C induces a connected subgraph of G. Using this partition P we construct a so-called structure-
maintaining minor F of G via specific contractions within the disjoint sets such that F has O(n/ log n)
vertices. The combination of (F, P) is referred to as a cloud decomposition.

For planar graphs we show that a cloud decomposition can be constructed in O(n) time and
using O(n) bits. Given a cloud decomposition (F, P) constructed for a planar graph G we are able
to find a balanced separator of G in O(n/ log n) time. Contrary to related publications, we do not
make use of an embedding of the planar input graph. We generalize our cloud decomposition from
planar graphs to H-minor-free graphs for any fixed graph H. This allows us to construct the succinct
encoding scheme for H-minor-free graphs due to Blelloch and Farzan (CPM 2010) in O(n) time and
O(n) bits improving both runtime and space by a factor of Θ(log n).

As an additional application of our cloud decomposition we show that, for H-minor-free graphs,
a tree decomposition of width O(n1/2+ϵ) for any ϵ > 0 can be constructed in O(n) bits and a time
linear in the size of the tree decomposition. A similar result by Izumi and Otachi (ICALP 2020)
constructs a tree decomposition of width O(k

√
n log n) for graphs of treewidth k ≤

√
n in sublinear

space and polynomial time.
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1 Introduction

Graphs are used to model a multitude of systems that can be expressed via entities and
relationships between these entities. Many real-world problems operate on very large graphs
for which standard algorithms and data structures use too much space. This has spawned
an area of research with the aim of reducing the required space. Examples include large
road-networks [50] or social graphs arising from interactions between users of large internet
communities [19]. Therefore, it is of high interest to find compact representations of such
graphs, space-efficient algorithms and other space-efficient or succinct data structures. In
the following we denote by n the number of vertices of a graph under consideration and
m the number of edges. An algorithm is called space-efficient if it has (almost) the same
asymptotic runtime as a standard algorithm for the same problem, but uses asymptotically
fewer bits. Examples include space-efficient graph searching algorithms such as depth-first
search and breadth-first search, which run in linear time, but use O(n log n) bits with
standard methods. Space-efficient solutions lower the space requirement to O(n) bits and
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keep the runtime asymptotically (almost) the same. For a data structure or algorithm to be
called succinct the space used must be Z + o(Z) bits with Z being the information theoretic
minimum to store the data. One of the most researched topics regarding space-efficiency
are graph-traversal algorithms such as depth-first search (DFS). It is still an open research
question if a linear-time DFS exists that uses O(n) bits, with the current best bound of
O(n + m + min{n, m} log∗ n) due to Hagerup [24], with log∗ n being the iterated logarithm.
This result is the work of gradual improvements over the span of seven years spanning
multiple publications by multiple research groups, with some of the first results providing a
runtime O(m log n) time due to Asano et al. [6] and a runtime of O((n + m) log log n) due to
Elmasry et al. [17]. Other typical problems that can be easily solved in settings where space
is of no concern, such as storing spanning trees or simple mappings between vertices, require
new problem-specific strategies when considered in the space-efficient setting.

Another interesting setting is aiming for arbitrary polynomial time runtime, but using only
o(n), or even O(log n) bits. In such settings information can be recomputed in polynomial
time, and for problems such as mappings this is often trivial, while other problems such as
deciding if two vertices are connected by a path in a graph requires the very involved algorithm
due to Reingold [48], but is quite easy in a space-efficient setting. Thus, our space-efficient
setting differentiates itself quite strongly from both, the well-researched sublinear-space
settings and the common settings that do not regard space as limited.

Many large graphs that arise in practice have some known structural property that allows
the design of specialized techniques that make use of these properties. A common such
structural property is the existence of small separators. Such a separator is a small subset of
vertices whose removal disconnects the graph if it was connected previously, or increases the
number of connected components if it was not connected. For the graphs of interest to this
work the separators are so-called balanced separators. For now the intuition suffices that such
balanced separators split the graph in somewhat equally parts. Section 2 contains precise
definitions of these terms and also defines what we consider small in regard to separators.
Arguably the most well-known graphs that contain such small balanced separators are planar
graphs, which are graphs that can be drawn in the plane without overlapping edges. All
planar graphs contain a balanced separator of size O(

√
n) [42]. Similar separator theorems

exist for almost-planar graphs [20] (which includes road networks) and well-formed meshes
such as nearest neighbor graphs [44] and H-minor-free graphs for some fixed graph H [36].
For arbitrary separable graphs there exists a polylogarithmic approximation algorithm for
finding balanced separators due to Leighton and Rao [40].

We present a novel partitioning scheme called cloud partition for planar graphs that
partitions the vertices of a connected input graph G into connected subsets called clouds that
induce a connected subgraph and are of size O(log n). For a cloud partition P constructed
for G we construct a so-called structure-maintaining minor F of G induced by P. For
easier reading comprehension we call vertices of such a minor nodes. Intuitively, a node
v of a structure-maintaining minor F is mapped to one or more clouds C ∈ P such that
|V (F )| = O(n/ log n) – the exact mapping is outlined in Section 3. A solution for some
problems such as finding small separators can be found in F and then translated to an
approximate solution for G. As F contains O(n/ log n) nodes, the time and space bounds
of linear or superlinear algorithms can be decreased by a factor of Ω(log n) when being
executed on F instead of G. We show how this speedup is especially helpful for recursive
algorithms such as the recursive separator search used during the computation of the succinct
representation of separable graphs due to Blelloch and Farzan [11]. Additionally, we show that
small modifications of this recursive separator search can be used to find a tree decomposition
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of width O(n1/2+ϵ) for any ϵ > 0 for planar graphs in O(n) bits and a time linear in the size
of the tree decomposition. Finally, we generalize our partitioning scheme from planar graphs
to H-minor-free graphs for any fixed graph H.

One of the key points of our novel scheme is that we do not make use of a (planar)
embedding of the input graph, as there is no known way to construct such an embedding
with O(n) bits and in linear time. It is often implied that an embedding is given alongside
a planar graph in many of the publications regarding planar graphs, as it is computable
in linear time [28] when space is of no concern. Additionally, it is often required that the
planar graph is maximal. Both of these properties are, for example, required for the major
result of the O(

√
n)-separator theorem [42] or the so-called r-partition of Klein et al. [39],

which similarly to our result partitions the input graph into regions of size O(n/r). Again, if
the graph is not maximal, it can be easily made maximal in linear time with the help of an
embedding. In a space-efficient context we can not make use of either of these properties
and are thus quite limited. For sublinear space settings there exist algorithms that produce
an embedding in polynomial time with a rather large polynomial degree [5, 16]. Thus, the
O(n)-bit setting provides a unique challenge due to the additional goal of matching the
runtime of non space-efficient algorithms.

Succinct and space-efficient representations of planar graphs is a highly researched topic
partially due to the practical applications. For compressing planar graphs without regards
to providing fast access operations refer to the work of Keeler et al. [37] for an O(n) bits
representation and for a compression within the information theoretic lower bound refer to He
et al. [26]. Due to Munro and Raman [45] there exists an encoding using O(n) bits that allows
constant-time queries which has subsequently been improved by Chiang et al. [14] to use a
constant factor less space. We use the succinct representation due to Blelloch and Farzan,
which allows encoding arbitrary separable graphs and subsequently allows constant-time
adjacency-, neighborhood- and degree-queries [11], which builds on the work of Blanford
et al. [10]. For H-minor-free graphs for a fixed graph H, their encoding takes Θ(n log n)
time and Θ(n log n) bits using their described technique of recursive separator searches. We
are able to improve it to O(n) time and O(n) bits. For planar graphs we only improve the
space-requirement from Θ(n log n) to O(n) due to the algorithm of Goodrich [22]. Note that
all mentioned publications above regarding succinct representations of planar graphs use
Θ(n log n) bits during the construction. Additionally, they assume a planar embedding is
given explicitly or implicitly by making direct use of it, or referring to other publications as
sub-routines that require them. For maximal planar graphs there exist special encodings.
Some major research in this field is due to Aleardi et al. [1, 2, 3, 4].

The general technique of graph coarsening has been heavily used in the past for practical
and theoretical algorithms [13, 18, 27, 34, 49]. A typical approach is to find a matching
E′ ⊂ E(G) for a graph G and contract the edges in E′ to find a minor F of G. The problem at
hand is then solved on F and the solution is translated to an approximate solution for G [34].
Highly specialized practical algorithms using sophisticated data structures are implemented
in the METIS [35] and SCOTCH [46] library. Other approaches such as graph coarsening on
the GPU [7, 8] or graph coarsening via neural networks [12] have been developed.

For finding tree decompositions in a space-efficient manner refer to the work of Kammer
et al. [32] and the work of Izumi and Otachi [30]. Izumi and Otachi showed that for a given
graph G with treewidth k ≤

√
n there exists an algorithm that obtains a tree decomposition

of width O(k
√

n log n) in polynomial time and O(k
√

n log2 n) bits. Note that the polynomial
degree in the runtime is rather large due to the use of the well known s-t reachability
algorithm of Reingold [48]. Izumi and Otachi additionally mention that for planar graphs
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there exists a polynomial-time and sublinear-space algorithm for finding a tree decomposition
of a planar graph due to a simple recursive separator search with the result of Imai et al. [29],
which present an algorithm for finding balanced separators of size O(

√
n) in planar graphs

with sublinear space and polynomial runtime. Note that the algorithm of Imai et al. makes
use of an embedding of the input graph and also uses the algorithm of Reingold. In contrast,
we present an algorithm that computes a tree decomposition of width O(n1/2+ϵ) in time
linear in the size of the tree decomposition using O(n) bits. As the tree decomposition has
O(n) bags of size O(n1/2+ϵ) this results in a runtime of O(n3/2+ϵ).

In Section 2 we present concepts needed to understand the subsequent sections. In
Section 3 we present our space-efficient graph-coarsening framework. Following that, in
Section 4 and 5 we show how this scheme is used for finding separators, tree decompositions
and constructing succinct encodings of planar graphs. In Section 6 we generalize our work to
H-minor-free graphs. For space reasons most proofs can be found in the full version.

2 Background

We operate in the standard word RAM model of computation with word size w = Ω(log n).
This assumes the existence of read-only input memory, read/write working memory and
write-only output memory. When we talk about space-usage we focus on bits used in the
read/write working memory. This is a common setting for space-efficient algorithms.

We make use of common graph theoretic notations and terminology. Refer to Diestel [15]
for more information. When using space-efficient graph algorithms the exact representation
of the input graph is important. We assume that any input graph is given via adjacency
arrays or an equivalent interface. Given a vertex u and index i ≤ degree(u) this allows us to
determine in constant time the ith edge {u, v} out of u. All our input graphs are assumed to
be undirected with the vertices labeled from 1, . . . , n. Such a labeling is given implicitly by
the order of the adjacency arrays. Given the use of adjacency arrays we store each undirected
edge {u, v} as two directed arcs uv and vu. For each arc uv we call vu the co-arc of uv. We
assume the existence of so-called crosspointers that allow us to find the co-arc of an arc uv

in constant time. Typically, this is realized by storing an index i in addition to the vertex v

in u’s adjacency array. The index i then indicates the position of u in v’s adjacency array.
We assume w.l.o.g. that every given graph G is connected as otherwise all our techniques
can be done iteratively for each connected component of G. We assume that a given input
graph is in read-only memory.

A separator S of a graph G = (V, E) is a subset of V such that its removal from V divides
V into non-empty sets A ⊂ V and B ⊂ V so that {A, S, B} is a partition of V with the
constraint that all paths from a vertex u ∈ A to a vertex v ∈ B contain at least one vertex
of S. If |A| < αn and |B| < αn for some α < 1, then S is called a α-balanced separator or
simply balanced separator.

A family of graphs G that is closed under taking vertex-induced subgraphs satisfies the
f(·)-separator theorem exactly if, for constants α < 1 and β > 0, each member G ∈ G has
an α-separator S of size |S| < βf(n). We say a family of graphs G is separable exactly if it
satisfies the nc-separator theorem for some c < 1. We say a graph is separable if it belongs
to a separable family of graphs. For planar graphs there exist an O(

√
n)-separator theorem

with α = 2/3 that runs in linear time [42], later extended to graphs of bound genus with
the same runtime [21]. For minor-closed graph classes excluding the complete graph Kt on
t vertices for some constant t there exists an O(n(2−ϵ)/3)-separator theorem with runtime
O(n1+ϵ + m) [36]. Note that this includes H-minor-free graphs for any fixed graph H.
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The definition of the separable graph families are not closed under taking minors, but
vertex-induced subgraphs [11]. As we specifically construct minors F of a separable graph
G at various points in this publication, we require the more restrictive property that F

also belongs to the same family of separable graphs as G, which holds for all graph classes
explicitly mentioned in the previous paragraph.

Due to Lipton et al. [41] is it known that a separable graph class G has bounded density
d for some constant d. This means that each G ∈ G contains at most dn edges. In particular,
we use the well-known fact, by Euler’s Formula, that for a planar graph G = (V, E) it holds
that |E| ≤ 3|V | − 6. For planar bipartite graphs a stronger bound |E| ≤ 2|V | − 4 holds.

A tree decomposition of a graph G = (V, E) consists of a tree T and a family X of subsets
Xw (called bags) of V , one for each w ∈ V (T ), such that:
1.

⋃
w∈V (T ) Xw = V

2. for all {u, v} ∈ E there exists w ∈ V (T ) such that u, v ∈ Xw

3. for all w1, w2, w3 ∈ V (T ), if there is a path from w1 to w3 that contains w2, then
Xw1 ∩ Xw3 ⊆ Xw2 .

The width of a tree decomposition is the size of the largest bag minus one. The treewidth
of a graph G is the smallest width amongst all possible tree decompositions of G.

We make use of indexable dictionaries, which is a structure that supports constant-time
rank-select queries over a bitvector. The rank(i) operation counts the number of occurrences
of bits set to 1 before the ith index and the select(i) operation returns the index of the ith

bit set to 1.

▶ Lemma 1 ([47]). Given a bitvector S of length ℓ there is an indexable dictionary on S

that requires o(ℓ) additional bits, supports rank-select queries in constant time and can be
constructed in O(ℓ) time.

What can be thought of a dynamic alternative to indexable dictionaries is the so-called
choice dictionary [23]. A choice dictionary is initialized for a universe 1, . . . , ℓ and supports
constant time insert, delete, and contains operations, with the latter returning true
exactly if an element of the universe is contained in the choice dictionary. Additionally, the
choice dictionary offers the operation choice that returns an arbitrary member and iteration
over its members. The iteration outputs all members of a choice dictionary in constant time
per member. All operations run in constant time and the iteration over its members is linear
in the number of members. The following lemma has been adapted from [33], with some
minor rephrasing to make it more clear in the context of this paper.

▶ Lemma 2. There is a succinct choice dictionary initialized for the universe 1, . . . , ℓ that
occupies ℓ + o(ℓ) bits and provides constant-time insert, delete, contains and choice
operations and constant-time (per member) iteration. The choice dictionary can be initialized
in O(ℓ) time.

We make use of a folklore technique called static space allocation allowing us to store ℓ

items of varying size compactly. The following description is adapted from [31]. Each item
Bk occupies dk bits for k ∈ {1, . . . , ℓ}. Denote by L the amount of bits all these items totally
occupy. We want to store all these items with L+o(L) bits such that we can access each item
Bk in O(1) time for k ∈ {1, . . . , ℓ}. In O(ℓ + L) time compute the sums sk = k +

∑k−1
j=1 dj

and an indexable dictionary over a bitvector S of size ℓ + L with S[i] = 1 exactly if i = sk for
k ∈ {1, . . . , ℓ}. The location of Bk is then equivalent to selectB(k) − k. Refer to [9, 25, 31]
for more information and detailed descriptions.

ISAAC 2022



62:6 Space-Efficient Graph Coarsening with Applications to Succinct Planar Encodings

For traversing graphs we use standard breadth-first search (BFS), which puts a start
vertex in a first queue, then the unprocessed neighbors of the first queue in a second queue,
swaps the queues and repeats. It can easily be seen that space requirement is O(n log n) bits.
More precise, the BFS uses O(ℓ log n) bits where ℓ is the maximum number of vertices in a
queue at any point of the BFS.

In this work we need to store subgraphs G′ of a given graph G = (V, E). Similar to the
techniques used by Hagerup et al. [25] we are able to store G′ using O(n + m) bits. We store
a subgraph G′ of G via n choice dictionaries Dv for each vertex v ∈ V (G). Each Dv has
length dv with dv being the degree of v in G. The choice dictionaries are stored using static
space allocation. A member i in Dv then indicates the existence of the ith arc out of v’s
adjacency array. Another choice dictionary D′ of length n can be used to mark vertices of
degree > 0. Iterating over the neighborhood of a vertex v ∈ V (G′) can be done in linear time
of the degree of v in G′. This additionally allows dynamic insertion and deletion of edges
as long as G′ remains a subgraph of G, i.e., no new edges can be added. Note that we do
not directly allow the deletion of vertices. Instead, when a vertex has degree 0 in G′ (due to
the deletion of all incident edges) it is marked in D′. This allows to iterate over all vertices
V ′ = {v ∈ V (G′)|dv > 0} in O(|V ′|) time with dv being the degree of v in G′. Additionally,
an arbitrary vertex v ∈ V (G′) with dv > 0 can be obtained via D′.choice(). We refer to
such a structure as a dynamic subgraph G′ of G. Note that a dynamic subgraph G′ can be
used to direct an edge {u, v} ∈ E(G′) by deleting only the arc uv or vu in G′. Using this we
are able to implement the next lemma in O(n) time and O(n) bits using the same algorithm
as described in [10].

▶ Lemma 3. Let G be a separable graph. We can obtain the directed graph G′ of G such
that each vertex of G′ has bounded in-degree (out-degree) in O(n) time and O(n) bits.

3 Graph Coarsening Framework for Planar Graphs

In this section we outline a strategy for coarsening a planar graph G = (V, E). The idea
is to create a specific type of partition P of V , which we call cloud partition that induces
a unique minor F of G, defined later. We refer to each C ∈ P as a cloud. Thus, a cloud
is a set of vertices. In the following we describe the exact specifications that define such a
cloud partition. For each C ∈ P, C induces a connected subgraph of G and |C| ≤ ⌈c log n⌉
for an arbitrary, but fixed constant c. We differentiate between different types of clouds
C ∈ P, which we define after introducing some terminology. Let C1, C2 ∈ P with C1 ̸= C2.
We call an edge {u, v} ∈ E a border edge exactly if u ∈ C1 and v ∈ C2. We then refer to
C1 and C2 as adjacent or neighbors and as incident to {u, v}. Furthermore, we call C a big
cloud if |C| = ⌈c log n⌉ and a small cloud otherwise. We call a small cloud C a leaf cloud
if C is adjacent to one cloud, a bridge cloud if it is adjacent to two clouds and a critical
cloud if it is adjacent to at least three clouds. We call two clouds C1, C2 adjacent to a bridge
cloud B connected by B. A cloud partition is created by starting with the following scheme:
Initially, mark all vertices as unvisited. Run a BFS from an arbitrary unvisited vertex v. The
BFS only traverses vertices marked unvisited. Each time an unvisited vertex is traversed,
it is marked visited. The BFS runs until either ⌈c log n⌉ vertices are marked visited or no
unvisited vertices can be reached by the BFS. In the first case a big cloud is found and in the
second case a small cloud is found. Repeat this until no unvisited vertices remain, always
starting a new BFS at an arbitrary unvisited vertex. Only a partition created in this way
is referred to as a cloud partition. By fixing the search for unvisited vertices and the BFS
algorithm, each graph has a fixed cloud partition. The next two observations are derived
directly from the process of creating a cloud partition.
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▶ Observation 4. Let P be an arbitrary cloud partition created for a graph G. Then no two
small clouds C1, C2 ∈ P are adjacent.

▶ Observation 5. Let P be an arbitrary cloud partition created for a graph G. Since each
big cloud has size ⌈c log n⌉ for a constant c, P contains at most n/⌈c log n⌉ big clouds.

For planar graphs, the number of critical clouds can be bounded similarly. The proof is
based on the fact that a planar graph has O(n) edges.

▶ Lemma 6. Let P be a cloud partition created for a planar graph G containing k big clouds.
Then P contains O(k) critical clouds.

Proof. Consider the graph F = (V ′, E′) constructed by contracting the vertices of each
cloud C ∈ P to a single vertex v ∈ C. The graph F is a minor of G with |V ′| = |P| and each
vertex v ∈ V ′ represents a single cloud Cv ∈ P. Two vertices v, u ∈ V ′ are adjacent in F

exactly if Cv and Cu are adjacent. For brevity’s sake we refer to vertices of F introduced
for critical clouds as critical vertices, and vertices introduced for big clouds as big vertices.
Assume that all vertices that are not big vertices or critical vertices are removed in F and all
edges between big vertices are removed as well. This turns F into a bipartite planar graph
due to Observation 4, with big vertices on one side of the bipartition, and small and critical
on the other. It is well-known that |E′| ≤ 2|V ′| − 4 for bipartite planar graphs. Denote by ℓ

the number of critical vertices and k the number of big vertices in F . Note that for each
critical vertex v ∈ V ′ it holds degree(v) ≥ 3. As such, |E′| ≥ 3ℓ. Using this the number of
critical vertices in F is bounded via 3ℓ ≤ 2|V ′| − 4 = 2k + 2ℓ − 4 and thus ℓ ≤ 2k − 4. (Note
that the addition of any edges between big vertices in F can only tighten this bound.) As
the number of critical vertices in F is equal to the number of critical clouds in P we have
shown that there are at most 2k − 4 critical clouds in P. ◀

The next corollary follows together with Obs. 5.

▶ Corollary 7. Let P be a cloud partition created for a planar graph G. Then P contains
O(n/ log n) critical clouds.

Note that for leaf or bridge clouds no such bound exists as a cloud partition can contain
O(n) leaf and bridge clouds. Extreme examples include a cloud partition P with one big
cloud C and n − |C| leaf clouds, all adjacent to C and containing only one vertex. For bridge
clouds a similar example partition P can be constructed, with two big clouds C1, C2 ∈ P
and n − (|C1| + |C2|) bridge clouds, all adjacent to both C1 and C2.

Next we focus on the construction of a specific weighted minor F of G with weights w(v)
assigned to each node v ∈ V (F ). Intuitively, F represents a minor of G that is constructed
by repeatedly contracting the vertices in one or more clouds, and the weights keep track of
the number of vertices that have been contracted. We call such an F a structure-maintaining
minor of G, with the formal definition outlined shortly. As each such minor is constructed
specifically for a cloud partition P we say that F is induced by P . We now define the
properties of such a minor and follow with a sketch of a construction. Let F be a structure-
maintaining minor induced by a cloud partition P . Denote by Cu the set of clouds contracted
to a node u ∈ V (F ). Each node u ∈ V (F ) is assigned a weight w(u) =

∑
C∈Cu

|C|. For
each u one of the following two properties holds: (1) |Cu| = 1, G[C] is connected for C ∈ Cu

and w(u) = ⌈c log n⌉ for some fixed constant c or (2) each C ∈ Cu is adjacent to exactly the
same clouds, G[

⋃
C∈Cu

C] contains |Cu| connected components. Additionally, {v, w} ∈ E(F )
exactly if there exist adjacent clouds Cv and Cw with Cv ∈ Cv and Cw ∈ Cw.

ISAAC 2022
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We now outline the construction of F . Initially, F = (V ′ = ∅, E′ = ∅). For each cloud C

that is big or critical, add a node v to V ′ with w(v) = |C|. Add edges between u, v ∈ V ′ to
E′ exactly if the clouds u and v represent are adjacent. We call v a big node if it was added
to V ′ for a big cloud and critical node if it was added for a critical cloud. For each pair of
big clouds C1, C2 ∈ P connected via one or more bridge clouds, let BC1,C2 ⊂ P be the set of
all such bridge clouds. Add a single node v to V ′ adjacent to the nodes u, w added to V ′ for
C1, C2 and set w(v) =

∑
B∈BC1,C2

|B|. We refer to such a node v as a meta-bridge node. For
each big cloud C ∈ P adjacent to one or more leaf clouds, denote by LC ⊂ P the set of all
leaf clouds adjacent to C. For each such C add a single node v to V ′ adjacent to the node u

added to V ′ for C with w(v) =
∑

L∈LC
|L|. We call such a node v a meta-leaf node.

Since we have only O(n/ log n) big nodes, we also have only O(n/ log n) critical, meta-
bridge and meta-leaf nodes, expressed explicitly in the following lemma. Note that the weight
of a meta-bridge or meta-leaf node can be bounded only by n. We next bound the number
of nodes and edges of F .

▶ Lemma 8. Let P be a cloud partition constructed for a planar graph G and F = (V ′, E′) the
structure-maintaining minor induced by P. Then |V ′| = O(n/ log n) and O(|E′|) = O(|V ′|).

Proof. As F is a minor of G it is planar as well and so it holds that O(|E′|) = O(|V |′). From
Obs. 5 we know that the number of big nodes in F is k = O(n/ log n). From the construction
of meta-leaf nodes it directly follows that each meta-leaf node is adjacent to exactly one big
node and vice-versa. Therefore there are at most k meta-leaf nodes in V ′. For meta-bridge
nodes the proof follows analogous, consider two big nodes u, v that are adjacent to the same
meta-bridge node w. Then there is no meta-bridge node w ̸= w adjacent to both u and v, as
per the definition of meta-bridge nodes, there exist at most one meta-bridge node between two
big nodes. By the fact that F is planar it follows that there are at most O(k) = O(n/ log n)
meta-bridge nodes in V ′. Putting it all together we arrive at |V ′| = O(n/ log n). ◀

In the following we describe a data structure for a cloud partition and show how it can
be constructed and stored in O(n) time and O(n) bits. We refer to this data structure as
cp-structure. A cp-structure constructed for a planar connected graph G admits the following
operations:

type(v): Given a vertex v outputs the type of cloud v belongs to (big, small, critical,
bridge or leaf) in O(1) time.
cloud(v): Given a vertex v returns all vertices of the cloud C in which v is contained in
O(|C|) time and O(|C| log n) space.
border(v, k): Outputs if the k-th arc out of v’s adjacency array is part of a border edge
in O(1) time, with v ∈ V (G).

Additionally, the structure allows access to the subgraph G′ of G induced by all non-border
edges of P. The graph G′ admits adjacency array access to its vertices and edges. The
following lemma describes the runtime and space usage of constructing a cloud partition and
a cp-structure.

▶ Lemma 9. Let G be a planar connected graph. We can compute a cloud partition P of G

and a cp-structure of P in O(n) time and O(n) bits.

Next we show how to construct a structure-maintaining minor F induced by a cloud
partition P of a graph G in O(n) time and O(n) bits of space. By Lemma 8, F can be stored
in O(n) bits by adjacency lists. We additionally store a bi-directional mapping from each
big/critical cloud C to the node v ∈ V (F ) added to V (F ) to represent C. This mapping
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is stored by a pointer at v to a single vertex v′ ∈ C and a pointer at v′ to v. As there are
O(n/ log n) pointers to store for this bi-directional mapping we use standard pointers of size
Θ(log n). To store the pointers from the direction of a vertex v ∈ V (G) we use static-space
allocation. Note that the choice of the vertex to store these pointers (per cloud) is arbitrary,
but should be fixed. We choose the vertex with the lowest label. For meta-bridge and
meta-leaf nodes v ∈ V (F ) we store a pointer from v to the lowest labeled vertex v′ amongst
all clouds represented by the meta-bridge or meta-leaf node. The details are described in the
proof of the next lemma. Next, we define a special operation on F .

expand(v): Given a node v ∈ V (F ) with weight w(v), first determine the cloud C mapped
to v and then return iteratively all vertices part of the clouds C ∈ C.

Later we make use of the expand operation when translating solutions for problems such
as finding separators from F to a solution to G. The key difficulty is implementing the
expand operation for a meta bridge v. As the clouds represented by v may induce up to
n − O(log n) connected components in G, and we store only a pointer to the lowest labeled
vertex u ∈ V (G) amongst all such clouds represented by v, we are unable to simply output
each cloud without additional information, or we must traverse (in the worst case) the entire
graph G. The idea is to store a spanning tree that spans all vertices in clouds represented
by v. As mentioned, since these clouds each induces a connected component, a spanning
tree with these clouds does not exist. Therefore, we create a spanning tree by additionally
using the vertices of one adjacent big cloud. Traversing all vertices represented by v can
now be done by traversing the respective spanning tree. The key observation for this is that
we can direct the edges of F in such a way that each vertex has up to c = O(1) outgoing
edges (Lemma 3). By this we are able to store all spanning trees in O(n) bits due to the
fact each big cloud is used only by c spanning trees. Concerning the problem of having c

spanning trees that use the vertices of one big cloud, i.e., that overlap, our approach is to
assign each spanning tree a color from a set of c colors. These spanning trees are then stored
in c dynamic subgraphs, with each subgraph storing all spanning trees of one color.

▶ Lemma 10. Let G be a connected planar graph and P a cloud partition of G given as a
cp-structure. We can construct the structure-maintaining minor F induced by P in O(n)
time and bits such that the expand operation on v ∈ V (F ) runs in O(w(v) + log n) time.

We refer to the combined data structure of Lemma 9 and Lemma 10 as a cloud decom-
position (F, P) of G.

4 Applications: Succinctly Encoded Planar Graphs

In this section we show how a cloud decomposition (F, P) constructed for a planar graph G

can be used to find a balanced separator of size O(
√

n log n) in O(n/ log n) time and O(n)
bits, which in turn can be used to construct a succinct encoding of planar graphs, described
later. Afterwards we show how such a cloud decomposition can be used together with the
search for balanced separators to compute a tree decomposition with width O(n1/2+ϵ) for
any ϵ > 0 of a planar graph G. We make use of an O(n)-time O(n log n)-bits algorithm for
finding 2/3-balanced separators of size O(

√
n) in weighted planar graphs as long as no vertex

has a weight more than 1/3 times the total weight [38, 42, 43]. The next theorem shows
how a balanced separator can be constructed for a planar graph with the help of a cloud
decomposition. The idea is to run a slightly modified standard algorithm for finding balanced
separators S on the structure-maintaining minor F and translating S to a separator S′ of G.

ISAAC 2022
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▶ Theorem 11. Let G = (V, E) be a planar graph and (F = (V ′, E′), P) a cloud decomposition
of G. We can construct a balanced separator S of G with size O(

√
n log n) in O(n/ log n)

time using O(n) bits.

Due to Blelloch and Farzan [11] there exists a succinct encoding of an arbitrary separable
graph G = (V, E) that provides constant-time adjacency, degree and neighborhood queries.
The encoding is constructed via recursive application of a separator algorithm such that V is
split into two sets A and B via a separator S. This recursion is continued for Ga = G[A ∪ S]
and Gb = G[B ∪ S] until the remaining graphs are of size at most logδ n for a graph class
specific constant δ, which they refer to as mini graphs. In several papers, what is constructed
here is referred to as a separator hierarchy. For technical reasons the edges between vertices of
S are only included in Ga and not Gb. The graph G is then encoded by a combination of these
mini graphs, which in turn are further decomposed by the same recursive separator search
into micro graphs, which are then small enough to be handled via lookup tables encoding
every possible micro graph and in turn are used to encode the mini graphs. Constructing
these mini and micro graphs can be done in O(n) time for a planar graph G using the
techniques described by Blelloch and Farzan combined with the algorithm of Goodrich for
constructing a separator hierarchy [22], but we want to use only O(n) bits and maintain the
runtime. The main result of [11] is summed up by the next theorem.

▶ Theorem 12 ([11]). Any family of separable graphs with entropy H(n) can be succinctly
encoded in H(n) + o(n) bits such that adjacency, neighborhood, and degree queries are
supported in constant time.

One important point of the construction is the fact that the number of duplicate vertices
in each mini graph is bounded. A duplicate is a vertex that is contained in more than one
mini graph. A vertex becomes a duplicate any time it is part of a separator S, as it is then
contained in both Ga and Gb. The exact bound is defined by the next lemma.

▶ Lemma 13 ([11]). The number of mini graphs is Θ(n/ logδ n). The total number of
duplicates among mini graphs is O(n/ log2 n). The sum of number of vertices of mini graph
together is n + O(n/ log2 n).

Our goal is to execute the recursive decomposition of the graph G via a cloud decomposition
(F, P) by recursively searching for separators in F until the entire weight of the remaining
graphs is less than logδ n. These small subgraphs of F then are expanded to be exactly
the mini graphs of G we aim to find. For each mini graph a new cloud decomposition is
constructed, and the recursive separator search is repeated for each mini graph to construct
the micro graphs.

▶ Lemma 14. Let G be a planar graph and (F, P) a cloud decomposition of G. We can
output all mini graphs of G in O(n) time.

The bound on the number of duplicates due to Lemma 13 can be upheld with some care.

▶ Lemma 15. Let G be a planar graph and (F, P) a cloud decomposition of G. The total
number of duplicate vertices among the mini graphs of the cloud decomposition is O(n/ log n).

The full encoding in O(n) time can be done by using the algorithm of Lemma 14 to
output all mini graphs. For every mini graph Gm we again construct a cloud decomposition
in linear time and use the algorithm of Lemma 14 to find the micro graphs of Gm. All micro
graphs are encoded using the table lookup scheme outlined in [11]. All other structures
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needed for the encoding can be constructed in O(n) time and O(n) bits easily, as they are
simple indexable dictionaries over vertices of the micro graphs and mini graphs or small
lookup tables which can be initialized in time linear in their size, which is O(n). From this
description the next theorem follows.

▶ Theorem 16. A planar graph G with entropy H(n) can be succinctly encoded in H(n)+o(n)
bits such that adjacency, neighborhood, and degree queries are supported in constant time.
The encoding can be constructed in O(n) time using O(n) bits.

5 Applications: Planar Tree Decompositions

We next present a simple modification of the recursive separator search of Lemma 14 using
standard techniques to output a tree decomposition of G. Let (F, P) be a cloud decomposition
of G. Each balanced separator S of F induces a bag in a tree decomposition of F via the
following recursive relation. Let F ′ be the input graph used in the recursive calls, initially
F ′ = F . Additionally, maintain a set X containing vertices contained in separators found in
previous recursive calls, initially X = ∅. When a separator S is found for F that partitions
V (F ) into three sets {A, S, B} output the next bag of the tree decomposition of F as S ∪ X.
Continue the recursion for the input F ′[S ∪ A] and X = (X ∪ S) ∩ A and the input F ′[S ∪ B]
and X = (X ∪ S) ∩ B. Note that this tree decomposition of F has width O(

√
|V (F )|). This

tree decomposition can easily be expanded to a tree decomposition of G by expanding all
vertices of a bag B to their respective clouds. The width of this expanded tree decomposition
is O(

√
|V (F )| log n) = O(n1/2+ϵ) for any ϵ > 0. Each bag can be output in O(n1/2+ϵ) time

and there are O(n) bags. This description allows the next corollary.

▶ Corollary 17. Let G be a planar graph. We can compute and output the bags of a tree
decomposition with width O(n1/2+ϵ) for any ϵ > 0 in time linear in the size of the tree
decomposition O(n3/2+ϵ) using O(n) bits.

6 Generalizing to H-Minor-Free Graphs

To generalize the previous results to H-minor-free graphs from planar graphs we must
generalize cloud partitions and their induced minors. Recall that a cloud partition P for a
planar graph G contains O(n/ log n) critical clouds. Critical clouds are exactly those of size
< c log n and with ≥ 3 adjacent big clouds. We define a ϕ-critical cloud as a small cloud
adjacent to ≥ ϕ big clouds. The idea of the proof is the same as for the proof of Lemma 6,
but we now have a bound ϕ that depends on the graph class. The existence of the bound ϕ

is due to the face that a separable graph G = (V, E) has bound density d, i.e., |E| ≤ d|V | for
some fixed constant d. In particular we show that setting ϕ as d + 1 gives us the desired
properties outlined in the following.

▶ Lemma 18. Let G be a H-minor-free family of graphs for some fixed graph H and let d be
the maximal density of a graph in G. There exists a cloud partition P for each graph G ∈ G
such that P contains O(n/ log n) ϕ-critical clouds for ϕ = d + 1.

It remains to show how small clouds adjacent to < ϕ big clouds are to be handled. For
planar graphs such clouds are exactly the bridge and leaf clouds. To generalize from
planar graphs to H-minor-free graphs we must in turn generalize bridge clouds similarly
to the generalization from critical to ϕ-critical clouds. We call such generalized bridge
clouds ϕ-bridge clouds, which we define as small clouds adjacent to < ϕ, but > 2 big clouds.

ISAAC 2022
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Analogous to regular bridge clouds, there can be O(n) such clouds in a cloud partition for
an H-minor-free graph. We refer to cloud partitions with the additional labeling of clouds as
ϕ-critical and ϕ-bridge as a generalized cloud partition P.

To construct the structure-maintaining minor F induced by a generalized cloud partition
P we can use the same strategy for bridge clouds and leaf clouds. For ϕ-critical clouds
the strategy also remains the same as for critical clouds in regular cloud partitions. For
ϕ-bridge clouds we introduce a generalized version of the meta-bridge node to F , which we
call ϕ-meta-bridge node. Note that each ϕ-meta-bridge node has degree < ϕ in F . For adding
all ϕ-meta bridge nodes we iterate over i ∈ (3, . . . , ϕ − 1). For each i we add all ϕ-meta
bridges with degree i to V (F ). Adding all degree-i ϕ-meta bridge nodes v takes O(in) time
as for each neighbor of v the respective clouds must be explored. Thus, an overall time of
O(ϕ2n) is needed during the construction. As described above Lemma 10, we store spanning
trees for meta-bridge nodes and meta-leaf nodes. We store and construct the exact same
spanning trees for the ϕ-meta-bridge nodes. These spanning trees are stored in c different
dynamic subgraphs, with c being some constant, as described in Lemma 3. Storing these
dynamic subgraphs takes O(cn) = O(ϕn) bits of space.

▶ Lemma 19. Let G be a H-minor-free graph for some fixed graph H with a generalized
cloud partition P. We can construct the minor induced by P in O(ϕ2n) time and O(ϕn) bits
with ϕ being a graph class dependent constant.

Analogous for planar graphs, we call the combination of a generalized cloud partition P
and a minor induced by P a ϕ-cloud decomposition. This allows us to generalize Theorem 11,
Theorem 12 and Corollary 17 to H-minor-free graphs using such generalized cloud partitions.
For generalizing the proofs of these theorems and the corollary we only must handle the new
case of ϕ-meta-bridge nodes exceeding the weight threshold during the separator search, as
all other cases work analogous. Recall that we must handle the case when a node v ∈ V (F )
has too large of a weight, and thus no balanced separator can be found. A new additional
case now arises when a ϕ-meta-bridge node v exceeds the weight threshold which is handled
exactly the same as meta-bridge and meta-leaf nodes. In detail, the neighborhood S of v in
F is a separator that separates v from V (F ) \ S. Expanding S to a separator S′ of G then
separates all vertices in clouds represented by v from the rest of the graph. The balanced
separator S′ then contains O(ϕ log n) vertices. For the following theorems we make use of
the linear time O(n2/3)-separator theorem for H-minor-free graphs [36].

▶ Theorem 20. Let G be a H-minor-free graph for some fixed graph H, let ϕ be a graph
class dependent constant and (F, P) a generalized cloud partition of G. We can compute a
balanced separator S of G with size O(n2/3+ϵ) for any ϵ > 0 in O(n/ log n) time using O(n)
bits.

▶ Theorem 21. A H-minor-free graph for some fixed graph H with entropy H(n) can be
succinctly encoded in H(n) + o(n) bits such that adjacency, neighborhood, and degree queries
are supported in constant time. The construction of the encoding of takes O(ϕ2n) time and
uses O(ϕn) bits with ϕ a graph class dependent constant.

▶ Corollary 22. Let G be a H-minor-free graph for some fixed graph H, ϕ a graph class
dependent constant and (F, P) a generalized cloud partition of G. We can compute a tree
decomposition of G with width O(n2/3+ϵ) for any ϵ > 0 in O(n5/3+ϵ) time using O(n) bits.
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