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Abstract

Given a graph \( G \), the maximal induced subgraphs problem asks to enumerate all maximal induced subgraphs of \( G \) that belong to a certain hereditary graph class. While its optimization version, known as the minimum vertex deletion problem in literature, has been intensively studied, enumeration algorithms were only known for a few simple graph classes, e.g., independent sets, cliques, and forests, until very recently [Conte and Uno, STOC 2019]. There is also a connected variation of this problem, where one is concerned with only those induced subgraphs that are connected. We introduce two new approaches, which enable us to develop algorithms that solve both variations for a number of important graph classes. A general technique that has been proven very powerful in enumeration algorithms is to build a solution map, i.e., a multiple digraph on all the solutions of the problem, and the key of this approach is to make the solution map strongly connected, so that a simple traversal of the solution map solves the problem. First, we introduce retaliation-free paths to certify strong connectedness of the solution map we build. Second, generalizing the idea of Cohen, Kimelfeld, and Sagiv [JCSS 2008], we introduce an apparently very restricted version of the maximal (connected) induced subgraphs problem, and show that it is equivalent to the original problem in terms of solvability in incremental polynomial time. Moreover, we give reductions between the two variations, so that it suffices to solve one of the variations for each class we study. Our work also leads to direct and simpler proofs of several important known results.
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1 Introduction

A vertex deletion problem asks to transform a given graph into a graph in a certain graph class \( \mathcal{P} \) by deleting vertices. Many classic optimization problems belong to the family of vertex deletion problems, and their algorithms and complexity have been intensively studied. More often than not, the graph class is hereditary, i.e., closed under taking induced subgraphs. Examples include complete graphs, edgeless graphs, acyclic graphs, bipartite graphs, planar graphs, and perfect graphs. For a hereditary graph class, this problem is either NP-hard or trivial [40]. An equivalent formulation of a vertex deletion problem toward \( \mathcal{P} \) is to ask for a maximum induced subgraph that belongs to \( \mathcal{P} \). A plethora of algorithms, including approximation [42, 14, 12, 51, 36, 1], exact [30, 29], and parameterized [10, 15, 14, 12, 36, 1, 2], have been proposed for both formulations.

Yet another approach toward this problem is to enumerate, or generate or list, inclusion-wise maximal induced subgraphs that belong to the graph class \( \mathcal{P} \), hence called the maximal induced \( \mathcal{P} \) subgraphs problem. Trivially, one can always use an enumeration algorithm to solve the optimization version of the same problem. A classical example of nontrivial use is to color a graph by enumerating its maximal independent sets [38, 27, 9, 6]. Indeed, the enumeration of maximal independent sets and the enumeration of maximal cliques are practically the same, and both are well-studied classic problems [3, 17, 43]. They were also used in finding...
connected vertex covers and edge dominating sets [28]. In general, the maximal induced $P$ subgraphs problem is motivated by the intrinsic difficulty in formulating a combinatorial optimization problem: there are always factors that are ill characterized or even omitted in the formulation [26, 44]. This is particularly the case for vertex deletion problems, of which the primary applications are the processing of noisy data, where modifications to a graph are meant to exclude outliers or to fix noise.

Motivations of maximal induced $P$ subgraphs problems also come from database theory [18], where one is usually concerned with only induced $P$ subgraphs that are connected. Of any hereditary graph class $P$, we can define a subclass by allowing only connected graphs in $P$. With very few exceptions, this naturally defined class is not hereditary, and hence this variation, called the maximal connected induced $P$ subgraphs problem, poses different challenges. Indeed, as we will see, it is somewhat more difficult than the original one.

Let $n$ denote the number of vertices in the input graph, and by a solution we mean a maximal vertex set that induces a subgraph in $P$. Since there might be an exponential number (on $n$) of solutions, care needs to be taken when we talk about the running time of an enumeration algorithm. For example, in a graph consisting of disjoint triangles, there are $3^{n/3}$ maximal independent sets. Johnson et al. [37] defined three complexity classes for enumeration algorithms, namely, polynomial total time (polynomial in $n$ and the total number of solutions), incremental polynomial time (for all $s$, the time to output the first $s$ solutions is polynomial in $n$ and $s$), and polynomial delay (the time to output the first solution and the time between two consecutive solutions are both polynomial in $n$). Both maximal independent sets and maximal cliques can be enumerated with polynomial delay, and so are maximal bicliques (complete bipartite graphs) [23, 33] and maximal forests [45]. See the survey [48] and the recent results [21, 19].

2 Our contributions

Our algorithms are summarized below.

- **Theorem 1.** The maximal induced $P$ subgraphs problem and its connected variation can be solved with polynomial delay when $P$ is one of the following graph classes: interval graphs, trivially perfect graphs, split graphs, complete split graphs, pseudo-split graphs, threshold graphs, cluster graphs, complete bipartite graphs, complete $p$-partite graphs, and $d$-degree-bounded graphs.

- **Theorem 2.** The maximal induced $P$ subgraphs problem and its connected variation can be solved in incremental polynomial time when $P$ is one of the following graph classes: wheel-free graphs, unit interval graphs, block graphs, 3-leaf powers, basic 4-leaf powers, and any graph class that can be characterized by a finite set of forbidden induced subgraphs.

Since a connected cluster graph is a clique, the result for the maximal connected induced cluster subgraphs problem is already known. Also, for a graph class that can be characterized by a finite set of forbidden induced subgraphs, algorithms for the maximal induced $P$ subgraphs problem, but not its connected variation, can be derived from Eiter and Gottlob [24] (see the discussion in Section 2.6).

---

1 After all, how many times do you click “I’m Feeling Lucky” on Google.com?
2.1 Solution maps and retaliation-free paths

In a seminal work, Schwikowski and Speckenmeyer [45] proposed an algorithm for enumerating maximal induced forests, as well as its directed variation, enumerating maximal induced directed acyclic subgraphs. They introduced a successor function, which, given a solution, returns a nonempty multi-set of other solutions of \( G \). In so doing they implicitly built a multiple digraph \( M(G) \) whose nodes are the solutions, and there are arc(s) from node \( S_1 \) to node \( S_2 \) if \( S_2 \) is one of the successors of \( S_1 \). The key properties of \( M(G) \) are (1) the successor function can be calculated in polynomial time; and (2) \( M(G) \) is strongly connected. As a result, traversing \( M(G) \) from any node, we can visit all the solutions in time polynomial in \( n \) and linear on the number of solutions. With a standard bookkeeping mechanism, we can easily implement it with polynomial delay. We call the multiple digraph on the solutions of an enumeration problem its solution map. Gély et al. [33] later rediscovered this idea, and used it to re-analyze enumeration algorithms for maximal cliques and maximal bicliques. Solution maps are actually very general and powerful. Conte et al. [21, 19] built solution maps to solve the maximal (connected) induced \( P \) subgraphs problem for several important graph classes. In particular, they solved the connected variation for forests, and directed acyclic graphs. (They also designed algorithms for enumerating maximal subgraphs, a direction that we will not pursue in the present paper, and other non-graphic problems.)

To solve an enumeration problem with a solution map consists in defining the successor function and proving that the implied solution map \( M \) is strongly connected. All the mentioned algorithms follow the same general scheme, although the details are quite problem specific. For convenience, we may assume that the solutions are subsets of some ground set \( U \); for the maximal (connected) induced \( P \) subgraphs problem, \( U \) is the vertex set of the input graph.

**Successors of a solution** \( S \): For each \( v \in U \setminus S \), define a sub-instance restricted to \( S \cup \{v\} \), and find a set of solutions of this sub-instance. The union of these \( |U \setminus S| \) sets makes the successors of \( S \).

**Strong connectedness:** For each solution \( S^* \), define a specific metric and show that every other solution \( S \) has a successor “closer” to \( S^* \) than \( S \) with respect to this metric. Since a solution \( S' \) can be a successor of \( S \) by virtue of two different elements in \( U \setminus S \), the solution map is a multiple digraph. The simplest metric is arguably the lexicographical order. If we number the elements such that those in \( S^* \) are the smallest, then \( S^* \) is the smallest among all solutions, and hence it suffices to show that each solution \( S \) has a lexicographically smaller successor. The existence of a path from \( S \) to \( S^* \) in \( M \), hence the strong connectedness of \( M \), will then follow from the finiteness of the ground set \( U \). Other metrics have also been used in literature [45, 18, 21, 19]

The requirement that every other solution has a direct successor that is closer to \( S^* \), with respect to the metric decided by \( S^* \), is not always easy to achieve. For example, such successor functions have been claimed for unit interval graphs and interval graphs, but both turned out to be incorrect. For the connectedness of a solution map, after all, we are only concerned with the reachability: whether a solution can reach \( S^* \) instead of how long it takes to do so. (Indeed, in “the most ideal case,” the solution map can be a simple directed cycle, in which the distance of a pair of solutions can be the number of solutions minus one.)

We introduce retaliation-free paths to certify strong connectedness of a solution map. Suppose that we are using the lexicographic metric. In our framework, it is possible that all the successors of a solution \( S \) are lexicographically larger than \( S \). Thus, the strong connectedness of our solution maps is not readily guaranteed, and we proceed as follows. Let \( s \) be the smallest element in \( S^* \setminus S \). If any successor of \( S \) contains \([1..s]\), then it is
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lexicographically smaller than S and we are done. Otherwise, we look for a solution S’ that contains [1..s] and is reachable from S0 = S by a nontrivial path S0S1 ··· S’. It is better to view this path as a transforming procedure. In the first step, we choose a successor S1 of S containing s; we call s the gainer, and elements in [1..s] \ S1 the victims of s. We then try to add the victims of s back, with the guarantee that none of them unseats s, an action which we call retaliation. A victim r of s may become a gainer in a later step, hence introducing further victims. In this case, we put other victims of s on hold, and try to restore the victims of r. Now we need to make sure both r and s are safe. Thus, we consider the gainer–victim relationship transitive. Such a path of solutions in M is called retaliation-free; see, e.g., Figure 1. A retaliation-free path terminates only when it reaches S*. Therefore, it suffices to show that it does terminate. (After we reach a solution containing [1..s], the element s is no longer a gainer, and may be removed as a victim for adding a later element. The path from S to S* we produced as such can have a length super-polynomial in n.)

Figure 1 A path from S0 to S4 = S* in a solution map. Here U = {1, 2, 3, 4, 5}, and its elements are numbered such that those in S* have the smallest numbers. In the first step (S0 → S1), element 4 is the gainer and element 2 is the victim, which becomes the gainer of the second step (S1 → S2), with victim 1. The last two steps have no victims.

Theorem 3 (Informal). Let M be the solution map of an enumeration problem, and let S* be a specific solution. Every retaliation-free path in M with respect to S* terminates at S*.

We use Theorem 3 to develop enumeration algorithms for the maximal (connected) induced trivially perfect subgraphs problem and the maximal (connected) induced interval subgraphs problem, both running with polynomial delay. The two problems are paradigmatic for the use of this technique. The main structures we use for interval graphs are the clique paths, which are linear, while for trivially perfect graphs, we work on their generating forests, which are hierarchical.

A trivially perfect graph G can be represented as a forest F, called its generating forest, such that two vertices u and v are adjacent in G if and only if one of them is an ancestor of the other in F [49, 50]. It is simpler if we consider the connected variation, where generating forests are trees. For the purpose of transforming a solution S to another solution S*, we transform a generating tree T of G[S] to a generating tree T* of G[S*]. A main obstacle is that two vertices in S ∩ S* may have different ancestor–descendant relationship in T and T*; see, e.g., vertices 2 and 3 in Figure 2.

Figure 2 A graph G and its only two maximal connected induced trivially perfect subgraphs.
We add the vertices in $S^* \setminus S$ bottom-up, i.e., children before parents. Let $v$ be the smallest vertex in $S^* \setminus S$ in the post-order of $T^*$; note that all the $T^*$-descendants of $v$ are in $S$. It is easy to add $v$ if $v$ is a leaf of $T^*$ (because all its $T^*$-ancestors have larger numbers than $v$) or if $v$ has a single child $v'$ in $T^*$ (because $v$ and $v'$ are true twins in $G[S^*]$). The nontrivial case is when $v$ has multiple $T^*$-children. Since we can only make a polynomial number of solutions to be successors of $S$, it is very likely that none of the successors keep all the $T^*$-children of $v$. We observe that as long as we keep two $T^*$-descendants of $v$ and $T^*$-ancestors of $v$ will be correctly maintained. We afford to lose other children of $v$ and their descendants as victims of this step, because they can be added back easily: all the operations for adding these victims back are under $v$, hence isolated from other parts.

Interval graphs are a very important and well-studied graph class [8, 32, 34, 35], and the interval vertex deletion problem receives a lot of attention [7, 14, 11, 2]. The maximal cliques of an interval graph can be arranged in a linear manner, called a clique path [32]. A natural idea is to take a clique path for $G[S^*]$ and number the vertices from left to right; see, e.g., Figure 3(a). Then for another solution $S$, we try to add the smallest vertex in $S^* \setminus S$. However, for solution $S$ shown in Figure 3(b), there is no obvious way to add vertex 18 to $S$, without removing a smaller vertex. The reason is that intervals for vertices 6–17 are organized in very different ways in the two clique paths. For a reader familiar with the recognition of interval graphs, the issue is essentially the same as recognizing interval graphs by graph searches, scanning the vertices from one end to the other end [13]. Note that \{8, 9, 10\} is a module (a subset of vertices that have the same neighborhood outside this subset) of $G[S^*]$ and switching the positions of vertices 8 and 10 gives another valid representation of $G[S^*]$. On the other hand, the set \{6, \ldots, 17\} is not a module of $G[S^*]$, and its orientation is fixed from the right by 18. Since this fact can only be deduced after seeing vertex 18, it is not available if one scans from the left. The algorithm in [13] tries to detect and keep track of the orientation of such vertex sets via multiple-sweep searches. For our problem, we allow some vertices in \{6, \ldots, 17\} to fall victims to vertex 18. Afterward, we restore the victims from right to left: we process them in a different direction because vertex 18 is the anchor of this set.

![Figure 3](image-url) Two maximal connected induced interval subgraphs of some graph $G$ (other vertices are immaterial and omitted). Gray numbers at the bottom indicate the indices of the maximal cliques.
2.2 Algorithms in incremental polynomial time

In each of the mentioned algorithms, the successor function has to be handcrafted. For example, our successor function for interval graphs does not work for unit interval graphs. Nor can the successor function of [21, 19] for chordal graphs be applied to interval graphs. In the following we aim for general approaches that can be applied with little efforts.

There is nothing inherent in solution maps about polynomial delay, though all of the mentioned algorithms based on solution maps are of this type. The running time of such an algorithm is determined by the successor function, which is almost always determined by the number of successors a solution can have. If the number is polynomial in \( n \), then the algorithm has polynomial delay. If we allow the number to be polynomial in both \( n \) and the number of solutions, then it needs polynomial total time. One “weakness” of the approach based on solution maps is the lack of a simple way to develop algorithms in incremental polynomial time, save those simple classes [18]. We obviate this concern with the following observation.

\[
\text{Theorem 4. For any hereditary graph class } \mathcal{P}, \text{ the maximal (connected) induced } \mathcal{P} \text{ subgraphs problem can be solved in polynomial total time if and only if it can be solved in incremental polynomial time.}
\]

For the maximal induced \( \mathcal{P} \) subgraphs problem, the statement follows from the classical result of Bioch and Ibaraki [5]; see discussions in Section 2.6. As far as we can check, the statement for the connected variation was not previously known. (This explains why Cohen et al. [18] had to prove the statement separately.) Theorem 4 enables us to use solution maps transparently in developing algorithms for enumerating maximal (connected) induced \( \mathcal{P} \) subgraphs in incremental polynomial time. There is strong evidence that a similar claim on general enumeration problems does not hold [46, 16].

2.3 Restricted versions

Lawler et al. [39] introduced the input-restricted version of an enumeration problem: there exists an element \( x \in U \) such that \( U \setminus \{x\} \) is a solution. This special problem arises naturally in several design paradigms for enumeration problems, e.g., the design of successor functions, and the reverse search technique [4]. Cohen et al. [18] proved that the maximal (connected) induced \( \mathcal{P} \) subgraphs problem can be solved with polynomial delay when its input-restricted version can be solved in polynomial time. Moreover, the original problem can be solved in incremental polynomial time if and only if its input-restricted version can. They also proved a similar statement for polynomial total time, which is rendered redundant by Theorem 4. Thus, this ostensibly simpler version is the core of the maximal (connected) induced \( \mathcal{P} \) subgraphs problem in terms of solvability in incremental polynomial time.

Since the appearance of [18], there have been attempts at extending its core idea. A “natural” way seems to be defining a restricted version that is equipped with a special set of more than one vertex; i.e., \( G - Z \) is in \( \mathcal{P} \) for some set \( Z \) of \( t \) vertices, where \( t > 1 \). However,

\[\text{An early version of [19] mistakenly claimed that their algorithm for the maximal induced chordal subgraphs problem also applies to interval graphs. Roughly speaking, what they did is to reconstruct a perfect elimination ordering of a desired solution } S^* \text{ from a solution } S. \text{ As long as the newly added vertex is simplicial, the resulting graph is chordal. But it is not always an interval graph. The tent graph (adding three edges to connect the even-number vertices of a 6-cycle) is a counterexample. In the solution map they built, the only successor of } V(G) \setminus \{v\}, \text{ where } v \text{ is any degree-2 vertex of } G, \text{ is } G \text{ itself, which is not an interval graph. It is quite nontrivial, if possible at all, to adapt this approach to interval graphs.}\]
the extra \( t - 1 \) vertices in the set \( Z \) turn out to be not helpful. Consider, for instance, \( \mathcal{P} \) being the forests. For a graph \( G \) and any \( t \), we can make a new graph \( H \) by introducing \( t - 1 \) copies of disjoint triangles to \( G \), and then \( H \) satisfies the new definition if and only if \( G \) is input-restricted. Therefore, this special version does not have any property that is not already in the input-restricted version, hence not easier to solve than the latter.

This negative example does not suggest a dead end, and there is a natural generation that does work. We may view the input-restricted version as an enumeration problem by itself, and try to build a solution map to solve it. Then in designing the successor function, in the sub-instance restricted to \( S \cup \{ v \} \), aside from the vertex \( x \) we had, we are bestowed with another vertex \( v \) such that the removal of either of \( x \) and \( v \) leaves a subgraph in \( \mathcal{P} \). We are thus inspired to define the \( t \)-restricted version of the maximal induced \( \mathcal{P} \) subgraphs problem:

There exists a set \( Z \) of \( t \) vertices in \( G \) such that \( G - z \) is in \( \mathcal{P} \) for every \( z \in Z \).

It is equivalent to that every induced subgraph of \( G \) that is not in \( \mathcal{P} \) contains all vertices in \( Z \). This requirement is far stronger than \( G - Z \) being in \( \mathcal{P} \), though equivalent when \( t = 1 \). We are able to show that even this far more restricted version is still equivalent to the original problem in terms of enumerability in incremental polynomial time. We remark that our proofs, based on solution maps, are significantly simpler than those on the input-restricted version [18], which can now be viewed as the 1-restricted version. With the benefit of hindsight, we can see that all the results of [18] can be easily interpreted using solution maps, with simpler proofs.

\begin{theorem}
Let \( \mathcal{P} \) be a hereditary graph class. The maximal (connected) induced \( \mathcal{P} \) subgraphs problem can be solved in incremental polynomial time if and only if there exists a positive integer \( t \) such that its \( t \)-restricted version can be solved in polynomial total time.
\end{theorem}

The strong requirement stipulated in defining the \( t \)-restricted version makes it significantly easier than the original problem. All the algorithms in Theorem 2 are obtained by reducing these problems to their \( t \)-restricted versions. Of these results, we would like to draw special attention to those on wheel-free graphs, though this graph class in its own sense may seem to be less interesting compared to others we study. Lokshtanov [41] proved that the vertex deletion problem toward wheel-free graphs is \( \text{W}[2] \)-hard with respect to standard parameterization, hence very unlikely fixed-parameter tractable. This suggests that the complexity of the maximal induced \( \mathcal{P} \) subgraphs problem can be quite different from its optimization counterpart.

Theorem 5 also implies, among others, the following result on graph classes that can be characterized by a finite set \( \mathcal{F} \) of forbidden induced subgraphs. Indeed, with \( t \) being the maximum order of graphs in \( \mathcal{F} \), the \( t \)-restricted version of the maximal (connected) induced \( \mathcal{F} \)-free subgraphs problem is trivial. Eiter and Gottlob [24] have proved this result for the maximal induced \( \mathcal{F} \)-free subgraphs problem, but their proof does not apply to the connected variation; see discussions in Section 2.6.

\begin{corollary}
Let \( \mathcal{F} \) be a finite set of graphs. The maximal (connected) induced \( \mathcal{F} \)-free subgraphs problem can be solved in incremental polynomial time.
\end{corollary}

We note that the vertex deletion problem to \( \mathcal{F} \)-free graphs for finite \( \mathcal{F} \) has been well studied. In particular, they are fixed-parameter tractable [10] and admit constant-approximation [42].
2.4 Reductions between the two variations

Since we are dealing with both the maximal induced $\mathcal{P}$ subgraphs problem and its connected variation, it is really irksome if we have to develop two algorithms for each class. Although Cohen et al. [18] and Conte et al. [21, 19] dealt with both variations, they stopped at noting that with one of them solved, a slight modification would be able to solve the other. These modifications have to be done, however, case by case.

The main issue of the connected variation is that the set of connected graphs in a hereditary graph class $\mathcal{P}$, viewed as a graph class in its own regard, is mostly not hereditary. If there are two nonadjacent vertices in any connected graph $G$ in $\mathcal{P}$, then the edgeless graph on two vertices is an induced subgraph of $G$, hence in $\mathcal{P}$. Therefore, the class of connected graphs in $\mathcal{P}$ remains hereditary only when $\mathcal{P}$ is the class of cluster graphs, in which the connected ones are the complete graphs, and the class of edgeless graphs. A connected edgeless graph has precisely one vertex, and this seems to be the only class on which the connected variation, which is trivial, is the easier between the two variations. For a hereditary graph class $\mathcal{P}$, and a graph $G$, let us use $N_1$ and $N_2$ to denote, respectively, the number of maximal induced $\mathcal{P}$ subgraphs and the number of maximal connected induced $\mathcal{P}$ subgraphs of $G$. It is not difficult to see that $N_1 / N_2$ can be an exponential number on $n$, while $N_2 / N_1$ can never be more than $n$. In the trivial case when $\mathcal{P}$ is edgeless, $N_2$ is precisely $n$, while $N_1$ can be $3n^3$. For a nontrivial example, the graph consisting of $n/4$ disjoint 4-cycles has $2^{n/2}$ maximal induced forests, while only $n$ maximal induced trees. This example applies to interval graphs, chordal graphs, and many others. Therefore, it is very unlikely we can use an enumeration algorithm for the maximal induced $\mathcal{P}$ subgraphs problem to solve its connected variation.

The other direction is promising. Two simple observations help here. First, if we can add vertices to a graph without making new forbidden induced subgraphs, then it does not change the number of maximal induced $\mathcal{P}$ subgraphs, though each of them gets more vertices. Second, if the extra vertices make all the maximal induced $\mathcal{P}$ subgraphs connected, then by enumerating all maximal connected induced $\mathcal{P}$ subgraphs of the new graph, we obtain effortlessly all maximal induced $\mathcal{P}$ subgraphs of the original graph. This idea works when $\mathcal{P}$ is closed under adding universal vertices, examples of which include interval graphs, chordal graphs, etc. A less trivial reduction can be devised for several other graph classes, e.g., wheel-free graphs and triangle-free graphs. These reductions focus us on the connected variation of the problems only, instead of working on both.

Via Theorem 5, we are able to establish a more interesting connection. Although the condition in the statement looks rather technical, it is satisfied by many natural graph classes: apart from those in Theorem 2, another notable example is planar graphs. As for the $t$-restricted version of both variations, there are only a polynomial number of solutions that are not a proper superset of $Z$, and they are easy to handle. Therefore, the focus is on those solutions containing all vertices in $Z$. We observe that under the connectivity condition, in every maximal induced $\mathcal{P}$ subgraph of $G$ that contains all vertices in $Z$, all the vertices in $Z$ are always in the same component. As a result, there is a one-to-one mapping between such solutions for these two variations.

**Theorem 7.** Let $c$ be a constant. Let $\mathcal{F}$ be a set of graphs such that every graph in $\mathcal{F}$ of order $c$ or above is biconnected. The maximal induced $\mathcal{F}$-free subgraphs problem can be solved in incremental polynomial time if and only if its connected variation can be solved in incremental polynomial time.
2.5 Characterizing the easy classes

We try to better understand maximal (connected) induced $\mathcal{P}$ subgraphs problems that can be solved with polynomial delay by considering its input-restricted version. We say that a graph class $\mathcal{P}$ has the CKS property, after the initials of the authors of [18], if the input-restricted version of the maximal (connected) induced $\mathcal{P}$ subgraphs problem can be solved in time polynomial only in $n$. Since it is straightforward to see that the class of edgeless graphs (independent sets), the class of complete graphs (cliques), and the class of complete bipartite graphs (bicliques) have the CKS property, the polynomial-delay algorithms for them can be immediately explained by this general result. On the other hand, the polynomial-delay algorithms of [45] and [21, 19], and our polynomial-delay algorithms for the maximal (connected) induced interval subgraphs problem and for the maximal (connected) induced trivially perfect subgraphs problem cannot be derived from this observation. As we will see, none of these graph classes has the CKS property.

It turns out that star forests, forests in which every tree is a star, play a crucial role in characterizing graph classes with the CKS property. Therefore, to find those graph classes with the CKS property, it suffices to consider those forbidding both a star forest and the complement of a star forest.

▶ Theorem 8. Let $\mathcal{F}$ be a nonempty set of graphs. If the class of $\mathcal{F}$-free graphs has the CKS property, then $\mathcal{F}$ contains at least one star forest and the complement of at least one star forest.

Unfortunately, this condition is not sufficient, and many graph classes satisfy this condition but do not have the CKS property. Moreover, it is possible that a class $\mathcal{P}$ of graphs has the CKS property but a proper subclass of $\mathcal{P}$ does not. This fact makes a full characterization of graph classes with the CKS property more difficult.

2.6 Related work

Let us put our work into context. The aforementioned characterization of a hereditary graph class by a set $\mathcal{F}$ of forbidden induced subgraphs provides another perspective to view the maximal induced $\mathcal{P}$ subgraphs problem, but not its connected variation in general. A subset $S$ of vertices is a solution if and only if $V(G) \setminus S$ intersects all forbidden sets of $G$, i.e., a minimal set $X$ of vertices such that $G[X] \in \mathcal{F}$. If we list all the forbidden sets of $G$ as a set system, then the problem becomes enumerating minimal vertex sets that intersect each of the forbidden sets. This brings us to the well-studied problem of enumerating minimal hitting sets of a set system. A set system is also known as a hypergraph, and the problem is called hypergraph transversal in literature. Some important general results on enumeration of maximal induced $\mathcal{P}$ subgraphs, e.g., the algorithm for graph classes characterized by a finite number of forbidden induced subgraphs, were first proved in this setting [24]. Reducing to the hypergraph transversal problem was also a common approach used by many earlier heuristic enumeration algorithms, for maximal independent sets and for maximal forests. A graph may have an exponential number of simple cycles, and thus the maximal induced forests problem and its associated hypergraph transversal problem have significantly different input sizes: the latter, including the number of elements and the number of forbidden sets, may be exponential on the former. This can happen for all graph classes $\mathcal{P}$ that have an infinite number of forbidden induced subgraphs. Deciding whether a graph belongs to such a class $\mathcal{P}$ may be NP-hard, and hence the maximal induced $\mathcal{P}$ subgraphs problem cannot be solved in polynomial total time, though it is still possible for the corresponding hypergraph
transversal problem, with all the forbidden sets given. Thus, we have to exclude from our study those graph classes that cannot be recognized in polynomial time. For a graph class that can be recognized in polynomial time, the maximal (connected) induced $\mathcal{P}$ subgraphs problem is in $\text{ENUMP}$, the counterpart of $\text{NP}$ for enumeration [16]. (One may consider the oracle model, where whether a graph is in the class is answered by an oracle in $O(1)$ time, but this paper will not take this direction.)

The (minimal) hitting sets of a hypergraph $H$ define another hypergraph $H'$, and it is an easy exercise to verify that each set in $H$ is a (minimal) hitting set of $H'$. The hypergraph transversal problem has a decision version: given a pair of hypergraphs on the same set of elements, decide whether one consists of exactly the minimal hitting sets of the other. Bioch and Ibaraki [5] showed that the hypergraph traversal problem can be solved in polynomial total time if and only if it can be solved in incremental polynomial time, by showing that this is the case precisely if the decision version can be solved in polynomial time. Note that under certain complexity assumptions, these two complexity classes for enumeration problems are not equal in general [46, 16].

The results of [5] were actually developed in the setting of monotone Boolean functions. A Boolean function $f : \{0, 1\}^n \to \{0, 1\}$ is monotone if $x \leq y$ always implies $f(x) \leq f(y)$. The identification problem is to find all minimal true vectors and all maximal false vectors of $f$. It is easy to see that the maximal induced $\mathcal{P}$ subgraphs problem is a special case of it. Let $G$ be a graph on $n$ vertices, for any subset $X \subseteq V(G)$, we use $x$ to denote the characteristic vector of $X$, i.e., an $n$-dimension Boolean vector with $1$ at the $i$th position if and only if $v_i \in X$, and set $f(x) = 0$ if and only if $G[X] \in \mathcal{P}$. Then minimal forbidden sets and the vertex sets of maximal induced $\mathcal{P}$ subgraphs of $G$ correspond to minimal true vectors and maximal false vectors of $f$, respectively. In this terminology, the maximal induced $\mathcal{P}$ subgraphs problem asks for maximal false vectors only, hence different in the output size. (Moreover, the identification problem is usually asked in the oracle model.) The decision version of the identification problem, known as dualization of monotone Boolean functions, is equivalent to the hypergraph traversal problem, and its incarnations can be found in database systems, artificial intelligence, and game theory. Fredman and Khachiyan [31] proved that dualization of monotone Boolean functions, hence hypergraph traversal, can be solved in quasi-polynomial time. It has been open for nearly four decades whether this problem can be solved in polynomial time; see the survey of Eiter et al. [25].

The main motivation of studying the connected variation is its practical applications in database theory, where several important problems can be modeled as enumerating maximal connected induced $\mathcal{P}$ subgraphs. We refer to Cohen et al. [18] and references therein for the background. Since this variation cannot be directly cast into hypergraphs or monotone Boolean functions, fewer results on it have been known in literature [18, 21, 19], and they had to be dealt with separately.

We are exclusively concerned with maximal (connected) induced $\mathcal{P}$ subgraphs. There is also research on enumerating all induced $\mathcal{P}$ subgraphs and enumerating all maximum induced $\mathcal{P}$ subgraphs. The first is usually very easy, if not completely trivial, while the latter has to be very hard: after all, finding a single maximum induced subgraph in a nontrivial and hereditary graph class is already NP-hard [40]. Yet another, probably more practical, approach is to list top $k$ solutions, or solutions of costs at most (or at least) $k$. This is frequently studied in the framework of parameterized computation. There is work using the input size as the sole measure for the running time of enumeration algorithms, e.g., [47]. In summary, efforts toward a systematic understanding of enumeration are gaining momentum [22].
Our final remark is on the space usage. A naïve implementation of our main approaches needs to keep track of all the solutions, hence takes exponential space. How to reduce the space is the major open problem in this area, and positive results are few but growing. Using reverse search, Conte et al. [20] showed how to strengthen polynomial-delay algorithms of [18] to use only polynomial space. Conte et al. [21, 19] also managed to reduce some of their algorithms to polynomial space.
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