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Abstract
We construct an oracle relative to which NP = PSPACE, but UP has no many-one complete sets.
This combines the properties of an oracle by Hartmanis and Hemachandra [25] and one by Ogiwara
and Hemachandra [38].

The oracle provides new separations of classical conjectures on optimal proof systems and
complete sets in promise classes. This answers several questions by Pudlák [43], e.g., the implications
UP =⇒ CONN and SAT =⇒ TFNP are false relative to our oracle.

Moreover, the oracle demonstrates that, in principle, it is possible that TFNP-complete problems
exist, while at the same time SAT has no p-optimal proof systems.
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1 Introduction

We investigate relationships between the following classical conjectures on NP, optimal proof
systems, and complete sets in promise classes. They are deeply rooted in formal logic, but
also have far reaching practical implications. Each of these conjectures remains open.

P ̸= NP: P does not equal NP [12, 35]
NP ̸= coNP: NP does not equal coNP [16]

CON: p-optimal proof systems for TAUT do not exist [34]
CONN: optimal proof systems for TAUT do not exist [34]

SAT: p-optimal proof systems for SAT do not exist [34]

TFNP: TFNP does not contain many-one complete problems [36]
NP ∩ coNP: NP ∩ coNP does not contain many-one complete problems [30]

UP: UP does not contain many-one complete problems [25]
DisjNP: DisjNP does not contain many-one complete pairs [45]

DisjCoNP: DisjCoNP does not contain many-one complete pairs [37, 42]

We refer to Pudlák [41] for a comprehensive elaboration of the conjectures and their context.
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Figure 1 Hypotheses that are true relative to our oracle are filled green and have borders, whereas
those that are false relative to the oracle are red without borders. Solid arrows mean relativizable
implications. A dashed arrow from one conjecture A to another conjecture B means that there is an
oracle X against the implication A ⇒ B, meaning that A ∧ ¬B holds relative to X. For clarity, we
only depict the two strongest separations proved in this paper, and omit those that either follow
from these, as well as those already known before. All possible separations have now been achieved,
except for the one depicted as the red dotted arrow.

Pudlák’s program. The known implications between these conjectures are shown in Figure 1.
They raise the question of whether further implications can be recognized with the currently
available methods. Pudlák [43] therefore initiated a research program to either prove further
implications or to disprove them relative to an oracle. The latter shows that the implication
is beyond the reach of current methods. Hence, from today’s perspective, the corresponding
conjectures are not mere reformulations of one another, but instead deserve individual
attention.

So far several implications have been disproved relative to an oracle. The following
selection of oracles covers all previously known disproofs of implications, in the sense that
each such implication fails relative to at least one of these oracles:

CONN ∧ ¬DisjNP (Glaßer, Selman, Sengupta, Zhang [20])
DisjCoNP ∧ ¬CON (Khaniki [31])

DisjNP ∧ NP ∩ coNP ∧ ¬UP (Dose, Glaßer [15])
NP ∩ coNP ∧ ¬CON (Dose [13])

P ̸= NP ∧ ¬CON ∧ ¬SAT (Dose [13])
DisjNP ∧ UP ∧ NP ∩ coNP ∧ ¬SAT (Dose [14])

DisjNP ∧ UP ∧ DisjCoNP ∧ ¬NP ∩ coNP (Egidy, Ehrmanntraut, Glaßer [17])

Optimal proof systems. The hypotheses CON, CONN, and SAT are concered with the
existence of (p-)optimal proof systems. The study of proof systems was initiated by Cook
and Reckhow [11] and motivated by the NP ?= coNP question, because the set of tautologies
TAUT has a proof system with polynomially bounded proofs if and only if NP = coNP.
Krajíček and Pudlák [34, 33, 44] link questions about proof systems to questions in bounded
arithmetic. Especially the notions of optimal and p-optimal proof systems have gained
much attention in research. They are closely connected to the separation of fundamental
complexity classes, e.g., Köbler, Messner, and Torán [32] show that the absence of optimal
proof systems for TAUT implies NEE ̸= coNEE. Moreover, (p-)optimal proof systems have
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tight connections to promise classes, e.g., if TAUT has p-optimal proof systems, then UP
has many-one complete sets [32]. Many more relationships are known between proof systems
and promise classes [3, 4, 5, 6, 7, 8, 21, 22, 32, 43, 45].

TFNP-complete problems. The class TFNP contains a multitude of problems that are of
central importance to various practical applications, and as such is currently being researched
with great intensity. The search for a complete problem in TFNP is of primary concern to
certain fields such as cryptography, but it remains open whether such a problem exists.

For instance, the security of RSA [46] is primarily based on the hardness of integer factor-
ization, which is a TFNP problem. However, no solid argument is known that factorization
actually is a particularly hard problem within TFNP, i.e., being able to solve factorization
might not require being able to solve arbitrary TFNP problems. RSA is now widely considered
to no longer represent the state of the art in modern cryptography. Hence researchers develop
cryptoschemes whose security is based on the hardness of other problems. However, it is still
not clear whether these are strictly harder than factorization. A TFNP-complete problem
would allow cryptoschemes that are at least as hard to break as any TFNP problem, i.e.,
schemes with optimal security guarantees.

Since the search for TFNP-complete problems has been unsuccessful, various subclasses
were defined and studied in order to construct at least a complete problem for those subclasses.
Their definitions are based on the proof of totality used to show the membership to TFNP.
Prominent examples are PLS [29], based on the argument that every dag has a sink, PPA
[39], based on the fact that every graph has an even number of nodes with odd degree, PPAD
[39] and PPADS, based on slight variations of PPA for directed graphs, and PPP [40], based
on the polynomial pigeonhole principle.1 All of them have complete problems [29, 40] and
can be defined in a syntactical way too [40]. Beame et al. [2] constructed oracles relative to
which these classes are not a subset of P, and no inclusions exist beyond the few that are
already known. The classes are significant to various practical applications like polynomially
hard one way functions [9, 19], collision resistant hash functions [23], computing square roots
modulo n [28], and the security of prominent homomorphic encryption schemes [27].

Our Contribution
1. Oracle with NP = PSPACE, but UP has no many-one complete sets.
Hartmanis and Hemachandra [25] construct an oracle relative to which UP does not have
many-one complete sets. Ogiwara and Hemachandra [38] construct an oracle relative to which
UP ̸= NP = PSPACE. Our oracle provides both properties at the same time, but this is
achieved using completely different methods. Due to the far-reaching collapse NP = PSPACE
and the close connection between UP-completeness and optimality of proof systems, we
obtain a number of useful properties summarized in Corollary 25.

2. Consequences for Pudlák’s program.
Regarding the conjectures shown in Figure 1, all known implications are presented in the
figure, while for some of the remaining implications there exist oracles relative to which the
implications do not hold. From the implications that were left open, our oracle refutes all but
one. The key to this observation was to take the conjecture NP ̸= coNP into consideration.
As we make sure that our oracle satisfies NP = coNP, the conjectures CONN and TFNP are

1 For precise definitions we refer to recent papers [23], [24, notably Figure 1].
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false, while the conjectures CON and SAT are equivalent. In addition, the oracle satisfies
the conjecture UP, which implies CON, and thereby in summary refutes all of the following
previously open implications:

UP =⇒ CONN UP =⇒ NP ̸= coNP UP =⇒ DisjNP
CON =⇒ CONN CON =⇒ NP ̸= coNP SAT =⇒ DisjCoNP
SAT =⇒ TFNP SAT =⇒ NP ̸= coNP

3. Consequences for TFNP-complete problems.
Regarding the search for TFNP-complete problems, our oracle demonstrates that, in principle,
it is possible that NP = coNP and hence TFNP-complete problems exist, while at the same
time SAT has no p-optimal proof systems.

Open questions

Hemaspaandra, Jain, and Vereshchagin [26] improve the oracle of Hartmanis and Hem-
achandra [25]. They show the existence of an oracle relative to which FewP [1] does not have
Turing-hard sets for UP [26, Thm. 3.1]. They note that the theorem still holds when replacing
the class FewP by Few [10]. Since UP ⊆ FewP ⊆ Few and many-one reducibility implies
Turing reducibility, this raises the following questions (in ascending order of difficulty):
Does there exist an oracle relative to which
1. NP = PSPACE and UP has no set that is Turing-hard for UP?
2. NP = PSPACE and FewP has no set that is Turing-hard for UP?
3. NP = PSPACE and Few has no set that is Turing-hard for UP?

Regarding Pudlák’s research program, all implications that are not presented in Figure 1
fail relative to some oracle, except for one single implication, which we leave as open question:

TFNP ?=⇒ DisjCoNP

We suspect that such construction of an oracle with TFNP and ¬DisjCoNP is a particular
challenge.

2 Preliminaries

2.1 Basic Definitions and Notations

This section covers the notation of this paper and introduces well-known complexity theoretic
notions.

Words and sets. All sets and machines in this paper are defined over the alphabet Σ = {0, 1}.
Σ∗ denotes the set of all strings of finite length, and for a string w ∈ Σ∗ let |w| denote the
length of w. We write N for the set of non-negative integers, N+ for the set of positive
integers, and ∅ for the empty set. For a set A and k ∈ N we write A=k := {x ∈ A | |x| = k}
as the subset of A containing only words of length k. We define this analogously for ≤. For
a clearer notation, we use the abbreviations Σk := Σ∗=k and Σ≤k := Σ∗≤k. Let <lex denote
the quasi-lexicographic (i.e., “shortlex”) ordering of words over Σ∗.
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Functions. Let enc be a polynomial-time computable, polynomial-time invertible order-
isomorphism between (Σ∗, <lex) and (N, <), i.e., a variant of the dyadic representation. The
domain and range of a function f are denoted by dom(f) and ran(f). For a function f and
A ⊆ dom(f), we define f(A) := {f(x) | x ∈ A}. We define certain polynomial functions
pi : N → N for i ∈ N by pi(n) := ni + i for i ∈ N+, and pi(n) := 1 for i = 0.

Let ⟨·⟩ :
⋃

i≥0(Σ∗)i → Σ∗ be an injective, polynomial-time computable and polynomial-
time invertible sequence encoding function2 such that |⟨u1, . . . , un⟩| = 2(|u1|+· · ·+|un|+n)+1.
The sequence encoding function has the following property.

▷ Claim 1. Let w, x ∈ Σ∗. If |w| ≥ |x| + 3, then |w| ≥ |⟨x, w⟩|/4.

Proof. The following calculation proves the claimed statement:

|⟨x, w⟩| = 2(|x| + |w| + 2) + 1 = 2|x| + 5 + 2|w| ≤ 2|w| + 2|w| = 4|w| ◁

Machines. We use the default model of a Turing machine in the deterministic as well as in
the non-deterministic variant, abbreviated by DTM, resp., NTM. The language decided by a
Turing machine M is denoted by L(M). We use Turing transducers to compute functions.
For a Turing transducer F we write F (x) = y when on input x the transducer outputs y.
We sometimes refer to the function computed by F as ‘the function F ’.

Complexity Classes and Reductions. The classes P, NP, coNP, FP and PSPACE denote
the standard complexity classes. Furthermore, we are interested in several promise classes.
Originally defined by Valiant [50], UP denotes the set of languages that can be decided by
so called UP-machines, i.e., NTMs that have at most one accepting path on every input.
The common polynomial-time many-one reducibility for sets A, B ⊆ Σ∗ is denoted by ≤p

m,
i.e., A ≤p

m B if there exists an f ∈ FP such that x ∈ A ⇔ f(x) ∈ B. If ≤ is some notion
of reducibility for some class C, then we call a set A ≤-complete for C, if A ∈ C and for all
B ∈ C the reduction B ≤ A holds.

Oracle-specific definitions and notations. An oracle B is a subset of Σ∗. We relativize the
concept of Turing machines and Turing transducers by giving them access to a write-only
oracle tape as proposed by Simon [48]3. Furthermore, we relativize complexity classes, proof
systems, reducibilities and (p-)simulation by defining them over machines with oracle access,
i.e., whenever a Turing machine or Turing transducer is part of a definition, we replace
them by an oracle Turing machine or an oracle Turing transducer. We indicate the access
to some oracle B in the superscript of the mentioned concepts, i.e., PB, NPB, FPB, . . .

for complexity classes, MB for a Turing machine or Turing transducer M , and ≤p,B
m for

reducibility. We sometimes omit the oracles in the superscripts, e.g., when sketching ideas in
order to convey intuition, but never in the actual proof.

Let {Fi}i∈N be a standard enumeration of polynomial-time oracle Turing transducers,
such that relative to any oracle B, F B

i has running time exactly pi and for any function
f ∈ FPB, there is some i such that F B

i computes f . Since the functions computed by
{F B

i }i∈N form exactly FPB , we call such machines FPB-machines. Similarly, let {Ni}i∈N be

2 Notice that the sequence encoding function explicitly is not surjective, so invertibility is meant in
the sense that ran(⟨·⟩) ∈ P, and there is a function f ∈ FP such that ⟨f(y)1, . . . , f(y)n⟩ = y for all
y ∈ ran(⟨·⟩).

3 When considering time-bounded computation, this machine model reflects the usual relativization of
Turing machines. For space-bounded computations, the oracle tape is also subject to the space-bound.

MFCS 2024
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a standard enumeration of polynomial-time non-deterministic oracle Turing machines, such
that relative to any oracle B, NB

i has running time exactly pi on each path and for any set
L ∈ NPB, there is some i such that L(NB

i ) = L. Since the sets decided by {NB
i }i∈N form

exactly NPB, we call such machines NPB-machines. If p is an encoding of a computation
path, then Q(p) denotes the set of oracle queries on p. For a Turing transducer F , an NTM
N and some word x, let Q(N(F (x)) denote the set of oracle queries of the computations
F (x) and N(F (x)). Hence, we interpret N(F (x)) as one computation which computes F (x)
first, followed by the computation N on input F (x).

Relativized QBF. For any oracle B, we define the relativized problem QBFB as the typical
QBF problem as defined by Shamir [47], but the boolean formulas are extended by expressions
B(w) for w ∈ Σ∗, which evaluate to true if and only if w ∈ B. It holds that for any oracle B,
QBFB is ≤p,B

m -complete for PSPACEB .
Throughout the remaining sections, M will be a polynomial-space oracle Turing machine

which, given access to oracle B, accepts QBFB . Choose k ≥ 3 such that M on input x ∈ Σ∗

completes using at most t(x) := |x|k + k space (including queries to the oracle).

2.2 Notions for the Oracle Construction
In this section we define all necessary objects and properties for the oracle construction and
convey their intuition.

Tools for UP. In order to achieve that UPΦ has no complete set, we will ensure that for
any set L(NΦ

i ) ∈ UPΦ a set W Φ
i ∈ UPΦ exists such that W Φ

i does not reduce to L(NΦ
i ), i.e.,

W Φ
i ̸≤p,Φ

m L(NΦ
i ). Here, W Φ

i is a witness that L(NΦ
i ) is not complete for UPΦ. For this, we

injectively assign countably infinitely many levels of the oracle to each set Wi, where a level
consists of certain words of the same length as follows.

▶ Definition 2 (Hi).
Let e(0) := 2, e(i + 1) := 2e(i) and Hi := {e(2i · 3j) | j ∈ N} for i ∈ N.

▶ Corollary 3 (Properties of Hi).
(i) For every i ∈ N, the set Hi is countably infinite and a subset of the even numbers.
(ii) Hi ∈ P for all i ∈ N.
(iii) For i, j ∈ N with i ̸= j, it holds that Hi ∩ Hj = ∅.

▶ Definition 4 (Witness language W B
i ).

For i ∈ N and an oracle B, we define the set

W B
i := {0n | n ∈ Hi and there exists x ∈ Σn with x ∈ B}

▶ Corollary 5 (Sufficient condition for W B
i ∈ UPB).

For any oracle B and any i ∈ N, the following implication holds:

|B=n| ≤ 1 for all n ∈ Hi =⇒ W B
i ∈ UPB

Proof. Let B and i be arbitrary. Since Hi ∈ P, an NP-machine can reject on all inputs
except 0n with n ∈ Hi. On these inputs 0n the machine can non-deterministically query all
words x ∈ Σn and accept if x ∈ B. Now, this machine accepts W B

i , and if |B=n| ≤ 1, then it
has at most one accepting path on all inputs. Hence, W B

i ∈ UPB . ◀

We can control the membership of Wi to UP in the oracle construction. We will never add
more than one word on the levels Hi, except for when we can rule out Ni as a UP-machine.
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Tools for NP = PSPACE. In order to achieve that NPΦ = PSPACEΦ, we will encode
QBFΦ into the oracle Φ, such that QBFΦ ∈ NPΦ, from which NPΦ = PSPACEΦ follows.

▶ Definition 6 (Coding set ZB).
For any oracle B, we define the set

ZB := {x ∈ Σ∗ | ∃w ∈ Σt(x) : ⟨x, w⟩ ∈ B}

▶ Corollary 7. For any oracle B, it holds that ZB ∈ NPB.

We will assemble the oracle Φ in such a way that ZΦ = QBFΦ, i.e., ZΦ will be PSPACEΦ-hard,
and thus NPΦ = PSPACEΦ.

Goals of the construction.

▶ Definition 8 (Desired properties of Φ).
The later constructed oracle Φ should satisfy the following properties:
P1 ∀x ∈ Σ∗ : (x ∈ QBFΦ ⇐⇒ x ∈ ZΦ).

(Meaning: QBFΦ ∈ NPΦ.)
P2 ∀i ∈ N, at least one of the following statements holds:

(I) ∃x ∈ Σ∗ : NΦ
i (x) accepts on more than one path.

(Meaning: NΦ
i is not a UPΦ-machine.)

(II) Both of the following statements hold:
(a) ∀n ∈ Hi : |Φ=n| ≤ 1

(Meaning: W Φ
i ∈ UPΦ.)

(b) ∀j ∈ N ∃x ∈ Σ∗ : NΦ
i (F Φ

j (x)) accepts if and only if x /∈ W Φ
i .

(Meaning: W Φ
i does not reduce to L(NΦ

i ) via F Φ
j .)

The following lemma shows that these properties imply our desired structural properties of
complexity classes.

▶ Lemma 9. Let Φ ⊆ Σ∗.
(i) If statement P1 is satisfied relative to Φ, then NPΦ = PSPACEΦ.
(ii) If statement P2 is satisfied relative to Φ, then there is no ≤p,Φ

m -complete set for UPΦ.

Proof. To (i): Recall that QBFΦ is ≤p,Φ
m -complete for PSPACEΦ. Since property P1 holds

relative to Φ, ZΦ = QBFΦ. From Corollary 7 we get ZΦ ∈ NPΦ and thus NPΦ = PSPACEΦ.
To (ii): Assume there is a ≤p,Φ

m -complete set C for UPΦ. Let NΦ
i be a UPΦ-machine

such that L(NΦ
i ) = C. Then property P2.I cannot hold for i, because Ni would not be

a UP-machine. Hence, property P2.II holds for i. By P2.II.a and Corollary 5, we get
W Φ

i ∈ UPΦ. Since L(NΦ
i ) is complete, there is some j ∈ N such that for all x ∈ Σ∗ we have

x ∈ W Φ
i ⇐⇒ F Φ

j (x) ∈ L(NΦ
i ).

This is a contradiction to the satisfaction of property P2.II.b, because there has to be some
x where this equivalence does not hold. Hence, the assumption has to be false and there is
no ≤p,Φ

m -complete set for UPΦ. ◀

MFCS 2024
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Stages. We choose certain stages on which we will deal with property P2.II.b. They are
chosen as the range of a certain function m. We will call the values of m ‘UP-stages’, since
only on these we will contribute to enforcing property P2.II.b and consequently UPΦ. For
now, it suffices to know that the stages will be chosen ‘sufficiently large’.

We choose a total injective function m : N × N → N, (i, j) 7→ m(i, j) which meets the
following requirements:
M1 m(i, j) ∈ Hi.

(Meaning: UP-stages m(i, ·) are important to the witness-language Wi.)
M2 2m(i,j)/4 > 4(pi(pj(m(i, j))))2 + 2pi(pj(m(i, j))) + 1.

(Meaning: The number of words of length m(i, j) is far bigger than the number of words
the computation Ni(Fj(0m(i,j))) can query.)

M3 m(i, j) > m(i′, j′) =⇒ m(i, j) > pi′(pj′(m(i′, j′))).
(Meaning: The stages are sufficiently distant from another such that for no i′, j′ ∈ N, the
computation Ni′(Fj′(0m(i′,j′))) can query any word of the UP-stages following m(i′, j′).)

▶ Observation 10. For all k ∈ ran(m): ran(⟨·⟩) ∩ Σk = ∅, because ⟨·⟩ only maps to odd
lengths. In particular, if |x| = m(i, j) for some i, j ∈ N, then x /∈ ran(⟨·⟩).

3 Oracle Construction

In this section we will construct an oracle Φ such that UPΦ has no complete set and
NPΦ = PSPACEΦ.

Construction of Φ. We construct the oracle Φ sequentially. For each x ∈ Σ∗, we decide
whether to add some words to the oracle. We give a brief sketch of the construction and its
ideas:

To P1: Whenever the input x has the form ⟨x′, 0t(x′)⟩, we add ⟨x′, w⟩ for some w ∈ Σt(x′)

to the oracle if and only if x′ ∈ QBF. Since M(x′) cannot query words of length |⟨x′, w⟩|,
the membership of x′ to QBF does not change after adding ⟨x′, w⟩. From then on, we never
add shorter words to Φ, thus the encoding persists correct for the finished oracle.

To P2: On every UP-stage n := m(i, j), we try to achieve property P2.I or P2.II. For this,
we differentiate between three cases.
1. If Ni(Fj(0n)) accepts relative to the oracle constructed so far, we leave the stage n empty.

In subsequent iterations, we ensure that added words will not interfere with this accepting
path. This achieves property P2.II, because 0n /∈ Wi and Fj(0n) ∈ L(Ni).

2. If Ni(Fj(0n)) rejects relative to the oracle constructed so far, we add a word of length n

to the oracle such that this computation keeps rejecting. This achieves property P2.II,
because 0n ∈ Wi and Fj(0n) /∈ L(Ni). Notice that finding appropriate words may not be
possible.

3. If Ni(Fj(0n)) rejects relative to the oracle constructed so far, and there is no choice of a
word to add such that Ni(Fj(0n)) keeps rejecting (i.e., case 2 is not possible), then we
force Ni(Fj(0n)) to accept on two different paths (which is possible, as we will show). In
subsequent iterations, we ensure that added words will not interfere with these accepting
paths. This achieves property P2.I.

In iterations after a UP-stage, if we have to add words to maintain P1, we choose them in
such a way that property P2 still remains upheld for the previous stage. This is captured
in Procedure 3, handle_UP_stage_aftercare. Once the next stage is reached, our word
length will have increased enough such that the stage before cannot be affected anymore.
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▶ Definition 11 (Oracle construction).
Define Φ0 := ∅. For k ∈ N+, define Φk+1 := Φk ∪ construct(enc(k), Φk) according to

Procedure 1. Finally, define Φ :=
⋃

k∈N Φk.

Procedure 1 construct(x,B).
1 If x = ⟨x’,0t(x’)⟩ and MB(x’) accepts :
2 If the largest UP -stage m(i,j) < |x| exists :
3 Return handle_UP_stage_aftercare(x’,i,j,B)
4 Return {x}
5 Elif x = 0m(i,j) for some i,j ∈ N:
6 Return handle_UP_stage(i,j,B)
7 Else:
8 Return ∅.

Procedure 2 handle_UP_stage(i,j,B).
1 n := m(i,j)
2 If NB

i(FB
j(0n)) accepts :

3 Return ∅
// Here , NB

i(FB
j(0n)) rejects

4 If ∃y ∈ Σn s.th. NB∪{y}
i (FB∪{y}

j (0n)) rejects :
5 Return {y}
6 Else:
7 Let y,z ∈ Σn s.th. NB∪{y,z}

i (FB∪{y,z}
j (0n)) accepts on ≥ 2 paths

8 Return {y,z}

Procedure 3 handle_UP_stage_aftercare(x’,i,j,B).

1 n := m(i,j)
2 If NB

i(FB
j(0n)) accepts on at least one path p1:

3 Q :=

{
Q(p1) ∪ Q(p2) if NB

i(FB
j(0n)) accepts on another path p2 ̸= p1

Q(p1) else
4 Choose w ∈ Σt(x’) s.th. ⟨x’,w⟩ /∈ Q
5 Return {⟨x’,w⟩}

// Here , NB
i(FB

j(0n)) rejects
6 If ∃y ∈ {⟨x’,w⟩ | w ∈ Σt(x’)} s.th. NB∪{y}

i (FB∪{y}
j (0n)) rejects :

7 Return {y}
8 Let y,z ∈ {⟨x’,w⟩ | w ∈ Σt(x’)} s.th. NB∪{y,z}

i (FB∪{y,z}
j (0n)) accepts on ≥ 2 paths

9 Return {y,z}

Notice that in handle_UP_stage reaching line 3 corresponds to case 1 of the construction
sketch for P2, reaching line 5 corresponds to case 2, and reaching lines 7–8 corresponds to
case 3. In lines 2–4 of construct, because M accepts, we need to add at least one word
⟨x′, w⟩ to the oracle in order to achieve P1. Procedure 3, handle_UP_stage_aftercare,
ensures that a previous UP-stage either remains unaffected by this (lines 2–7), or at least i

now satisfies property P2.I instead (lines 8–9).
It is not clear that the oracle construction can be performed as stated, because lines 4

and 8 in handle_UP_stage_aftercare and line 7 in handle_UP_stage claim the existence
of words with complex properties. The following claims attend to this problem.

▷ Claim 12 (Line 7 in handle_UP_stage can be performed).
If the line 7 is reached in handle_UP_stage in the step construct(enc(k), Φk), then y and
z can be chosen as stated.
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Proof. Let x := enc(k). When reaching this line, then for some i, j ∈ N with n := m(i, j)
we have that NΦk

i (F Φk
j (0n)) rejects, and for all extensions Φk ∪ {x′} with x′ ∈ Σn,

N
Φk∪{x′}
i (F Φk∪{x′}

j (0n)) accepts. Since the accepting paths appear after adding x′ to Φk,
these paths must query x′. There are 2n words of length n and an accepting path can
query at most pi(pj(n)) + pj(n) ≤ 2pi(pj(n)) of these words. Let X be a set consisting of
4(pi(pj(n)))2 + 2pi(pj(n)) + 1 pairwise different words x′ of length n. By M2,

2n/4 > 4(pi(pj(n)))2 + 2pi(pj(n)) + 1,

whereby such a set exists. We show that there must be two different words y, z ∈ X such
that N

Φk∪{y}
i (F Φk∪{y}

j (0n)) (resp., N
Φk∪{z}
i (F Φk∪{z}

j (0n))) accepts and does not query z

(resp., y) on some accepting path.
To choose y, we look at X ′ ⊆ X consisting of 2pi(pj(n)) + 1 pairwise different words.

When extending Φk by a word from X ′ for each word in X ′ separately, the resulting leftmost
accepting paths query at most

2pi(pj(n)) · |X ′| = 2pi(pj(n)) · (2pi(pj(n)) + 1) = 4(pi(pj(n)))2 + 2pi(pj(n))

different words in total. Hence, there is at least one unqueried word y ∈ X.
To choose z, consider N

Φk∪{y}
i (F Φk∪{y}

j (0n)), which on the leftmost accepting path
queries at most pi(pj(n)) + pj(n) ≤ 2pi(pj(n)) words. Hence, there is some unqueried word
z ∈ X ′ ⊆ X.

So, N
Φk∪{y}
i (F Φk∪{y}

j (0n)) accepts on a path which queries y but not z, and
N

Φk∪{z}
i (F Φk∪{z}

j (0n)) accepts on a path which queries z but not y (because z ∈ X ′). Thus,
y ≠ z, both accepting paths are different and both are preserved when extending by both y

and z, resulting in at least two different accepting paths for N
Φk∪{y,z}
i (F Φk∪{y,z}

j (0n)). ◁

▷ Claim 13 (Line 8 in handle_UP_stage_aftercare can be performed).
If the line 8 is reached in handle_UP_stage_aftercare in the step construct(enc(k), Φk),
then y and z can be chosen as stated.

Proof. Let x := enc(k). When reaching this line, then for x = ⟨x′, 0t(x′)⟩ and the biggest UP-
stage n := m(i, j) ≤ |x| we have that NΦk

i (F Φk
j (0n)) rejects, but for all extensions Φk ∪ {y}

with y ∈ {⟨x′, w⟩ | w ∈ Σt(x′)} =: Y , the computation N
Φk∪{y}
i (F Φk∪{y}

j (0n)) accepts. Since
the accepting paths appear after adding y to Φk, these paths must query y. By Claim 1,
|t(x′)| ≥ |x|/4 ≥ n/4. Hence, there are ≥ 2n/4 words w ∈ Σt(x′), and thus |Y | ≥ 2n/4. An
accepting path can query at most pi(pj(n)) + pj(n) ≤ 2pi(pj(n)) of these words. Let X be a
set consisting of 4(pi(pj(n)))2 + 2pi(pj(n)) + 1 pairwise different words y ∈ Y . By M2,

2n/4 > 4(pi(pj(n)))2 + 2pi(pj(n)) + 1,

whereby such a set exists. From here on, we can proceed exactly as in the proof of Claim 12
to find two fitting words y and z. ◁

▷ Claim 14 (Line 4 in handle_UP_stage_aftercare can be performed).
If the line 4 is reached in handle_UP_stage_aftercare in the step construct(enc(k), Φk),
then w can be chosen accordingly.

Proof. Let x := enc(k). When reaching this line, then for x = ⟨x′, 0t(x′)⟩ and the biggest
UP-stage n := m(i, j) ≤ |x| it holds that NΦk

i (F Φk
j (0n)) accepts. In the worst case, there

are at least two accepting paths. Up to two accepting paths p1 and p2 query at most
2pi(pj(n)) + 2pj(n) ≤ 4pi(pj(n)) words in total. Together with M2, we get

|Q(p1) ∪ Q(p2)| ≤ 4pi(pj(n)) ≤ 4(pi(pj(n)))2 + 2pi(pj(n)) < 2n/4.
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By Claim 1, |t(x′)| ≥ |x|/4 ≥ n/4 and thus

|Σt(x′)| ≥ 2n/4 > 4(pi(pj(n)))2 + 2pi(pj(n)) + 1 ≥ |Q(p1) ∪ Q(p2)|.

Consequently, there is some w ∈ Σt(x′) with ⟨x′, w⟩ /∈ (Q(p1) ∪ Q(p2)). ◁

The Claims 12, 13, and 14 show that Φk+1 := Φk ∪ construct(enc(k), Φk) is well-defined.
We make three further observations about construct.

▶ Observation 15. For k ∈ N, construct(enc(k), Φk) only adds words of length | enc(k)|.

The next two observations follow from Observation 15 combined with Observation 10.

▶ Observation 16. Let n ∈ Hi for some i ∈ N and k := enc−1(0n).
Then only the step construct(0n, Φk) can add words of length n to Φ.

▶ Observation 17. Let x := ⟨x′, 0t(x′)⟩ for x′ ∈ Σ∗ and k := enc−1(x).
Then only the step construct(x, Φk) can add words of the form ⟨x′, w⟩ with w ∈ Σt(x′) to Φ.

Proving the Properties. Finally, we show that the properties P1 and P2 hold relative to Φ.
We start with property P1.

▶ Lemma 18. The oracle Φ satisfies property P1.

Proof. First, recall that by definition of Z,

x ∈ ZΦ ⇐⇒ ∃w ∈ Σt(x) : ⟨x, w⟩ ∈ Φ (1)

Let x ∈ Σ∗ be arbitrary, and consider the step of the oracle construction where Φk is defined
as construct(⟨x, 0t(x)⟩, Φk−1). By Observation 17, only construct(⟨x, 0t(x)⟩, Φk−1) may
add words of the form ⟨x, w⟩ for w ∈ Σt(x) to Φ. From this we can draw x /∈ ZΦk−1 , and
further, together with Φk ⊆ Φ,

∃w ∈ Σt(x) : ⟨x, w⟩ ∈ Φ ⇐⇒ ∃w ∈ Σt(x) : ⟨x, w⟩ ∈ Φk (2)

The lines 5 and 6 in construct(⟨x, 0t(x)⟩, Φk−1) are skipped, since, by M1, m(i, j) is always
even, whereas ⟨x, 0t(x)⟩ has odd length (see Observation 10). Hence, handle_UP_stage will
not be entered. Since at the lines 2–4 of construct always at least one word is added to the
oracle, construct(⟨x, 0t(x)⟩, Φk−1) adds a word ⟨x, w⟩ with w ∈ Σt(x) to Φk−1 if and only
if the condition in line 1 is met and these lines are entered, i.e., if MΦk−1(x) accepts. This
gives

x ∈ QBFΦk−1 ⇐⇒ ∃w ∈ Σt(x) : ⟨x, w⟩ ∈ Φk (3)

Since MΦk−1(x) has a space bound of t(x), it cannot ask words longer than t(x). Thereby
MΦk−1(x) cannot notice a transition to the oracle Φk, because we only add words ⟨x, w⟩
with w ∈ Σt(x), which have length > t(x). So, MΦk (x) accepts if and only if MΦk−1(x)
accepts. For the same reason, MΦk (x) cannot notice a transition to the oracle Φ, because
by Observation 15, all words in the set Φ \ Φk have length ≥ |⟨x, 0t(x)⟩|, and thus MΦ(x)
accepts if and only if MΦk (x) accepts. Combining these two facts gives

x ∈ QBFΦ ⇐⇒ x ∈ QBFΦk−1 (4)

MFCS 2024



50:12 An Oracle with no UP-Complete Sets, but NP = PSPACE

In total, we conclude

x ∈ QBFΦ (4)⇐⇒ x ∈ QBFΦk−1 (3)⇐⇒ ∃w ∈ Σt(x) : ⟨x, w⟩ ∈ Φk

(2)⇐⇒ ∃w ∈ Σt(x) : ⟨x, w⟩ ∈ Φ
(1)⇐⇒ x ∈ ZΦ

Since x ∈ Σ∗ was chosen arbitrarily, property P1 holds. ◀

Before proving Lemma 21, i.e., proving that property P2 holds, we state the helpful claim
that construct does not alter certain accepting paths.

▷ Claim 19. Let i, j, k ∈ N such that k > enc−1(0m(i,j)), and n := m(i, j). If NΦk
i (F Φk

j (0n))
accepts (resp., accepts on more than one path), then so does N

Φk+1
i (F Φk+1

j (0n)).

Proof. If enc(k) ≥lex 0pi(pj(n))+1, then by Observation 15, only words of length > pi(pj(n))
are added to Φk. Hence, all paths of NΦk

i (F Φk
j (0n)) and N

Φk+1
i (F Φk+1

j (0n)) are the same,
from which the claimed statement follows.

Otherwise, enc(k) ≤lex 1pi(pj(n)). By M3, m(i, j) has to be the biggest UP-stage
≤ | enc(k)|. Consider the step construct(enc(k), Φk). Either Φk+1 = Φk and the claim holds,
or some words are added to Φk. The procedure handle_UP_stage is not entered, because
enc(k) >lex 0n, so the condition in line 5 of construct is false, whereby any added words
would need to be added by handle_UP_stage_aftercare. Further, since NΦk

i (F Φk
j (0n)) ac-

cepts, this can only happen via the lines 3 to 5. Here, line 4 makes sure that N
Φk+1
i (F Φk+1

j (0n))
remains accepting (resp., remains accepting on more than one path), since the respective
paths do not query the chosen words. ◁

▶ Corollary 20. Let i, j, k ∈ N such that k > enc−1(0m(i,j)), and n := m(i, j). If
NΦk

i (F Φk
j (0n)) accepts (resp., accepts on more than one path), then so does NΦ

i (F Φ
j (0n)).

▶ Lemma 21. The oracle Φ satisfies property P2.

Proof. Let i ∈ N be arbitrary. Assume that for i the property P2.I does not hold. Then we
show that property P2.II holds.

▷ Claim 22. The property P2.II.a holds.

Proof. Let n ∈ Hi be arbitrary and k := enc−1(0n). By Observation 16, only the step
construct(0n, Φk) adds words of length n to Φ. Since n has even and ⟨·, ·⟩ has always odd
length (see Observation 10), the condition in line 1 of construct evaluates to ‘false’. So,
only if line 8 in handle_UP_stage is executed, more than one word of length n is added to
Φk and consequently to Φ. In this case, since the sets H0, H1, . . . are disjoint, there is some
j ∈ N with m(i, j) = n where N

Φk+1
i (F Φk+1

j (0n)) accepts on more than one path. Invoking
Corollary 20 with i, j and k + 1, we get that also NΦ

i (F Φ
j (0n)) accepts on more than one

path. This is a contradiction to the assumption that the property P2.I does not hold for
i. Hence, line 8 in handle_UP_stage cannot be executed during construct(0n, Φk). This
gives |Φ=n| ≤ 1, as required. ◁

▷ Claim 23. The property P2.II.b holds.



D. Dingel, F. Egidy, and C. Glaßer 50:13

Proof. Let j ∈ N be arbitrary, n := m(i, j), and k := enc−1(0n). Consider the step
construct(0n, Φk). Since n has even length, the condition in line 1 of construct evaluates
to ‘false’. But the condition in line 5 is satisfied, so handle_UP_stage will define which words
are added to the oracle. Also recall that only at this step words of length n are added to Φ
(Observation 16), i.e., Φ=n

k+1 = Φ=n. We distinguish between the three cases on how Φk+1
can be defined in handle_UP_stage.

If Φk+1 is defined via line 3, then Φ=n = ∅ and N
Φk+1
i (F Φk+1

j (0n)) accepts. By Corollary
20, NΦ

i (F Φ
j (0n)) accepts too. Hence, NΦ

i (F Φ
j (0n)) accepts and 0n /∈ W Φ

i , i.e., 0n satisfies
property P2.II.b.

If Φk+1 is defined via line 8, then N
Φk+1
i (F Φk+1

j (0n)) accepts on more than one path. By
Corollary 20, NΦ

i (F Φ
j (0n)) also accepts on more than one path. But then, property P2.I

holds for i, a contradiction to the assumption at the start of Lemma 21. Hence, this case
cannot occur.

If Φk+1 is defined by line 5, then |Φ=n| = 1 and N
Φk+1
i (F Φk+1

j (0n)) rejects. Let k′ > k + 1
be the smallest number such that N

Φk′
i (F Φk′

j (0n)) accepts. Either k′ does not exist and
hence, NΦ

i (F Φ
j (0n)) rejects, satisfying property P2.II.b.

Otherwise enc(k′) ≤lex 1pi(pj(n)), because Ni(Fj(0n)) can query only words of length
≤ pi(pj(n)), and for bigger k′, only words of length > pi(pj(n)) are added (Observation 15).
Consider the step construct(enc(k′ − 1), Φk′−1). By M3, m(i, j) is the biggest UP-stage
≤ | enc(k′ − 1)|. Since

0n = enc(k) <lex enc(k + 1) ≤lex enc(k′ − 1),

the condition in line 5 is not met, thus handle_UP_stage is skipped. Since by the minimality
of k′ the computation N

Φk′−1
i (F Φk′−1

j (0n)) rejects, Φk′ can only be defined via line 9 in
handle_UP_stage_aftercare. But then, N

Φk′
i (F Φk′

j (0n)) accepts on more than one path.
Invoking Corollary 20 for i, j, k′, we get that also NΦ

i (F Φ
j (0n)) accepts on more than one

path. Consequently, property P2.I holds for i, a contradiction to the assumption at the start
of Lemma 21. Hence, this case cannot occur. ◁

Since i is arbitrary, the Claims 22 and 23 show that if property P2.I does not hold, property
P2.II does. Thus, property P2 holds. ◀

4 Conclusion

The oracle from the previous section gives the following result.

▶ Theorem 24. There exists an oracle relative to which UP has no ≤p
m-complete sets and

NP = PSPACE.

Proof. This follows from the Lemmas 9, 18, and 21. ◀

We summarize the properties of the oracle from Theorem 24 relating to the hypotheses of
Pudlák [43] and mention a few more.

▶ Corollary 25. Relative to the oracle from Theorem 24, all of the following hold:
1. NP = coNP, i.e., ¬NP ̸= coNP.
2. UP does not have ≤p

m-complete sets, i.e., UP.
3. TAUT does not have p-optimal proof systems, i.e., CON.
4. SAT does not have p-optimal proof systems, i.e., SAT.
5. TFNP has a complete problem, i.e., ¬TFNP.
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6. TAUT has optimal proof systems, i.e., ¬CONN.
7. DisjNP has ≤pp

m -complete pairs, i.e., ¬DisjNP.
8. DisjCoNP has ≤pp

m -complete pairs, i.e., ¬DisjCoNP.
9. NP ∩ coNP has ≤p

m-complete sets, i.e., ¬NP ∩ coNP.
10. P ⊊ UP ⊊ NP ∩ coNP = NP.
11. The conjecture Q does not hold [18, Def. 2].
12. The conjecture Q′ does not hold [18, Def. 3].
13. TFNP ̸⊆c PF.

Proof. To 1 and 2: Follows from Theorem 24.
To 3: Follows from 2 by Köbler, Messner, and Torán [32, Cor. 4.1].
To 4: Follows from 3 and 1.
To 5: Follows from 1 by Megiddo and Papadimitrou [36, Thm. 2.1].
To 6: Follows from 1 and the fact that NP has optimal proof systems [37, Thm. 3.1].
To 7: Follows from 6 by Köbler, Messner, Torán [32, Cor. 6.1].
To 8: Follows from 7 and 1.
To 9: Follows from 1 and that NPΦ has ≤p

m-complete sets.
To 10: Follows from P ⊆ UP ⊆ NP, P has complete sets, UPΦ does not have complete sets
(2), NP has complete sets and NPΦ = coNPΦ (1).
To 11 and 12: Follows from P ̸= NP ∩ coNP (which is implied by 10), as shown by Fenner et
al. [18, Thm. 2,Prop. 9].
To 13: Follows from 11, as shown by Fenner et al. [18, Prop. 7]. ◀
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