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—— Abstract

We study the Longest Common Extension (LCE) problem in a string containing wildcards. Wildcards
(also called “don’t cares” or “holes”) are special characters that match any other character in the
alphabet, similar to the character “?” in Unix commands or “.” in regular expression engines.

We consider the problem parametrized by G, the number of maximal contiguous groups of
wildcards in the input string. Our main contribution is a simple data structure for this problem that
can be built in O(n(G/t)logn) time, occupies O(nG/t) space, and answers queries in O(t) time, for
any ¢t € [1..G]. Up to the O(logn) factor, this interpolates smoothly between the data structure of
Crochemore et al. [JDA 2015], which has O(nG) preprocessing time and space, and O(1) query time,
and a simple solution based on the “kangaroo jumping” technique [Landau and Vishkin, STOC
1986], which has O(n) preprocessing time and space, and O(G) query time.

By establishing a connection between this problem and Boolean matrix multiplication, we show
that our solution is optimal up to subpolynomial factors when G = Q(n) under a widely believed
hypothesis. In addition, we develop a new simple, deterministic and combinatorial algorithm for
sparse Boolean matrix multiplication.

Finally, we show that our data structure can be used to obtain efficient algorithms for approximate
pattern matching and structural analysis of strings with wildcards. First, we consider the problem
of pattern matching with k errors (i.e., edit operations) in the setting where both the pattern and
the text may contain wildcards. The “kangaroo jumping” technique can be adapted to yield an
algorithm for this problem with runtime O(n(k + G)), where G is the total number of maximal
contiguous groups of wildcards in the text and the pattern and n is the length of the text. By
combining “kangaroo jumping” with a tailor-made data structure for LCE queries, Akutsu [IPL 1995]
devised an O(n\/% polylog m)-time algorithm. We improve on both algorithms when k < G < m
by giving an algorithm with runtime O(n(k++/Gklogn)). Secondly, we give O(nv/G logn)-time and
O(n)-space algorithms for computing the prefix array, as well as the quantum/deterministic border
and period arrays of a string with wildcards. This is an improvement over the O(ny/nlogn)-time
algorithms of Iliopoulos and Radoszewski [CPM 2016] when G = O(n/logn).
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1 Introduction

Given a string T', the longest common extension (LCE) at indices 7 and j is the length of the
longest common prefix of the suffixes of T" starting at indices ¢ and j. In the LCE problem,
given a string 7', the goal is to build a data structure that can efficiently answer LCE queries.

Longest common extension queries are a powerful string operation that underlies a myriad
of string algorithms, for problems such as approximate pattern matching [4, 5, 18, 31, 54, 55],
finding maximal or gapped palindromes [11, 19, 36, 49], and computing the repetitive
structure (e.g., runs) in strings [6, 48], to name just a few.

Due to its importance, the LCE problem and its variants have received a lot of atten-
tion [8, 9, 10, 11, 13, 29, 32, 34, 38, 44, 47, 45, 51, 60, 61, 63, 64, 65, 46]. The suffix tree
of a string of length n occupies O(n) space and can be preprocessed in O(n) time to an-
swer LCE queries in constant time [29, 38]. However, the ©(n) space requirement can be
prohibitive for applications such as computational biology that deal with extremely large
strings. Consequently, much of the recent research has focused on designing data structures
that use less space without being (much) slower in answering queries. Consider the setting
when we are given a read-only length-n string T over an alphabet of size polynomial in n.
Bille et al. [10] gave a data structure for the LCE problem that, for any given user-defined
parameter 7 < n, occupies O(7) space on top of the input string and answers queries in
O(n/7) time. Kosolobov [50] showed that this data structure is optimal when 7 = Q(n/logn).
A drawback of the data structure of Bille et al. [10] is its rather slow O(n?*¢) construction
time. This motivated studies towards an LCE data structure with optimal space and query
time and a fast construction algorithm. Gawrychowski and Kociumaka [32] gave an optimal
O(n)-time and O(1)-space Monte Carlo construction algorithm and Birenzwige et al. [13]
gave a Las Vegas construction algorithm with the same complexity provided 7 = Q(logn).
Finally, Kosolobov and Sivukhin [51] gave a deterministic construction algorithm that works
in optimal O(n) time and O(7) space for 7 = Q(n®), where € > 0 is an arbitrary constant.
Another line of work [8, 9, 34, 60, 63, 64, 65, 45, 46] considers LCE data structures over
compressed strings.

One important variant of the LCE problem is that of LCE with k-mismatches (k-LCE),
where one wants to find the longest prefixes that differ in at most k positions, for a given
integer parameter k. Landau and Vishkin [55] proposed a technique, dubbed “kangaroo
jumping”, that reduces k-LCE to k + 1 standard LCE queries. This technique is a central
component of many approximate pattern matching algorithms, under the Hamming [5, 18]
and the edit [4, 18, 55] distances.

In this work, we focus on the variant of LCE in strings with wildcards, denoted LCEW.
Wildcards (also known as holes or don’t cares), denoted ¢, are special characters that match
every character of the alphabet. Wildcards are a versatile tool for modeling uncertain
data, and algorithms on strings with wildcards have garnered considerable attention in the
literature [20, 25, 57, 42, 43, 23, 35, 30, 4, 21, 22, 58,5, 59, 7, 24, 62, 12, 3, 2, 41, 56, 14, 16, 17].

Given a string T, and indices 4,5, LCEW(i,7) is the length of the longest matching
prefixes of the suffixes of T starting at indices ¢ and j. For all 7 € [1..n], Tliopoulos and
Radoszewski [41] showed an LCEW data structure with O(n?logn/7) preprocessing time,
O(n?/7) space, and O(7) query time. In the case where the number of wildcards in T is
bounded, more efficient data structures exist. The LCEW problem is closely related to k-LCE:
if we let T be the string obtained by replacing each wildcard in 7" with a new character, the
i-th wildcard replaced with a fresh letter #;, then an LCEW query in T can be reduced to a
D-LCE query in f, where D is the number of wildcards in 7. Consequently, an LCEW query
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can be answered using O(D) LCE queries. In particular, if we use the suffix tree to answer
LCE queries, we obtain a data structure with O(n) space and construction time and O(D)
query time. At the other end of the spectrum, Blanchet-Sadri and Lazarow [15] showed that
one can achieve O(1) query time using O(nD) space after an O(nD)-time preprocessing.

» Example 1.1. For string T' = ababoooaaaaoooobaooobb, we have D = 10 and G = 3.

By using the structure of the wildcards inside the string, one can improve the aforementioned
bounds even further. Namely, it is not hard to see that if the wildcards in T" are arranged
in G maximal contiguous groups (see Example 1.1), then we can reduce the number of LCE
queries needed to answer an LCEW query to G by jumping over such groups, thus obtaining
a data structure with O(n)-time preprocessing, O(n) space, and O(G) query time. On the
other hand, Crochemore et al. [27] devised an O(nG)-space data structure that can be built
in O(nG) time and can answer LCEW queries in constant time.

1.1 Our Results

In this work, we present an LCEW data structure that achieves a smooth space-time trade-off

between the data structure based on “kangaroo jumps” and that of Crochemore et al. [27].

As our main contribution, we show that for any ¢t < G, there exists a set of O(G/t) positions,
called selected positions, that intersects any chain of ¢ kangaroo jumps from a fixed pair
of positions. Given the LCEW information on selected positions, we can speed up LCEW
queries on arbitrary positions by jumping from the first selected position in the common
extension to the last selected position in the common extension. This gives us an O(t) bound
on the number of kangaroo jumps we need to perform to answer a query. We leverage the
fast FFT-based algorithm of Clifford and Clifford [20] for pattern matching with wildcards
to efficiently build a dynamic programming table containing the result of LCEW queries on
pairs of indices containing a selected position; this table allows us to jump from the first to
the last selected position in the common extension in constant time. The size of the table is
O(nG/t), while the query time is O(t). For comparison, the data structures of Crochemore
et al. [27] and of Tliopoulos and Radoszewski [41] use a similar dynamic programming scheme
that precomputes the result of LCEW queries for a subset of positions: Crochemore et al. use
all transition positions (see Section 3 for a definition), while Tliopoulos and Radoszewski use
one in every +/n positions. We use a more refined approach, that allows us to obtain both a
dependency on G instead of n and a space-query-time trade-off. Our result can be stated
formally as follows.

» Theorem 1.2. Suppose that we are given a string T of length n that contains wildcards
arranged into G maximal contiguous groups. For everyt € [1..G], there exists a deterministic
data structure that:

uses space O(nG/t),

can be built in time O(n(G/t)logn) using O(nG/t) space,

given two indices i,j € [1..n], returns LCEW(i,j) in time O(t).

We further show that this trade-off can be extended to ¢ > G by implementing the
kangaroo jumping method of Landau and Vishkin [55] with a data structure that provides
a time-space trade-off for (classical) LCE queries. Using the main result of Kosolobov and
Sivukhin [51], we obtain the following:

» Corollary 1.3. Suppose that we are given a read-only string T of length n that contains
wildcards arranged into G mazximal contiguous groups. For every constant € > 0 and
t € [G..G-n'"¢], there exists a data structure that:
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uses space O(nG/t),
can be built in time O(n) using O(nG/t) space,
given two indices i,j € [1..n], returns LCEW(i, j) in time O(t).

Proof. We build the LCE data structure of Kosolobov and Sivukhin [51] for parameter
T =nG/t = Q(n°) in O(n) time and O(7) space. As an LCEW query reduces to G LCE
queries, the constructed data structure supports LCEW queries in O(G-n/7) = O(t) time. <«

By a reduction from Boolean matrix multiplication, we derive a conditional Q(nQ*"(l))
lower bound on the product of the preprocessing and query times of any combinatorial data
structure for the LCEW problem (Theorem 4.2).! This is the first lower bound for this
problem and matches the trade-off of our data structure up to subpolynomial factors when

G =0(n).

Table 1 Overview of combinatorial deterministic sparse Boolean matrix multiplication algorithms.
The values m;, (resp. Mmout) refer to the total number of non-zero entries in the input matrices
(resp., in the output matrix).

Source Running Time
Gustavson [37] O(n - mip)

Kutzkov [53] O(n - (n+mju))
Kiinnemann [52] O(y/Mout - 1° + M)
Abboud, Bringmann, Fischer, Kiinemann [1] O(Min/Mout)

Our algorithm O(ny/Min - (N + Mout))

Surprisingly, one can also use the connection between the two problems to derive an
algorithm for sparse Boolean matrix multiplication (BMM). Existing algorithms for BMM
can be largely categorised into two types: combinatorial and those relying on (dense) fast
matrix multiplication. However, the latter are notorious for their significant hidden con-
stants, making them unlikely candidates for practical applicability. By using the connection
to the LCEW problem, we show a deterministic combinatorial algorithm with runtime
(’N)(n\/mm - (n 4+ Mmoyt)). Our algorithm ties or outperforms all other known deterministic
combinatorial algorithms [37, 53, 66, 52] for some range of parameters m;, and Mgy, €.g.,
when my, = O(n3?) and myys = ©(n*/3), except for the one implicitly implied by the result
of Abboud et al. [1]. Namely, by replacing fast matrix multiplication (used in a black-box
way) in [1, Theorem 4.1] with the naive matrix multiplication algorithm, one obtains a
deterministic combinatorial algorithm with runtime (’j(mm VMout), which is always better
than our time bound. See Table 1 for a summary. However, our algorithm is much simpler
than that of Abboud et al. [1]: while our algorithm relies solely on standard tools typically
covered in undergraduate computer science courses, theirs requires an intricate construction
of a family of hash functions with subsequent derandomisation. We provide a (non-optimized)
proof-of-concept implementation at https://github.com/GBathie/LCEW.

! In line with previous work, we say that an algorithm or a data structure is combinatorial if it does not
use fast matrix multiplication as a subroutine during preprocessing or while answering queries.
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Applications

We further showcase the significance of our data structure by using it to improve over
the state-of-the-art algorithms for approximate pattern matching and the construction of
periodicity-related arrays for strings containing wildcards.

As previously mentioned, LCE queries play a crucial role in string algorithms, especially in
approximate pattern matching algorithms, such as for the problem of pattern matching with
k errors (k-PME, also known as pattern matching with k edits or differences). This problem
involves identifying all positions in a given text where a fragment starting at that position
is within an edit distance of k from a given pattern. The now-classical Landau—Vishkin
algorithm [55] elegantly solves this problem, achieving a time complexity of O(nk) through
extensive use of LCE queries. A natural extension of k-PME is the problem of pattern matching
with wildcards and k-errors (k-PMWE), where the pattern and the text may contain wildcards.
The algorithm of Landau and Vishkin [55] for &-PMWE can be extended to an O(n(k + G))-
time algorithm for k-PMWE in strings with G groups of wildcards (see [4]). Building on
their work, Akutsu [4] gave an algorithm for k-PMWE that runs in time O(nvkm).? In
Theorem 5.1, we give an algorithm for k-PMWE with runtime O(n(k + /Gklogn)), which
improves on the algorithms of Akutsu [4] and Landau and Vishkin [55] in the regime where
k< G<m.

Periodicity arrays capture repetitions in strings and are widely used in pattern matching
algorithms, see e.g. [28, 26]. The prefix array of a length-n string 7' with wildcards stores
LCEW(1,7) for all 1 < j < n. It was first studied in [40], where an O(n?)-time construc-
tion algorithm was given. More recently, lliopoulos and Radoszewski [41] presented an
O(n+/nlogn)-time and ©(n)-space algorithm. Another fundamental periodicity array is the
border array, which stores the maximum length of a proper border of each prefix of the string.
When a string contains wildcards, borders can be defined in two different ways [39, 40].
A quantum border of a string T is a prefix of T that matches the same-length suffix of T',
while a deterministic border is a border of a string T” that does not contain wildcards and
matches T, see Example 1.4. A closely related notion is that of quantum and deterministic
periods and their respective period arrays (see Section 2 for definitions).

» Example 1.4. The maximal length of a quantum border of T' = ab¢bc is 3; note that abo
matches ¢bc. The maximal length of a deterministic border of T', however, is 0.

Early work in this area [39, 40] showed that both variants of the border array can be
constructed in O(n?) time. Iliopoulos and Radoszewski [41] demonstrated that one can
compute the border arrays from the prefix array in O(n) time and O(n) space, and the period
arrays in O(nlogn) time and O(n) space, thus deriving an O(n+/nlogn)-time, O(n)-space
construction algorithm for all four arrays. In Theorem 5.2, we give O(nv/G log n)-time, O(n)-
space algorithms for computing the prefix array, as well as the quantum and deterministic
border and period arrays, improving all previously known algorithms when G = o(n/logn).

2 Preliminaries

A string S of length n = |S| is a finite sequence of n characters over a finite alphabet X.
The i-th character of S is denoted by S[i], for 1 <4 < n, and we use S[i.. j] to denote the
fragment S[i]S[i +1]...S[j] of S (if ¢ > 7, then S[i..j] is the empty string). Moreover, we

2 Throughout this work, the O(-) notation suppresses factors that are polylogarithmic in the total length
of the input string(s).
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use S[i..j) to denote the fragment S[i..j — 1] of S. A fragment S[i..j] is a prefiz of S if
1 =1 and a suffiz of S if j = n.

In this paper, the alphabet ¥ contains a special character ¢ that matches every character
in the alphabet. Formally, we define the “match” relation, denoted ~ and defined over
¥ x X, as follows: Va,be X :a~b<a=bVa=0¢Vb=y9. Its negation is denoted a ~ b.
We extend this relation to strings of equal length n by X ~Y & Vi=1,...,n: X[i] ~ Y[i].

Longest common extensions. Let T be a string of length n, and let 7,j < n be indices.
The longest common extension at ¢ and j in T, denoted LCEr (i, j) is defined as LCE7 (i, j) =
max{{ <min(n —i,n—j)+1:T[i..i+€)=T[j..j+£)}. Similarly, the longest common
extension with wildcards is defined using the ~ relation instead of equality: LCEWr(i,5) =
max{¢{ <min(n—i,n—j)+1:Tli..i+0) ~T[j..j+0)}.

We focus on data structures for LCEW queries inside a string 7', but our results can
easily be extended to answer queries between two strings P, Q, denoted LCEWp (i, ).
If we consider T' = P - Q, then for any ¢ < |P| and j < |Q|, we have LCEWp o (i,j) =
min(LCEWr (4,5 + |P]),|P| — i+ 1,|Q| — j + 1). When the string(s) that we query are clear
from the context, we drop the T or P, () subscripts.

Periodicity arrays. The prefiz array of a string S of length n is an array « of size n such
that 7[i] = LCEW(1, 7).

An integer b € [1..n] is a quantum border of S if S[1..b] ~ S[n—b+1..n]. It is a
deterministic border of S if there exists a string X without wildcards such that X ~ S and
X[1..b) = X[n—b+1..n]. Similarly, an integer p < n is a quantum period of S if for every
i <n—p,S[i] ~ S[i +p], and it is a deterministic period of S if there exists a string X
without wildcards such that X ~ S and for every i < n —p, X[i] = X[i + p].

» Example 2.1. Consider string abobobcb. Its smallest quantum period is 2, while its
smallest deterministic period is 4.

For a string S of length n, we define the following arrays of length n:
the period array m, where 7[i] = LCEW(1,);
the deterministic and quantum border arrays, B and Bg, where B[i] and Bg[i] are the
largest deterministic and quantum border of S[1.. 1], respectively;
the deterministic and quantum period arrays, P and Py, such that P[i] and Py[i] are
the smallest deterministic and quantum periods of S[1..1i], respectively.

» Fact 2.2 (Lemmas 12 and 15 [41]). Given the prefiz array of a string S, one can compute
the quantum border array and quantum period array in O(n) time and space, while the
deterministic border and period arrays can be computed in O(nlogn) time and O(n) space.

3 Time-Space Trade-off for LCEW

In this section, we prove Theorem 1.2. Recall that 1 < t < G. Following the work of
Crochemore et al [27], we define transition positions in T', which are the positions at which
T transitions from a block of wildcards to a block of non-wildcards characters. We use Tr to
denote the set of transition positions in T'. Formally, a position ¢ € [1..n] is in Tr if one of
the following holds:

i =n,

i>1,T[i—1] = ¢ and TT[i] # .
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Note that as T' contains GG groups of wildcards, there are at most G + 1 transition positions,
i.e., |Tr| = O(G). Moreover, by definition, the only transition position ¢ for which T'[¢] may
be a wildcard is n.

Our algorithm precomputes the LCEW information for a subset of evenly distributed
transition positions, called selected positions and denoted Sel, whose number depends on the
parameter t. The set Sel contains one in every t transition position in Tr, along with the
last one (which is n). Formally, let i1 < i3 < ... <4, denote the transition positions of T,
sorted in increasing order, then Sel = {ig41: s =0,...,[(r—1)/t]} U{n}. Let A denote the
cardinality of Sel, which is O(G/t).

Additionally, for every ¢ € [1..n], we define next_tr[i] (resp., next_sel[i]) as the distance
between 7 and the next transition position (resp., the next selected position) in 7. Formally,
next_tr[i] = min{j —i:j € TrAj > i} and next_sel[i] = min{j —i: j € Sel A j > i}. These
values are well-defined: as n is both a transition and a selected position, the minimum in the
above equations is never taken over the empty set. Both arrays can be computed in linear
time and stored using O(n) space. The array next_tr can be used to jump from a wildcard
to the end of the group of wildcards containing it, due the following property:

» Observation 3.1. For any i such that T[i] = ¢, let r = next_tr[i]. We have T[i..i+71) = 0o",
i.e., the fragment from i until the next transition position (exclusive) contains only wildcards.

The central component of our data structure is a dynamic programming table, JuMP,
which allows us to efficiently answer LCEW queries for selected positions. For each selected
position i and each (arbitrary) position j, this table stores the distance from i to the last
selected position that appears in the common extension on the side of 4, i.e. the last selected
position i’ for which T'[¢.. 4] matches T'[j..j + ¢’ —i]. More formally:

Vi € Sel,j € [1..n] : JuMP[i, j] = max{i' —i:i € SelAi' > iAT[i..i'| ~T[j..j+i —i]}.

If there is no such selected position i’ (which happens when T'[i] = T[j]), we let JUMP[i, j] =
—o0. This table contains A - n = O(nG/t) entries and allows us to jump from the first to
the last selected position in the common extension, thus reducing LCEW queries to finding
longest common extensions to and from a selected position.

Finally, let T be the string obtained by replacing all wildcards in 7' with a new
character “#” that does not appear in 7. The string T does not contain wildcards, and for
any i,j € [1..n], we have LCEWr (i, j) > LCEr, (i, ).

The data structure. Our data structure consists of
the JumP table,
the arrays next_tr and next_sel, and

a data structure for constant-time LCE queries in T%, with O(n) construction time and
O(n) space usage (e.g. a suffix array or a suffix tree [29]).

The JuMP table uses space O(nG/t) and can be computed in time O(n(G/t)logn) (see
Section 3.1), while the next_tr and next_sel arrays can be computed in O(n) time and stored
using O(n) space. Therefore, our data structure can be built in O(n + n(G/t) - logn) =
O(n(G/t) -logn) time and requires O(n +nG/t) = O(nG/t) space. As shown in Section 3.2,
we can use this data structure to answer LCEW queries in 7' in time O(t), thus proving
Theorem 1.2.
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3.1 Computing the Jump Table
In this section, we prove the following lemma.

» Lemma 3.2. Given random access to T, the JUMP table can be computed in O(n(G/t)-logn)
time and O(nG/t) space.

Proof. To compute the JUMP table, we leverage the algorithm of Clifford and Clifford for
exact pattern matching with wildcards [20]. This algorithm runs in time O(nlogm), and
finds all occurrences of a pattern of length m within a text of length n (both may contain
wildcards).

Let 11 < iy < ... < 1) = n denote the selected positions, sorted in the increasing order.
Forr =1,...,A—1, let P. be the fragment of T from the r-th to the (r 4+ 1)-th selected
position (exclusive), i.e., P. = T[iy..4r41), and let ¢, denote the length of P., that is
l. = |P.| =ir41 — 4. Then, for every r, we use the aforementioned algorithm of Clifford
and Clifford [20] to compute the occurrences of P, in T": it returns an array A, such that
A il =1ifand only if T[i..i+ £4,.) ~ P,.

Using the arrays (A, ),, the JuMP table can then be computed with a dynamic program-
ming approach, in the spirit of the computations in [27]. The base case is ¢ = iy, for which we
have, for all j € [1..n], JUMP[iy, j] = 0 if T'[ix] ~ T[j] and —oco otherwise. We can then fill
the table by iterating over all pairs (r,j) € [1..A — 1] x [1..n] in the reverse lexicographical
order and using the following recurrence relation:

—0 if T[] = T[j]
JUMP[iy, j] = { max(0, 4, + JUMP[i, 41,7 + £:]) if T[i,] ~ T[j], A:[j] =1 (1)
0 otherwise.

Computing the arrays (A,), takes O(X - nlogn) = O(n(G/t) - logn) time in total.
Computing the JuMP table from the arrays takes constant time per cell, and the table contains
A-n = 0(nG/t) cells. Thus, the JuMP table can be computed in time O(n(G/t) -logn). <

3.2 Answering LCEW Queries

Our algorithm to answer an LCEW query can be decomposed into the following steps:

(a) move forward in T until we reach a selected position or a mismatch,

(b) use the JumP table to skip to the last selected position in the longest common prefix on
the side of the selected position,

(c) move forward until we either reach a mismatch or the end of the text.

Steps (a) and (b) might have to be performed twice, one for each of the “sides” of the query.

Steps (a) and (c) can be handled similarly, using LCE queries in T to move forward multiple

positions at a time: see Algorithm 1 for the pseudo-code for these steps, and see Algorithm 2

for the pseudo-code of the query procedure.

Analysis of the NextSelectedOrMismatch subroutine (Algorithm 1). Algorithm 1 com-
putes a value ¢ such that T[i..i 4+ £) ~ T[j..j + £), and either T[i 4+ ¢] ~ T[j + {] or at
least one of i + £, + ¢ is a selected position. In the latter case, i + ¢ (resp. j + £) is the
first selected position after 7 (resp. j). Furthermore, Algorithm 1 runs in time O(t). These
properties are formally stated below. Proofs of Lemmas 3.3-3.5 can be found in the full
version of the paper.

» Lemma 3.3. Let ¢ be the value returned by Algorithm 1. We have T[i..i+L£) ~T[j..j+1).



G. Bathie, P. Charalampopoulos, and T. Starikovskaya

Algorithm 1 Subroutine for LCEW queries.

1: function NEXTSELECTEDORMISMATCH(%, j)
2 £+0

3 m <+ min(next_sel[i], next_sel[j])

4 while T'[i 4+ ] ~ T[j + {] and i + ¢ ¢ Sel and j + ¢ ¢ Sel do
5: 7 LCEr, (i + 0,5+ 1)

6 ¢+ min(f +r,m)

7 d+0

8 if T[i + ¢] = ¢ then

9: d + max(d, next_tr[i + £])
10: if T[j + ¢] = o then
11: d + max(d, next_tr[j + ¢])
12: £ <+ min(¢ + d, m)
13: return /

The fact that either T'[i + ¢] = T[j + ¢] or at least one of i + ¢, j + ¢ is a selected position
follows from the exit condition of the while loop. If one of them is a selected position,
the minimality of its index follows from using m = min(next_sel[i], next_sel[j]) to bound
the value of £ throughout the algorithm. This concludes the proof of the correctness of
Algorithm 1.

We now turn to proving that Algorithm 1 runs in time O(t). We use the following
properties to bound the number of loop iterations.

» Lemma 3.4. In Line 6 of Algorithm 1, either T[i + £] =~ T[j + {], or (at least) one of
T[i+ ), T[j + ¢ is a selected position or a wildcard.

» Lemma 3.5. In Line 12 of Algorithm 1, either T[i + {] = T[j + ¢], or (at least) one of
T[i+ ), T[j + ¢ is a selected position or a transition position.

By Lemma 3.5, the number of transition positions between ¢ + £ or j + £ and the
corresponding next selected position decreases by at least one (or the algorithm exits the
loop and returns). The use of m in Lines 6 and 12 ensures that we cannot go over a selected
position, and, by construction, there are at most ¢ transition positions between ¢ or j and
the next selected position, therefore Algorithm 1 goes through at most 2t iterations of the
loop. Each iteration consists of one LCE query in 7% and a constant number of constant-time
operations, hence Algorithm 1 takes time O(t) overall given a data structure for constant-time
LCE queries on T.

LCEW query algorithm. Let ¢ denote the result of Algorithm 2 on some input (4, 7). The
properties of Algorithm 1 ensure that T[i..i+£) ~T[j..j + ¢). As the algorithm returns
when it either encounters a mismatch or reaches the end of the string, the matching fragment
cannot be extended, which ensures the maximality of ¢. To prove that Algorithm 2 runs in
time O(t), we show in the full version of the paper that it makes a constant number of loop
iterations.

» Lemma 3.6. The while loop of Algorithm 2 makes at most three iterations.
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Algorithm 2 Algorithm to answer the query LCEW(3, 7).

1: function QUERY(i, j)

2 £+0

3 while i + ¢/ <nand j+ ¢ <n do

4: £ < NEXTSELECTEDORMISMATCH(? + £, j + £)
5: if T[i+¢] » T[j + (] then

6 return ¢

7 if i 4 ¢ € Sel then

8 L+ 0+ Jumpli+ 4,5 +4)+1

9: else

10: L+ 0+ Jumplj+ £+ 4+ 1

11: return /

Intuitively, the first call to NEXTSELECTEDORMISMATCH finds the last selected position
in T[i..i +£) or in T[j..j + £), the second call finds the last selected position in the
other fragment, and the last call finds either a mismatch or the end of the text. Therefore,
Algorithm 2 makes up to three calls to Algorithm 1 plus a constant number of operations,
and thus runs in time O(t).

4 Connection to Boolean Matrix Multiplication

In this section, we describe a fine-grained connection between LCEW and (sparse) Boolean
matrix multiplication. In Section 4.1, we use this connection to obtain a lower bound on the
preprocessing-query-time product of combinatorial data structures for LCEW. In Section 4.2,
we further connect sparse matrices and strings with few groups of wildcards, deriving an
efficient multiplication algorithm.

4.1 A Lower Bound for Combinatorial Data Structures

Our lower bound is based on the combinatorial matrix multiplication conjecture which states
that for any € > 0 there is no combinatorial algorithm for multiplying two n x n Boolean
matrices working in time O(n3~¢). Gawrychowski and Uznanski [33, Conjecture 3.1] showed
that the following formulation is equivalent to this conjecture:

» Conjecture 4.1 (Combinatorial matrix multiplication conjecture). For every e > 0 and
a, B,y > 0, there is no combinatorial algorithm that computes the product of Boolean
matrices of dimensions n® x n” and n® x nY in time O(n*+A+71=¢).

» Theorem 4.2. Under Conjecture 4.1, there is no combinatorial data structure that solves
the LCEW problem with preprocessing time O(n®) and query time O(n®), where a and b are
fized real numbers (independent of n), a >b >0, and a +b < 2 — ¢ for some constant € > 0.

Proof. Assume for the sake of contradiction that there exists such a data structure. We can
then use it to derive an algorithm that contradicts Conjecture 4.1.

Let «, 8 be positive constants, and let A and B be rectangular Boolean matrices of
respective dimensions p x ¢ and ¢ x p, where p = n®, ¢ =n" and = c-« (i.e., ¢ = p°) for a
constant ¢ to be fixed later. We encode A into a string S4 of length pg = p*! in row-major
order, that is, Sa[gi+7+1] = ¢a(Ali+1,7+1]) fori € [0..p),7 € [0..¢), and B into a string
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Sp of length gp = p°*! in column-major order, that is, Sg[i +qj + 1] = ¢5(B[i + 1, + 1])
forie[0..9),7 €1[0..p), where:

1 ifz=1 2 ify=1
T) = and =
¢4() {o ifo—q desW) {o if y =0

It follows from this definition that ¢4 (z) does not match ¢p(y), i.e., pa(x) » ¢pp(y), if and
only if x = y = 1. The following claim is proved in the full version of the paper.

> Claim 4.3. We have (AB)[i,j] =1 <= LCEWg, s, (¢i +1,¢j + 1) < gq.

Therefore, we can compute each entry of C' = AB using one LCEW query between
Sa and Sp. To perform LCEW queries between S4 and Sp, we instantiate our LCEW
data structure on the string S4Sp, which has length 2pg = O(p°*!), and therefore has
G = O(p°t1) consecutive wildcard groups. Computing C' then takes O(p? - p*(¢t1) time for
the queries, plus (’)(p““"‘”) time to build the data structure.

Assume first that a > b. We set ¢ = 2/(a —b) — 1 > 0 to balance the terms of the
above two expressions, and obtain an algorithm that computes C in time (’)(pQ“/ (a_b)). This
contradicts Conjecture 4.1 if this running time is O(p(?*~%)) for some constant § > 0. In
terms of exponents, this happens when 2a/(a —b) <24+ c¢—9. Let 6 =¢/(a —b) > 0. We
have:

at+b<2—-es22a<a—-b+2—¢

& 2a <1+ 2 S
a—> a—b a-—0»
2a 2
& <2 —-1-9
a—>b +a—b
2a
&5 — <2 -4 2
a—b< +c (2)

Equation (2) results in a contradiction for all a > b that satisfy a + b < 2 — ¢. Assume now
that @ = b. We set ¢ =2/ for § = /2 and obtain:

24b(14+c)<2+(1-0)(14+2/6)=24+c)(1—-6/2)<2+4c—4/2 (3)
We hence obtain the desired contradiction for a = b with a+b < 2 —¢ as well, thus concluding
the proof. <

4.2 Fast Sparse Matrix Multiplication

In this section, we further connect sparse matrices and strings with few groups of wildcards,
deriving an algorithm for sparse Boolean matrix multiplication (BMM).

» Observation 4.4. Let A and B be sparse matrices with m;, ones in total. The string
SaSp contains G < myy, + 1 groups of consecutive wildcards.

Furthermore, our reduction to LCEW can also exploit the sparsity of the output matrix C.

The algorithm underlying the proof of Theorem 4.2 uses pr = p?> LCEW queries to compute C,
one query for each entry. When the output matrix contains at most m,,; non-zero values,
we show in the full version of the paper that we can reduce the number of LCEW queries to
2p + Moyt — 1, using the following lemma.

» Lemma 4.5. Lett be an integer, and let i, j < p—t. We have LCEWs, s, (qi+1,qj+1) > gt
if and only if for every x < t,(AB)[i +z,j +z] = 0.
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The above lemma readily implies that the answer to an LCEW query at the first indices
of a diagonal gives us the length of a longest prefix run of zeroes in this diagonal. A repeated
application of this argument implies that computing the entries in the d-th diagonal of C
takes mgy + 1 LCEW queries, where my is the number of non-zero entries in this diagonal.
Summing over all 2p — 1 diagonals, this gives a total of 2p — 1 + m+ queries. As a corollary,
we obtain the following algorithm for the multiplication of sparse matrices.

» Theorem 4.6. Let A and B be n x n sparse Boolean matrices such that A and B contain
Min non-zero entries and C = (AB) contains mey: non-zero entries. There is a deterministic

combinatorial algorithm for computing C that runs in time O(n/min - (1 + Moyr) log® n).

Proof. We assume that the matrices are given as a list of coordinates of 1 bits, sorted by
row index and then by column index: this compact representation has size O(m;y,).

We can assume without loss of generality that m;, > n, otherwise we can remove the
empty rows and columns (i.e., rows and columns with zeroes only) from A and B (an empty
row in A induces an empty row in C, while an empty column in B induces an empty column
in C'), and pad the output with zeroes where necessary. (For sparse matrices, this means
offsetting the indices of the non-zeroes.) This procedure takes O(m;, + Moyt) time overall.

Consider the string S = S4Sp defined in the proof of Theorem 4.2, which has length 2n?
and contains G < m;,, + 1 groups of wildcards, and let t = n\/G/(n + meyt). If t < G, we
instantiate the data structure of Theorem 1.2 for S with this parameter ¢, and if ¢ > G, we use
the data structure of Corollary 1.3. This is always possible as t < nvVG < G - |S|'/2. Then,
using the argument described just above this theorem, we can compute C using 2n+ mgyu: — 1
LCEW queries.

For t < G, construction takes time O(n?(G/t) - logn) = O(n\/Min - (n + Mous) logn)
and answering the queries takes total time O((n 4+ moyt) - t) = O(NA/Min - (N + Moyt)). In
the other case, constructing the data structure takes O(n?) time, and answering the queries
takes the same time as in the first case.

Accounting for the preprocessing to ensure that my, > n, the total running time is
O(n? + ny/min - (N + Mour)logn + min + Mour). As n < my, < n? and mey < m2,, the
n\/Min - (N + Moyt) term is asymptotically larger than n2 + my, + mey:. This yields the
desired runtime.

Choosing t requires knowing an estimate of my,;: if it is not known, we estimate it using
binary search between 1 and n?. For a given estimate of My, we run the algorithm, halting
and restarting whenever the total query time exceeds the construction time. This search
adds an extra O(logn) factor in the time complexity. <

5 Faster Approximate Pattern Matching and Computation of
Periodicity Arrays construction

In this section, we use the data structure of Theorem 1.2 to derive improved algorithms
for the k-PMWE problem and the problem of computing periodicity arrays of strings with
wildcards.

5.1 Faster Pattern Matching with Errors and Wildcards

We first consider the problem of pattern matching with errors, where both the pattern and
the text may contain wildcards. Recall that the edit distance between two strings X,Y,
denoted by ed(X,Y), is the smallest number of insertions, deletions, and substitutions of a
character, required to transform X into Y. This problem is formally defined as follows:
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k-PMWE
Input: A text T of length n, a pattern P of length m and an integer threshold k.
Output: Every position p for which there exists ¢ < p such that ed(T'[i..p], P) < k.

Akutsu [4] gave an algorithm for this problem that runs in time O(nv/km). Using their
framework, we show that the complexity can be reduced to O(n(k + /kGlogm)), where G
is the cumulative number of groups of wildcards in P and T' (or equivalently, the number of
groups of wildcards in P$T). 3

» Theorem 5.1. There is an algorithm for k-PMWE that runs in time O(n(k+ EGlogm)).

Proof. Akutsu [4, Proposition 1] shows that, if after an a-time preprocessing, LCEW queries
between P and T can be answered in time § > 1, then the k-PMWE problem can be
solved in time O(« + nBk). First, assume that Glogm > k. We use the data structure
of Theorem 1.2 with ¢ = /(G/k) -logm > 1 to answer LCEW queries: we then have
a = O(ny/Gklogm) (here we use the standard trick to replace the logn factor in the
construction time with log m, namely, if n > 2m, we divide T into n/m blocks of length < 2m
overlapping by m characters, and build such a data structure for each block independently)
and 8 = O(t) = O(y/(G/k)-logm). Therefore, the running time of the algorithm is
O(n+/Gklogm). Second, if Glogm < k, we simply set £ = 1: the total running time is then
O(nGlogm+nk) = O(nk). Accounting for both cases, the time complexity of this algorithm

is O(n(k + /Gklogm)). <

5.2 Faster Computation of Periodicity Arrays

Our data structure also enables us to obtain efficient algorithms for computing periodicity
arrays of a string with wildcards (Theorem 5.2). These algorithms build on and improve
upon the results of Iliopoulos and Radoszewski [41].

» Theorem 5.2. Let S be a string of length n with G groups of wildcards. The prefiz array,
the quantum and deterministic border arrays and the quantum and deterministic period arrays
of S can be computed in O(n\/Glogn) time and O(n) space.

By Fact 2.2, it remains to show that the prefix array of S can be computed in O(nv/G logn)
time and O(n) space. Recall that the prefiz array of a string S of length n is an array 7 of
size n such that 7[i] = LCEW(1,4). Consequently, 7 can be computed using n LCEW queries
in S. By instantiating our data structure with ¢ = v/G, we obtain an algorithm running in
O(nv/Glogn) time, but its space usage is ©(nv/G). Below, we show how one can slightly
modify the data structure of Theorem 1.2 to reduce the space complexity to O(n), extending
the ideas of [41].

» Lemma 5.3. Let S be a string of length n with G groups of wildcards. The prefix array
of S can be computed in O(n\/Glogn) time and O(n) space.

Proof. We add the index 1 to the set of selected positions Sel and preprocess S in O(n) time
and space to support LCE queries on Sy in O(1) time [29].

Notice that, using the dynamic programming algorithm of Lemma 3.2, for any r < A,
the row (JUMP[i,,j],5 = 1,...,n) of the JUMP table can be computed in time O(nlogn)

3 The additive “k” term in our complexity is necessary because G logm might be smaller than k. On the
other hand, one can assume w.l.o.g. that m > k. Hence this additional term is hidden in the runtime of
Akutsu’s algorithm [4].
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and O(n) space from the next row (JUMP[ir41,7],7 = 1,...,n). It suffices to compute
the array A, of occurrences of P, in time O(nlogn) using the algorithm of Clifford and
Clifford [20], and then apply the recurrence relation of Equation (1).

To answer an LCEW(1, j) query, we perform the following steps: first, we issue a JUMP([1, j]
query followed by at most ¢ regular LCE queries. If after this process we reach a mismatch
or the end of S, we are done. Otherwise, we need to perform another JUMP query from
indices (¢;,i,,), where i, = j 4+ {; — 1 is a selected position, and then perform at most ¢
more regular LCE queries from the resulting positions. We store the indices (£;,i,,) for every
value j, grouped by selected position ..

To answer the first batch of JuMP[1, j] queries, we use the above observation iterated A — 1
times to compute the first row of the JUMP table in O(n(G/t) - logn) time and O(n) space.
To answer the next batch of queries (i.e., JuMP[/;, 4, ] queries) in O(n(G/t) -logn) time and
O(n) space, we again use the above observation to iterate over the rows of the JuMP table,
starting from row i, and going up, storing only one row at a time. After computing the row
corresponding to a selected position 4., we answer all JUMP queries with 4,, = 4, and then
perform the remaining LCE queries to answer the corresponding LCEW(1, j) query.

The claimed bounds follow by setting ¢t = VG < G. |
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