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Abstract
In exact real computation real numbers are manipulated exactly without round-off errors, making
it well-suited for high precision verified computation. In recent work we propose an axiomatic
formalization of exact real computation in the Coq theorem prover. The formalization admits an
extended extraction mechanism that lets us extract computational content from constructive parts
of proofs to efficient programs built on top of AERN, a Haskell library for exact real computation.

Many processes in science and engineering are modeled by ordinary differential equations (ODEs),
and often safety-critical applications depend on computing their solutions correctly. The primary goal
of the current work is to extend our framework to spaces of functions and to support computation
of solutions to ODEs and other essential operators.

In numerical mathematics, the most common way to represent continuous functions is to use
polynomial approximations. This can be modeled by so-called Taylor models, that encode a function
as a polynomial and a rigorous error-bound over some domain. We define types of classical functions
that do not hold any computational content and formalize Taylor models to computationally
approximate those classical functions. Classical functions are defined in a way to admit classical
principles in their constructions and verification. We define various basic operations on Taylor
models and verify their correctness based on the classical functions that they approximate. We
then shift our interest to analytic functions as a generalization of Taylor models where polynomials
are replaced by infinite power series. We use the formalization to develop a theory of non-linear
polynomial ODEs. From the proofs we can extract certified exact real computation programs that
compute solutions of ODEs on some time interval up to any precision.
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1 Introduction

A typical problem in numerical analysis with vast applications across various fields such
as physics, engineering, biology, and economics, is to approximate solutions to initial value
problems (IVPs) of the form

ẏ(t) = f(y(t)) ; y(t0) = y0
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where ẏ(t) denotes the derivative of the function y(t) with respect to the time variable t.
Approximating the solution accurately can be challenging as small perturbations in the
initial condition can lead to large changes in the solution. Traditional numerical methods
therefore often lack the robustness required in safety-critical applications. Thus, approaches
to rigorously solve ODEs have been studied extensively. For example, methods from interval
arithmetic such as [31] allow to compute the solution reliably in the sense that the resulting
intervals are promised to contain the exact solutions. However, accumulation of over-
estimations in interval computations make it challenging to obtain solutions in arbitrarily
high accuracy. Exact real computation, based on the theory of constructive [4] and computable
analysis [36], solves this problem by using infinite representations of real numbers. Instead
of approximating a real number by an interval, real numbers are expressed exactly e.g. by an
infinite stream of nested shrinking intervals. In this way, real numbers can be represented
and manipulated exactly, without round-off errors and other sources of numerical uncertainty
inherent in finite precision arithmetic. Implementations of exact real computation such as,
for example, [30, 3, 22], provide abstract data types for real numbers hiding representation-
specific details from their users. Consequently, users can write and reason about their
programs intuitively regarding exact real numbers as the familiar abstract entities from
mathematics. See [6, 32] for more about this aspect of exact real computation.

Recently, we have worked on axiomatically formalizing exact real computation in a type-
theoretical setting [19] and implementing the idea as the Coq library cAERN [20]. By making
use of Coq’s code extraction features, we map axiomatically defined types and operations
to abstract data types and primitive operations in AERN, a Haskell library for exact real
computation [22]. As primitive real number operations are optimized in the implementation
of AERN, the extracted certified exact real computation programs are usually more efficient
than mapping everything to primitive data-types. For example, in [19] we show that the
execution time of extracted programs is comparable to hand-written AERN programs.

The main goal of this work is to extend the cAERN formalization of exact real computation
to solution operators for IVPs and other higher-order problems. When dealing with function
spaces, representing functions accurately is essential for efficient computation. In numerics,
the predominant approach to represent continuous real functions is through polynomial
approximations. Taylor models [27] provide a systematic approach to approximating functions
by polynomials. A Taylor model represents a function on some interval as a polynomial
approximation (typically derived from the function’s Taylor series expansion) together with
a rigorous error bound on the interval. Many mathematical operations can be directly
implemented on Taylor models, accounting for dependencies between variables and thus
ensuring more accurate enclosures of function values. Recently the use of Taylor models has
also been shown to be beneficial in efficient exact real computation [7].

In this work, we implement a solver for initial value problems for polynomial first-order
ODEs and verify its correctness. The solver is based on computing the power series expansion
of the solution up to an arbitrarily high degree. To this end we formalize Taylor models
and their generalization as infinite power series. We use these to locally represent analytic
functions exactly. Thus, our solver computes a functional representation of the solution y(t)
on a small time interval [0, t0], which can be used to approximate the value of the function in
the interval up to any desired precision. We can then extend the solution by computing the
value y(t0) and use it as as a new initial value to continue the procedure, similar to single
step methods in numerics. Note that since we get an exact representation of the real number
y(t0) we do not have to deal with approximations in this step (see Section 6 for details).
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Although the solution method is generic, for simplicity we currently only consider
one-dimensional ODEs in the Coq implementation. While this excludes most interesting
applications, we think it demonstrates well how the method works, and it should not be
difficult to extend to higher dimension.

Since we work on a constructive setting, saying R to be the type of exact real numbers,
having a function f : R → R means that we already have a way to compute, in a sense, the
function f exactly. Thus, it does not make much sense to develop a theory of approximating
them using Taylor models or power series. In other words, the standard function type R → R
is stronger than the type of functions that our Taylor models and power series intend to
approximate. We therefore formalize a type of classical (partial) functions that is weaker than
the standard functions. Classical functions can be constructed based on classical reasoning,
e.g. the sign function of reals, but do not yield any computational contents. We define our
Taylor models and power series to approximate such classical functions instead and use them
as classical specifications which we can reason about based on the classical analysis.

The paper is structured as follows. In the rest of this section, we review the setting of
our Coq development and some related works. In Section 2, we formalize classical partial
functions and in Section 3 we define the notions of their continuity and differentiability.
In Section 4 we formalize a variant of simple univariate Taylor models with real-valued
polynomials and a real-valued error bound which we use to approximate classical partial
functions. In Section 5 we then further extend this to analytic functions, which we can
represent exactly by infinite sequences of polynomials. Finally, in Section 6 we use this to
define polynomial initial value problems and solution operators for them.

All results in this paper have been implemented in Coq as an extension of the cAERN
library [20]. The new formalization presented consists of approximately 8000 lines of code,
while the complete cAERN library consists of approximately 29000 lines of code. The files
relevant for the new formalization are ClassicalMonads, ClassicalPartiality, and ClassicalParit-
alReals for Section 2; ClassicalTopology, ClassicalContinuity, and ClassicalDifferentiability for
Section 3; Poly and Taylormodel for Section 4; Powerseries for Section 5; and Ode for Section 6.

1.1 Background
In this paper, we focus mostly on our Coq development, and thus present most results directly
in the syntax of Coq. However, it is also straightforward for readers who are not familiar
with Coq syntax to translate it using type-theoretic constructions. For example, we use Prop
for an impredicative type universe (of propositions) without large eliminations and Type for
a type universe of (small) types. We write (A ∨ B) : Prop for the disjunction in Prop whereas
we write A + B : Type for the usual sum type. Similarly, by (exists x : A, B x) : Prop, we
refer to the existence in Prop whereas {x : A | B x} : Type and {x : A & B x} : Type denote
the usual Σ-type. The Π-types are written as forall x : A, B x.

As in our previous works [19, 21], we assume axioms that make Prop classical, in particular
the law of excluded middle of the form (forall P : Prop, P ∨ ¬P ) : Prop. We further
assume the dependent function extensionality, classical propositional extensionality saying
that for any two types P Q : Prop, (P → Q) ∧ (Q → P ) implies P = Q, and proof-
irrelevance of classical propositions saying that any type P in Prop is a subsingleton type
forall x y : P, x = y. We say a type P is a classical proposition when P : Prop. We also
often write a : A such that B x classically exists to mean that exists a : A, B x holds and
write P or Q holds classically to mean that (P ∨ Q) : Prop holds. Otherwise, we refer to the
constructive variants.
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As a direct consequence of making Prop classical, equality types become classical and
proof-irrelevant. Therefore, we refer a map f : A → B being a type-theoretic equivalence by
the (constructive) existence of its inverse g : B → A such that for all x : A, g (f x) = x and
for all y : B, f (g y) = y hold.

In the previous works, based on this setting we axiomatically formalize types and
operations used in exact real number computation. Most importantly, we assume that
there is a type R for real numbers containing two distinct constants 0 and 1, the standard
arithmetical operators and a semi-decidable comparison operator <. We restrict the reciprocal
function x−1 to require a classical proof that x ̸= 0 and the limit operator to receive a
classical proof of the rapid convergence of a given sequence. The axioms are chosen carefully
in a way that allows to reason about properties of real numbers classically, without breaking
computational content. Hence, one important feature of the cAERN library (and thus the
name) is that we can extract Haskell programs on top of the AERN library which is proven
to be correct under the assumption that the basic operations in AERN are implemented
correctly. This approach has the advantage that extracted programs are more efficient than
extracting everything to basic types like integers, that programs are more readable, and that
we can easily integrate certified code with non-verified code in the AERN library. Interesting
examples we have formalized and extracted include the maximum function, the absolute
value function, a root-finding functional from a constructive intermediate value theorem [17],
real and complex square roots [18], computing fractals from proofs related to open, closed,
compact, overt, located subsets of Euclidean spaces, and so on [21].

An important note to make here is that, to simplify presentation, the notations we use in
this paper are not completely identical to the notations we use in the implementation. For
example, we use the notationˆReal in the source code for exact real numbers not R as in
this paper. However, the modifications are minimal and thus such correspondence should be
clear for readers who also read the source code.

1.2 Related work
Approximating solution trajectories for ordinary differential equations is a key problem in
numerical mathematics and methods for rigorous computation have been studied extensively
(e.g. [2, 12]) and several rigorous tools have been developed (e.g. [23, 9]). In particular, formal
verification of numerical methods for ODEs in proof assistants has been considered previously,
e.g. in Isabelle [14, 13] and Coq [24]. The above mentioned works are based on interval
arithmetic, thus verify that ODE solutions can be rigorously enclosed in some interval. Our
work, on the other hand, is based on computable analysis and therefore, in a sense, uses
a stronger notion of correctness, i.e. we need to show that we can make the enclosure at
each point arbitrarily small. In this sense, our work is similar to constructive approaches to
analysis. A larger formalization of constructive analysis in Coq can be found in the CoRN
library [11] which also includes some previous results on constructive formalizations of ODE
solutions in Coq [25]. In contrast to CoRN our goal is not to compute inside the proof
assistant, but to extract exact real computation programs and to adhere to an abstract
axiomatic formalization of real numbers similar to real number types in implementations of
exact real computation (see [18] for details). Further, [25] uses the Picard Iteration algorithm,
while our proposed method is based on high-order power series expansions. The method is
motivated by results from real number complexity theory which suggests that it should be
more efficient if the desired output precision is high [29, 8, 16]. We are not aware of any
formal verification of this method.
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Many verified solvers for ODEs use Taylor models. Taylor models are typically used
to deal with the dependency problem of interval arithmetic and to get tighter enclosures
of function values than what is achieved with simple intervals [27]. There already exist
several formalizations of Taylor models in proof assistants, e.g. [35, 28]. In particular, [28]
presents a formally verified implementation of univariate Taylor models in Coq. However, it
should be mentioned that both our use case and implementation are quite different from the
usual approaches in interval arithmetic. First, as our polynomials and error terms are exact
reals, we do not need to deal with issues arising when implementing them using interval
arithmetic. Second, while our Taylor models could also be used to compute (real-valued)
interval enclosures of functions, our main motivation is to use them to represent certain types
of functions exactly as an infinite sequence of polynomials and operate on them efficiently,
more similar to the idea of a function space representation in computable analysis [33].

Lastly, although our main aim is to formalize computational results, to verify correctness
a substantial amount of classical analysis is needed. While there already is a large number
of Coq libraries that deal with classical analysis, e.g. the Coquelicot [5] and MathComp
Analysis [1] libraries, making use of them directly is challenging, as we define our own type of
(computational) real numbers. Formalizing classical facts about real numbers and functions
is therefore also a significant part of our Coq development. On one hand, this allows us to
formalize the statements exactly in the way we need them, and make them integrate well
with our computational theorems. On the other hand, we do not aim to provide a complete
library for classical analysis and do not think that our classical results exceed what has
already been proven in the above mentioned libraries. Thus, better integration with these
existing formalizations is a goal for future work.

2 Classical Functions

Under our setting, the standard function type of real numbers R → R denotes a structured set
of continuously realizable or computable real functions, and thus excludes any discontinuous
classical function. However, often discontinuous classical functions play an important role in
specifying and developing a meta-theory for computable procedures. For example, though
the sign function of real numbers is not computable or continuous, it is used everywhere for
specifying a computation on the signs of its real number inputs.

2.1 Classicalizing Monad
Recall the classical singleton subset monad which also appears in [18]:

Definition ∇ (A : Type) := {S : A → Prop | exists! x : A, S x}

and its monad operations that are defined naturally. In this paper, we write [x] for the monad
unit on x and Ã as an abbreviation for ∇ A. Notice that this monad acts as an eraser that
erases the computational contents such that A → B̃ denotes the set of classical functions
from A to B. Though for different x and y we can prove [x] and [y] are distinct, both of
the terms will be removed in program extraction. Note also that any classical function
from constructive domain f : A → B̃ can be extended to be a function from the classical
domain f† : Ã → B̃ by the monadic bind. It is noteworthy that this mapping f 7→ f† is a
type-theoretic equivalence between A → B̃ and Ã → B̃.

As a simple sanity-check of our construction of the so-called classicalizing monad, we
prove that under our set of axioms, any classical proposition P : Prop is classical also in the
sense that the monad unit [·] : P → P̃ admits an inverse. To construct the inverse, for any
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t : P̃ , we destruct t to obtain its unique classical existential witness of P : Prop. Note that
this construction is allowed because P is of type Prop. This construction defining the inverse
follows straightforwardly from function extensionality and propositional extensionality.

Coq with our set of base axioms now admits three different ways to make a type A : Type
classical: (1) by reflecting the type as a classical proposition

Definition Propize (A : Type) : Prop := exists _ : A, True

(2) by applying the double negation (¬¬A) : Prop (as a notation for (A → False) → False)
and (3) by the classicalizing monad Ã : Type. An advanced sanity-check is to verify their
equivalences on subsingletons.

▶ Lemma 1. For any subsingleton type A : Type, Ã is again a subsingleton. Moreover, the
three constructions of making A classical are equivalent:

A

¬¬A PropizeA Ã≃≃

Proof. The type Ã being a subsingleton follows directly from the extensionality axioms. As
the three classical types are all subsingleton, we only need to construct mappings between
each types where mappings between ¬¬A and PropizeA can be constructed trivially as both
are of type Prop.

Given t : PropizeA, define an element of type Ã with fun x : A ⇒ True. It being
classically singleton follows from t : PropizeA and that A is a subsingleton. For its inverse,
we lift the trivial mapping A → PropizeA w.r.t. the classicalizing monad to get a mapping of
type Ã → ˜PropizeA. Since PropizeA is of type Prop, we apply the previous observation that
there is an inverse ˜PropizeA → PropizeA to the monad unit [·] : PropizeX → ˜PropizeA.
Hence, post-composing this yields the desired inverse. ◀

Note that A being a subsingleton is necessary here because in the model when A is not a
subsingleton, Ã is also not a subsingleton while ¬¬A and PropizeA are.

The classicalizing monad being classical not only on subsingletons but for every types
can be formalized in Coq as the following lemma:

▶ Lemma 2. For any type A : Type and a subsingleton type P : Type there is a mapping
that maps any f : P → Ã to f̂ : ¬¬P → Ã such that the following diagram commutes:

P Ã

¬¬P

f

¬¬-intro
f̂

where ¬¬-intro : P → ¬¬P := fun x : P ⇒ fun f : P → False ⇒ f x is the double
negation introduction. Moreover, the mapping is a type-theoretic equivalence

(P → Ã) ≃ (¬¬P → Ã)

where precomposing ¬¬-intro is the inverse. I.e., for each f : P → Ã it holds that f =
f̂ ◦ ¬¬-intro and for each g : ¬¬P → Ã it holds that g = ̂g ◦ ¬¬-intro.
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Proof. First, we construct the mapping f̂ of type ¬¬P → Ã given f : P → Ã and that P is
a subsingleton. We apply the monadic bind on f and get f† : P̃ → Ã reducing the goal to
constructing a term of type P̃ from ¬¬P . Let us write j : ¬¬P → P̃ for the mapping from
Lemma 1. We conclude the construction with f̂ := f† ◦ j.

Suppose any f : P → Ã and x : P . We prove the equality between f̂(¬¬-intro x) ≡
f†(j(¬¬-intro x)) and f x. As P is a subsingleton type, due to Lemma 1, P̃ is also a
subsingleton type. Hence, we can prove that j(¬¬-intro x) = [x] in P̃ . That means we have
f†(j(¬¬-intro x)) = f† [x] = f x due to the monad axiom of ∇.

Suppose any g : ¬¬P → Ã and x : ¬¬P . We need to prove (g◦¬¬-intro)†(j x) = g x. Since
we are proving an equality as of type Prop, we can locate y : P such that x = ¬¬-intro y. Then,
similarly to the previous case, j x = [y]. Therefore, (g◦¬¬-intro)†(j x) = (g◦¬¬-intro)†([y]) =
g(¬¬-intro y) = g x concludes the proof. ◀

A side note worth mentioning here is that thus the monad ∇ behaves like the double-negation
sheafification in the setting of topos theory. As long as Ã is concerned, for a subsingleton P ,
the double negated classical version of it ¬¬P is equivalent to P itself.

For any subsingleton type P , the double negated excluded middle ¬¬(P + ¬P ) is
constructively provable and also is a subsingleton. Therefore, for any such P and a type
A : Type, one can construct a term of type Ã by a case distinction on P or ¬P . Let us write
lem(f) : Ã for this construction from f : P + ¬P → Ã.

▶ Example 3. For a real number x : R, define f x : (x < 0) + ¬(x < 0) → b̃ool by

f p := match p with
| inl _ ⇒ [false]
| inr _ ⇒ [true]
end.

that returns [true] when its input is an evidence that x ≥ 0 and returns [false] when its
input is an evidence that x < 0. Then, (fun x : R ⇒ lem(f x)) : R → b̃ool denotes the
classical sign function.

Lemma 2 is effective enough to construct the reduction:

▶ Example 4. Suppose we have constructed lem(f : P + ¬P → Ã) : Ã but know either P

holds or not by having a term t : P + ¬P . In this case, we can prove

lem(f) = f t

as a direct consequence of Lemma 2. Another important reduction case is when the value
is irrelevant to the case distinction and is already known to be y : Ã. When we have that
f (inl t) = y for all t : P and f (inr t) = y for all t : ¬P , then we can obtain lem(f) = y.
When we apply this to the classical sign function in Example 3, given t : x < 0 for example,
we can obtain that the value of the sign function equals to [false].

2.2 Classical Partial Functions
We define a classical partial function as

f : A → B̃⊥

where B⊥ denotes option B in Coq, a maybe monad meaning that B⊥ is an inductive type
with two constructors Some : B → B⊥ and None : B⊥. We define some obvious operations
on partial functions such as f x ↓ y when y : B to denote f x = [Some y] saying that f x is
defined to be y. We write f x↓ for ∃(y : Y ). f x ↓ y.
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An important way of constructing a classical partial function is from its classical graph
or specification:

▶ Lemma 5. Given a classical binary relation G : A → B → Prop, such that for each x : A,
{y : B | G x y} is a subsingleton type, we can define the corresponding classical partial
function Ĝ : A → B̃⊥ satisfying forall (x : A) (y : B), f x ↓ y ↔ Ĝ x y.

Proof. Let us construct a mapping Ĝ : A → B̃⊥ from G by assuming any x : A and
constructing y : B̃⊥ such that there (classically) exists y′ : Y where y ↓ y′. We apply
Lemma 2 to the procedure of performing a case distinction on the constructive existence
{y : B | G x y}, and returns the first projection [Some y] if there exists and returns [None] if
not. This application is feasible as {y : B | G x y} despite not being a classical proposition,
is a subsingleton type. Proving that this resulting mapping satisfying the desired property is
done by applying Example 4. ◀

2.3 Classical Partial Reals
Before concluding this section of introducing the formalization of classical partial functions,
we present a special case when the classicalizing monad is applied to partial real numbers.

We define constants and arithmetical operations on classical partial reals R̃⊥ naturally
using the monad operations. Being natural here means that we can reason about the
operations to be the exact values if and only if all the operands are defined.

An interesting operation that becomes possible using classical partial reals is the reciprocal
operation where now we can define 0−1 = [None] similarly to Example 3. Another interesting
partial operation is the limit operation. Recall that the limit operation we have as primitive
for computational R has to be provided a proof that the given sequence is rapidly converging.
However, since we can prove for any sequence that there classically exists at most one
limit point, we can make the classical partial operation of type (N → R̃⊥) → R̃⊥ to obtain
limit classically for any converging sequences. We further extend the distance function
dist : R̃⊥ → R̃⊥ → R̃⊥, the absolute value function abs : R̃⊥ → R̃⊥, and so on.

Classical relations on classical partial real numbers are defined in a way that they fail
when the partial real numbers are not defined. For example, we define x < y on R̃⊥ such
that exists x′ y′ : R, x ↓ x′ ∧ y ↓ y′ ∧ x′ < y′. Of course, in the precise Coq formalization,
we have to deal with the scopes but to simplify the presentation of this paper, we use the
same function names and notations for both classical partial and exact real numbers as long
as it is clear from the context or the formulation.

3 Classical Analysis: Continuity and Differentiability

We need a few more definitions from classical analysis to define the problems we are interested
in. In particular, we need to define derivatives. We define classical (pointwise) continuity and
differentiability closely to the standard definitions from analysis. However, in this work we
only need those notions on compact intervals [−r, r] around the origin. Classically, continuity
and differentiability on compact domains correspond to their uniform versions. As the
uniform versions are much easier to work with formally, we mostly formulate our results with
respect to them. In our formal development we also show some results regarding pointwise
continuity and differentiability, but we decided to omit them from this paper.

For any r > 0, we define the subset type I r := {x : R | |x| ≤ r} with a coercion to
R by the first projection. We use the following definitions for (uniform) continuity and
differentiability on I r of a classical partial function f : R → R̃⊥. Note that both properties
automatically imply that f is defined on the interval.
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Definition uniformly_continuous f r := forall ϵ, (ϵ > 0) → exists δ,
δ > 0 ∧ forall (x y : I r), dist x y ≤ δ → dist (f x) (f y) ≤ ϵ.

Definition uniform_derivative f g r := forall ϵ, (ϵ > 0) → exists δ,
δ > 0 ∧ forall (x y : I r), dist x y ≤ δ

→ abs (f y − f x − g x ∗ (y − x)) ≤ ϵ ∗ abs (y − x).

We show some classical results, such as that every continuous function is bounded on
I r and that uniform_derivative f f’ r implies that both f and f ′ are uniformly continuous
(and thus bounded). We also show basic properties of derivatives, such as the sum, product
and chain rules. Although formal proofs of those statements get quite lengthy, they are very
similar to classical textbook proofs and we thus omit them from the paper.

We further define higher derivatives inductively:

Fixpoint nth_derivative f g r n :=
match n with
| 0 ⇒ forall (x : I r), f x = g x
| S n′ ⇒ exists f′, uniform_derivative f f′ r ∧ nth_derivative f′ g r n′

end.

▶ Remark 6. By replacing classical existence by the constructive one, we can get constructive
versions of the above definitions which can sometimes be useful for functions f : R → R. We
also show a few constructive statements in our Coq development, but as they are not needed
for the results in this paper, we also decided to omit them here.

4 Polynomials and Taylor models

By the Stone-Weierstrass theorem, any continuous function on a closed interval can be
uniformly approximated with arbitrarily small error (with respect to the supremum norm) by
polynomials. In interval computation, a polynomial approximation together with a rigorous
error bound is sometimes called a Taylor model [27]. Taylor models are usually used to
approximate smooth functions using Taylor polynomials as the polynomial approximation
(hence the name). Many mathematical operations (e.g. arithmetic, integrals, etc.) can be
defined on Taylor models. When those operations are applied, dependencies between the
variables are retained, giving tighter approximations for function values than simple intervals
[26]. Our purpose for using Taylor models is slightly different from how they are used in
interval computation. First, as we have exact real numbers in our formalization, we do not
need to deal with intervals and can have a real-valued error bound. Secondly, we are mostly
interested in sequences of Taylor models, that we use to approximate functions up to any
absolute error, instead of mere approximations with fixed error bounds. Consequently, the
operations we consider differ from what is usually considered in interval computation.

Before we use polynomials to approximate real valued functions, we need to define the
polynomial functions themselves and some operations on them. We identify a polynomial
with the list of its coefficients and define evaluation of the polynomial using Horner’s scheme.

Definition poly := list R.
Fixpoint eval_poly (p : poly) (x : R) := match p with

| [] ⇒ 0
| h :: t ⇒ h + x ∗ (eval_poly t x)
end.
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That is, we identify the list [a0, a1, . . . , ad] with the polynomial function
∑d

i=0 aix
i, and the

empty list with the zero polynomial. We allow the leading coefficient ad to be zero, thus
the length of the list can be larger than the actual degree of the polynomial. Nonetheless
we sometimes use the notion deg p for the length of the list. As checking if a real number is
equal to zero is undecidable, requiring that the leading coefficient is nonzero would lead to
rather complicated and unnatural domains for most operations. We further define the norm
∥p∥ := max |pi| and prove some of its properties, which will be useful later.

For most inductive proofs, it is simpler to consider straight-forward evaluation, i.e.,
compute

∑d
i=0 aix

i by directly summing up the terms of the sum. We therefore also define
this evaluation method, and show that they result in the same number.

For polynomials p1, p2 and a real number λ : R, we define arithmetic operations p1 + p2,
p1 ·p2 and λp1. We currently do not use a sophisticated algorithm for multiplication. However,
the statements are formulated in an abstract way, without explicit mention of the method:
Lemma mult_poly p1 p2 : {p3 | forall x, eval_poly p3 x = eval_poly p1 x ∗ eval_poly p2 x}.

Thus, if we replace the algorithm encoded in the proof at some point, other parts of the
formalization are not affected.

In this paper we are mostly concerned with results over compact intervals. For simplicity,
we show most statements only with respect to intervals of the form [−r, r] centered at 0.
However, this easily generalizes to arbitrary intervals by shifting the polynomial accordingly:
Lemma shift_poly p1 c : {p2 | forall x, eval_poly p2 x = eval_poly p1 (x−c)}.

We often need to bound the values of a polynomial on intervals:
Lemma bound_polynomial p r : {B | forall x, abs x ≤ r → abs (eval_poly p x) ≤ B}.

Again, the explicit bound is only encoded in the proof and not given in the statement, so
that it can be replaced easily. For now, we use the simple bound B :=

∑d
i=0 |ai| ri.

For any polynomial
∑d

i=0 aix
i, we can compute its derivative

∑d−1
i=0 (i + 1)ai+ix

i, which
is the uniform derivative of the polynomial on any interval [−r, r].

Lemma derive_poly p : {p′ | forall r, uniform_derivative (eval_poly p) (eval_poly p′) r}

As a corollary, we also get that polynomials are uniformly continuous.
A central tool to approximate functions by polynomials is Taylor’s theorem. We define a

polynomial p to be the Taylor polynomial for a function f : R → R̃⊥ at x0 = 0 as follows.
Definition is_taylor_polynomial p f r := forall n, (n < length p) →

(exists g, nth_derivative f g r n ∧ nth n p 0 = inv_factorial n ∗ (g 0)).

The following variant of Taylor’s theorem will be useful later.
is_taylor_polynomial p f r M →

(exists g, nth_derivative f g r (length p) ∧ (forall (x : I r), abs (g x) ≤ M))
→ forall (x : I r), dist (eval_poly p x) (f x)

≤ inv_factorial (length p) ∗ M ∗ r length p.

After having defined polynomials, we can now proceed to define Taylor models. A Taylor
model for a function f consists of a polynomial p, a radius r and an error bound ϵ.

▶ Definition 7. We define a Taylor model t : tm f for a classical partial function f : R → R̃⊥
as a record consisting of a polynomial pt, two real numbers rt, ϵt : R and a proof of the
specification that |f x − pt x| ≤ ϵt for all x with |x| ≤ rt. The name of the field for rt is
tm_radius the name of the field for ϵt is tm_error.
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Arithmetic operations on functions can be extended to their Taylor model representation.
For example, we show

Definition sum_tm f1 f2 (t1 : tm f1) (t2 : tm f2) : tm (fun x ⇒ f1 x + f2 x).
Definition mult_tm f1 f2 (t1 : tm f1) (t2 : tm f2) : tm (fun x ⇒ f1 x ∗ f2 x).

Proving those statements consists of two parts. The first is to define a polynomial that
approximates the resulting function. Here, we can just use the corresponding operations on
polynomials. The second is to define the radius and error bound. For both operations we
can use the minimum of the two radii as the new radius. For addition we can simply add the
error bounds. For multiplication we choose the error bound ϵ := B1ϵt1 + B2ϵt2 + ϵ1ϵ2, where
B1 and B2 are bounds for the polynomials pt1 and pt2 , respectively.

Note that we do not prune the degree of the resulting polynomial in our definition of
multiplication. This means, however, that operating on Taylor models can increase the
degree quickly, leading to performance issues. Thus, it might be necessary to reduce the
degree at some point, for which we introduce the following operation.

Definition swipe_tm f (t : tm f) (m : N) : {t′ : tm f | deg t′ ≤ m}.

Here, deg t is defined as the length of the polynomial. The operation is performed by splitting
the polynomial into two polynomials p1 and p2 such that pt x = (p1 x) + xm(p2 x), compute
a bound B for p2 on the interval and “swiping” the bound into the error, i.e. defining the
new Taylor model t′ by the polynomial p1 and error bound ϵt′ = ϵt + B.

5 Exact Computation with Power Series

While Taylor models are interesting for computations with rigorous error bounds, we are
mostly interested in representing certain functions exactly in the sense of computable analysis.
That is, our main interest is to use sequences of polynomials that allow us to evaluate
functions with any desired absolute precision. Formally, we will use a sequence of Taylor
models that converges rapidly towards the function. That is, we say a sequence of Taylor
models for a function f represents the function on I r if all sequence elements have radius at
least r and the n-th element has error at most 2−n:

Definition represents f (t : nat → (tm f)) r :=
forall n, (tm_error f (t n)) ≤ 2−n ∧ (tm_radius f (t n)) ≥ r.

Let us proof a few facts about functions represented in that way.

▶ Lemma 8 (represents_cont). 1. Any function that can be represented on I r in the above
sense is uniformly continuous on I r.

2. Whenever we have representations for f and g, we can compute representations for f + g

and fg, respectively.

Proof. To show the first claim, let t : N → tm f be a sequence of Taylor models that represents
f and let ϵ > 0 be arbitrary. By the Archimedean axiom there is some n : N, such that 2−n < ϵ.
Choose the polynomial p := t(n + 2) and recall that any polynomial is uniformly continuous.
Thus, there is some δ > 0, such that for all x, y ∈ I r, |x − y| ≤ δ → |(p x) − (p y)| ≤ 2−(n+1).
But then |(f x) − (f y)| = |(f x) − (p x) + (p y) − (f y) + (p x) − (p y)| < ϵ holds.

To prove the second claim, we can simply perform the operations on the corresponding
Taylor models and increase the index accordingly. For multiplication, this works as (by
1.) the function is bounded and thus the approximating polynomials can not grow much
larger than that bound, showing that the error bound for the product of the approximating
polynomials defined above gets arbitrarily small when increasing the index. ◀
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Now assume that we have a sequence of Taylor models t representing a function f and
a sequence t′ of derivatives of t. The notion behaves well with respect to differentiability,
in the sense that whenever the sequence t′ converges to some function f ′, then f ′ is the
derivative of f .
Lemma differentiable_limit f t f′ t′ r :

(represents f t r) →
(represents f′ t′ r) →
(forall n, uniform_derivative_fun (eval_tm (t n)) (eval_tm (t′ n))) r) →
uniform_derivative f f′ r.

Here, eval_tm is the evaluation of the polynomial recorded in the Taylor model.
However, note that in general the sequence of derivatives of a representation does not

need to be convergent. Thus, let us now focus on a large class of functions where we can use
the theorem to compute the derivatives, namely functions analytic at 0.

Analytic functions allow a canonical approximation by polynomials in the following sense.
A function f : R → R is called analytic at 0 if f is locally defined by a power series, i.e.,

f(x) =
∑

akxk on the interval (−R, R) for some R > 0 called radius of convergence. Any
analytic function is smooth and the power series coincides with the Taylor series.

We want to represent analytic functions locally by their power series and define a calculus
of function operations on that representation. Before we do that, let us first consider infinite
sequences a : N → R and series

∑∞
i=0 ai in a general sense. Note that for brevity, we use ak

instead of (a k) to denote the k-th element of a sequence a : N → R.
For an infinite sequence a : N → R we define a partial sum operation in the obvious way:

Fixpoint partial_sum a n := match n with
| 0 ⇒ (a 0)
| (S n′ ) ⇒ (a n) + partial_sum a n′

end.

We can then define that the infinite sum
∑∞

i=0 ak classically exists.
Definition is_sum a x := forall ϵ, ϵ > 0 →

exists N, forall n, (n ≥ N) → dist (partial_sum a n) x ≤ ϵ.

We show a few classical results about sums, such as that the sum of a sequence is unique.
Further, when the sequence decreases rapidly, we can compute the sum.

Let us proceed to power series, that is infinite series of the form
∑∞

n=0 akxk. For any
sequence a : N → R and x : R, we define ps a x :≡ (fun n ⇒ anxn). For any power series a,
we define a canonical partial function fa by fa x = y ↔ is_sum (ps a x) y. On the other
hand, we can also define a series to be the power series for some classical function g by

is_ps_for g a :⇔ ∃(r > 0). ∀(x : I r). fa x = g x.

To compute the value
∑∞

n=0 anxn, we need to approximate how close the partial sums
are to the limit, which in general can not be computed from the series alone [36, Sect. 6.5].
However, if the power series corresponds to some function that is analytic at 0, there is some
R > 0 such that the series converges for all x with |x| < R. This gives us the following fact.

▶ Fact 1. Assume there is some R > 0 such that
∑∞

n=0 anxn converges whenever |x| < R.
Then there exist constants M, r ∈ R such that |an| ≤ Mr−n for all n ∈ N.

Proof. Choose any 0 < r < R. Then the series converges absolutely on [−r, r]. In particular,
there is some M ∈ R such that

∑∞
i=0 |an| rn = M . As all summands are positive, |an| rn ≤ M

must hold for all n and thus the claim holds. ◀
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On the other hand, assume we are given constants M, r as in Fact 1. Then for any x : R
with |x| < r and any N : N, we can get the tail estimate∣∣∣∣∣

∞∑
n=N+1

anxn

∣∣∣∣∣ ≤ M

∞∑
n=N+1

(x

r
)n = M

( x
r )N+1

1 − x
r

. (1)

In particular, if we choose |x| ≤ r
2 , we get

∣∣∑∞
n=N+1 anxn

∣∣ ≤ M2−N , or put differently the
sequence fun n ⇒ partial_sum (ps a x) (n + ⌈log M⌉) defines a fast Cauchy sequence.

We call the constants M, r from Fact 1 a series bound for (ak)k∈N and encode power
series together with the bound:

Record bounded_ps : Type := mk_bounded_ps
{ series : N → R;

bounded_ps_M : N;
bounded_ps_r : R;
bounded_ps_rgt0 : bounded_ps_r > 0;
bounded_ps_bounded: forall n, abs (a n) ≤ bounded_ps_M ∗ bounded_ps_r−n }.

Note that we chose r to be a real and M to be an integer. The main reason for that is
that M is used to find the (integer valued) degree necessary to get a good approximation.
If we chose M as real-valued, we could only compute an integer upper bound for log M

non-deterministically, which would have made the statements slightly more complicated.
Using the tail bound from Equation (1), we can evaluate the power series on any r′ < r.

However, for simplicity we chose the fixed evaluation interval [− r
2 , r

2 ]:

Lemma eval_val (a : bounded_ps) x :
abs x ≤ (bounded_ps_r a) / 2 → {y | is_sum (ps series a x) y}.

To show that this is true, we show that computing the partial sum up to n + ⌈log M⌉
coefficients defines a fast Cauchy sequence, for which we compute the limit. Similarly, for
any n : N, we can canonically transform a bounded power series to a Taylor model for fa

with radius r
2 and error bound 2−n. We denote this operation as to_taylor_model.

▶ Remark 9. The choice r
2 is somewhat arbitrary, but leads to simple bounds and evaluation

is efficient in the region. While it would be possible to replace it by any r′ < r, in most cases
shifting the power series to a new center is more effective.

We next aim to define operations uniformly on power series, in a similar way as we did
for Taylor models. In many cases, we can directly generalize results on Taylor models to
results on power series by using the following lemma.

Lemma approx_ps f a :
(forall n x, dist (eval_tm (to_taylor_model a n) x) (f x) ≤ 2−n)
→ is_ps_for f a.

Thus, whenever we define an operation on power series, we only need to show that the
operation does what it is supposed to do on the Taylor model approximations. Let us
demonstrate this by showing that we can add power series. Other, more complicated
operations like multiplication can be done similarly.

Lemma sum_ps (a b : bounded_ps) : {c : bounded_ps | is_ps_for (fa + fb) c }.

Proof. We define the bounded power series c by adding the coefficients of a and b and
defining rc := min ra rb and Mc := Ma + Mb. It is easy to see that this choice is a valid
bound for the series. To show that the series converges to the sum, we use approx_ps, thus
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we have to show that the distance of the 2−n Taylor model approximation to fa + fb is at
most 2−n. However, the Taylor model is identical to summing Taylor models for 2−(n+1)

approximations of fa and fb, thus the claim holds. ◀

The representation for power series further allows us to compute derivatives.

Lemma derive_ps (a : bounded_ps) : {b : bounded_ps | uniform_derivative fa fb rb}.

Proof. Let us first show how to bound the power series b :=
∑∞

n=0(n + 1)an+1xn of the
derivative. We choose rb := ra

2 . Then

|bn| ≤ (n + 1)Mar−(n+1)
a = (n + 1)2−n(Mara)r−n

b ≤ (Mara)r−n
b .

Thus taking any Mb > Mara works. To show that the power series converges to the derivative
of fa, it suffices to show that the sequence of Taylor models of b is a sequence of derivatives
of the Taylor models for a. ◀

6 Ordinary Differential Equations

Let us now consider initial value problems (IVPs) for autonomous ordinary differential
equations of the form ẏ = f(y(t)); y(0) = y0. We call f the right-hand side function, y0 the
initial value and y the solution of the IVP. It is well known that an initial value problem with
analytic right-hand side function has an analytic solution. For simplicity we currently only
consider polynomial right-hand side, which already includes many interesting applications.
With a few minor adaptions, the same method works for general analytic functions. Note
that as polynomials are analytic functions, the solution will again be analytic. However, in
general the solution does not need to be polynomial.

In numerics, so-called single step methods such as Euler’s method or Runge-Kutta methods
are commonly used to solve initial value problems for ordinary differential equations. These
methods approximate the solution by taking one step at a time from the current point to
the next point, using information from the current point to approximate the solution at the
next point. To approximate this solution, often polynomial approximations of a fixed degree
are used, and to improve the accuracy the step size is reduced. However, such a method
does usually not work well for high precisions as the number of steps grows exponentially
with the precision. In exact real computation therefore a different method is more applicable
[16, 8]. In this section we show how to implement a variant of this method in our formal
development. The method is similar to a single step method, but instead of varying the
step size for higher accuracy, we compute a local power series for the solution valid on a
small interval around the current point. We can thus keep the step size fixed and get more
accurate approximations by using more terms of the power series. This also integrates well
with the tools in our library, as the evaluation of the power series can be defined by the limit
operation as described in the previous section.

Let us first define a function to be the solution of a polynomial IVP as follows.

Definition pivp_solution p y y0 r :=
(y 0) = y0 ∧ uniform_derivative y (fun t ⇒ (eval_poly p (y t))) r.

That is, pivp_solution p y y0 r says that the function y : R → R is a solution to the
polynomial IVP ẏ = p(y(t)); y(0) = y0 on the interval (−r, r).
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It further suffices to only consider the case y0 = 0, as we can always transform a general
IVP to an IVP with initial value 0 by replacing y(t) by y(t) − y0 and p(x) by p(x + y0). Also
note that we can always assume that we start at time t = 0, as the ODE is autonomous.

Note that, although classically true, we have not formalized the proof of existence and
uniqueness of the solution in our Coq development yet. As the focus of this work is to compute
the solution, and thus the classical proof is less important, currently our formal statements
include the additional assumption that the solution exists, which we plan to remove later.
This is, however, irrelevant for the extracted programs as this non-computational assumption
is removed in the extracted code anyway.

A well-known method to solve an IVP is the so-called Taylor series method (see e.g. [31]).
The idea behind the method is to automatically generate the coefficients of the power series
for the solution y(t). To this end, let us define the following sequence of polynomials.

Fixpoint pn p n := match n with
| 0 ⇒ p
| S n′ ⇒ n−1 ∗ (p ∗ (derive_poly (pn p n′)))
end.

We show that for each n, the polynomial (pn p n) applied to y(t) gives the (n+1)-st derivative
of the solution function y divided by (n + 1)!:

pivp_solution p y 0 r → nth_derivative y (fun t ⇒ (n+1)! ∗ ((pn p n) (y t))) r (n+1)

The proof is by induction and is essentially an application of the chain rule for derivatives.
It follows that evaluating the polynomial at y0 = 0 gives the coefficients of the Taylor series
of the solution:

Definition yn p n := match n with
| 0 ⇒ 0
| S n′ ⇒ (eval_poly (pn p n′) 0)
end.

Lemma pivp_ps_taylor_series p y r : pivp_solution p y 0 r →
forall n, (is_taylor_polynomial (to_poly (yn p) n) y r).

However, the error bounds for the truncated Taylor series depend on the range of y(t),
which we do not know yet. In interval arithmetic, estimating the value of the solution y(t)
for an IVP thus usually consists of two steps. The first step is to find a coarse a priori
enclosure for y(t) on some interval. This bound can then be used in a second step to find
a tighter bound for y(t), e.g., by using it for the error bound in the power series method.
Finding a good a priori enclosure is important, as it essentially determines the step size that
can be used in the algorithm. An often used simple but effective method is the high order
enclosure method [10]. However, its correctness depends on an application of Banach’s fixed
points theorem, and a formal proof seems challenging. We propose an alternative method,
by bounding the coefficients of the Taylor series. Note, however, that a more sophisticated
approach would give us better bounds, and thus should be considered in the future. We show

▶ Lemma 10 (yn_bound). Let p = [a1, . . . , ad] be a polynomial. For all n : N, we get the
bound |(yn p n)| ≤ (d2∥p∥)n.

Proof. Let p = [a1, . . . , ad] and recall that ∥p∥ = max |ak|. For any polynomials p, q it
holds ∥pq∥ ≤ deg p∥p∥∥q∥ and ∥derive_poly p∥ ≤ deg p∥p∥ We show for all n, ∥pn p n∥ ≤
(d2∥p∥)n+1 from which the claim follows. The proof is by induction on n. For n = 0, we get
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∥p∥ ≤ d2∥p∥ which holds trivially. Now assume ∥pn p n∥ ≤ (d2∥p∥)n+1. We have to show

∥ 1
n + 1p · (derive_poly (pn p n))∥ ≤ (d2∥p∥)n+2.

We can further show that deg (pn p n) = (n + 1)d − 2n. Thus we get

∥ 1
n + 1p · (derive_poly (pn p n))∥ ≤ 1

n + 1∥p∥(n + 1)d2∥(pn p n)∥

from which the claim follows. ◀

Thus, putting the above results together, yn defines a bounded power series for the solution
y with bounds r = 1

(d2∥p∥) and M = 1.

Definition pivp_ps_exists p :
{a:bounded_ps | exists r, r > 0 ∧ forall y, pivp_solution p y y0 r → is_ps_for (y−y0) a}.

Note that this also shows that the resulting function is analytic, as we can compute its
power series and a positive lower bound on its radius of convergence. We can then use this
bounded power series to compute a local solution y(t) for some small t > 0. An important
property of this method is that we do not need to evaluate the function on additional steps
to increase the precision. More precisely, the precision is controlled by applying the limit
operator on the sequence of partial sums of the power series at the point t. Thus, we get
an exact representation of the number y(t) as a converging sequence of values that only
depend on the power series at 0. In contrast, when using the Euler or Runge-Kutta methods,
the function needs to be evaluated on additional points to increase the precision, and the
methods are therefore harder to adapt to our system.

Next, we want to extend the solution to a larger interval. To this end, we first define an
operation that gives us one specific pair (t1, y(t1)) with y1 > 0 from the local solution.

Lemma local_solution p y0 :
{ty1 : R ∗ R | (fst ty) > 0 ∧

exists r, r > 0 ∧ forall y, pivp_solution p y y0 r → (snd ty1) = (y (fst ty1))}.

The method works by simply applying the evaluation algorithm for the power series on the
largest possible point in the evaluation interval and adding y0.

▶ Example 11. Consider the initial value problem

ẏ(t) = 1 + y(t)2 ; y(0) = y0.

It has the explicit solution y(t) = tan(t + arctan y0). From the term (local_solution [1 0 1] y0)
we can extract a program that computes the pair (t1, y1). The extracted program proceeds
as follows. The first step is to transform the system to an equivalent one with initial value
0. Application of the shifting procedure yields the new system ẏ(t) = p(y(t)) ; y(0) = 0
with p(x) = 1 + y2

0 + 2y0x + x2. The operator then computes the power series of the local
solution. We get the evaluation interval 1

8∥p∥ where ∥p∥ = max (1 + y2
0) (2y0) for the power

series, which is a rather coarse under-approximation of the actual radius of convergence
π
2 − arctan y0 of the series. The solution operator will produce the value and time for this
maximal point in the evaluation domain.

Next, we can turn this into a single step method to solve the IVP on a larger interval by
repeatedly applying the local solution operator to get a new initial value.

That is, we prove the following statement.
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Lemma solve_ivp p y0 n : {l : list (R ∗ R) |
length l = n+1 ∧
forall m, m < n → (fst (nth m l (0,0)) < fst (nth (m+1) l (0,0)))
forall y r, pivp_solution p y y0 r → forall ty, In ty l → (snd ty) = (y (fst ty))}.

The method produces a list [(t0, y0), . . . , (tn, yn)] such that the t0 are increasing and y(ti) = yi.
The step size is adaptive as when the growth of the function is faster in a region, the evaluation
radius we compute gets smaller. Note that each y(ti) is given as an exact representation of
the number and thus the step size only depends on parameters of the function and the initial
value and not on the desired precision of the solution. Thus, we do not need to consider error
propagation due to working with approximations, allowing for a simple proof of correctness.

If we consider again Example 11, we can see that starting with y0 = 0, in each step the
interval will get smaller and smaller as we approach π

2 .

7 Conclusion and Future Work

We presented an extension of our formalization of exact real computation to include rigorous
approximations of classical partial functions by polynomials, analytic functions and solutions
to initial value problems for non-linear polynomial ordinary differential equations. One of
the main limitations of the current work is that we only consider univariate functions, while
most interesting problems for differential equations occur at higher dimensions. Technically,
all the algorithms presented in this paper generalize directly to the multivariate setting and
even certain forms of partial differential equations [34]. Extending the formalization should
therefore not be too challenging, although it might require formalizing additional results
from multivariate analysis. Another possible extension for which one dimensional functions
suffice, is to consider holonomic functions. A function is holonomic if it is the solution to a
linear differential equation of the form pr(x)f (r)(x) + pr−1(x)f (r−1)(x) + · · · + a1(x)f ′(x) +
a0(x)f(x) = 0 where p0, . . . , pr are polynomials. Similar to the analytic case, it is possible
to compute the power series of solutions to such equations [15] and thus it might be simpler
to include in our formalization than extending to higher dimension.

Lastly, many of the algorithms currently encoded in the proofs are rather simple and not
very efficient. Replacing them by more sophisticated algorithms would yield better extracted
programs. In particular, the bound we currently use for the radius of convergence of an
ODE solution is a very coarse approximation, and improving this bound would increase the
step size and thus the efficiency of the algorithm drastically. Thus, we plan to verify better
methods such as the higher-order enclosure method [10] in future work. Due to the abstract
formulation of most results, exchanging algorithms in one part should have little effect on
other parts of the formalization, allowing to replace those methods easily in the future.
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