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—— Abstract

It has been observed that value selection heuristics have less impact than other heuristic choices
when solving hard combinatorial optimization (CO) problems. It is often thought that this is

because more time is spent on unsatisfiable sub-problems where the value ordering is irrelevant. In
this paper we investigate this belief in the scheduling domain and come up with a more detailed
explanation. We find that, even though there are less relevant choices to be made on hard instances,
each mistake tends to have a bigger impact, to a point where the potential gain from a value heuristic
predominates. Moreover, we observe two interesting and relatively surprising phenomena when
solving scheduling problems. First, the accuracy of a given value selection heuristic decreases with
the optimality gap. Second, the computational penalty of a mistake increases with the accuracy of
the heuristic. For the first observation, we argue that on hard problems, constraint propagation
removes a large portion of choices that align with the intuition behind the heuristic. This means
that the heuristic faces mostly difficult choices. For the second observation, we argue that simple
heuristics tend to make more mistakes on intuitive choice points, and the computational cost for
refuting these mistakes is smaller than for those made by a more accurate heuristic.
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1 Introduction

Solvers for combinatorial optimization (CO) problems often strongly rely on branching
heuristics that help explore an exponentially large search space efficiently. Usually, these
can be categorized into two subgroups: wariable selection and value selection heuristics. The
former type selects the next choice point on which a branching decision should be made.
The latter type then selects the actual value the variable will take. It is well known that
the variable ordering can have a significant impact on the overall performance of the solver.
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This is a reason why over the last decades this research area has enjoyed great popularity,
and many effective variable selection heuristics like Variable State Independent Decaying
Sum (VSIDS) [31], weighted degree [6] or Learning Rate Branching (LRB) [27] have been
proposed. More recently, there have even been advances using machine learning (ML) and
deep learning techniques [16, 22, 24].

While there exists work on value selection heuristics, the field did not receive as much
attention as variable ordering [5]. The consensus arising from early works (e.g. [17, 18]) is to
choose values that lead to the least constrained branches as opposed to variable selection,
where usually the most constrained variable should be visited first. So independently of
the problem at hand, designing a good value selection heuristic revolves around estimating
the future constraining effect of a particular choice of value. The crucial part with these
look-ahead value selection strategies is to find a trade-off between accuracy and computational
cost. Later works leverage ideas from variable selection like VSIDS and record statistics
about values during search. These include activity and impact based heuristics [30, 34] as
well as the survivors-first approach of [42]. While the aforementioned heuristics perform
better than a random value selection, the impact of other heuristic choices like variable
ordering heuristics, nevertheless, dominates the overall performance of the solver. Still, in
theory, a perfect value selection would render tree search completely obsolete [15]. One could
therefore legitimately expect the potential gain from clever value selection heuristics to be
significant. Additionally, in optimization problems, reaching solutions with better objective
values faster strengthens constraint propagation based on the dual bound. This in turn can
notably reduce the size of the overall search space. Yet, as opposed to variable selection,
hardly any generic value selection heuristic has ever been adopted. Even domain-specific
value selection strategies that are shown to clearly outperform random selection are relatively
rare. For instance, we conducted comprehensive experiments on value selection heuristics on
scheduling problems. The results in Figure 1 all show a clear trend: a clever value selection
can pay off on easy problems but only marginally outperforms random choices on tight
problems.

It has been argued that the shortfall of value selection heuristics often is a high computa-
tional cost in the case of look-ahead strategies [42]. But more generally, the usual explanation
for the relatively low impact of value selection heuristics, especially on difficult problems, is
the fact that the solver spends a lot of time in UNSAT regions of the search space. In these
regions, the order of the values explored does not matter [15]!.

In this paper however, we argue that this cannot be the sole reason for the diminishing
impact of value selection. While we confirm that on problems close to the phase transition [9]
the solver spends most of the time in UNSAT subtrees, we also found that the remaining
relevant choices tend to be crucial in finding a solution. This goes to a point where the
penalty for getting these choices wrong dominates the search performance. As a consequence,
a consistently accurate value selection heuristic that can avoid those errors would have a
noticeable positive impact on the overall performance, especially on difficult instances.

Furthermore, we observed two interesting and rather surprising phenomena when solving
scheduling problems as a sequence of satisfaction problems with an increasingly tighter
bound. The first concerns the online accuracy of value selection heuristics which we define
as the ratio between the number of correct branches chosen and the number of all relevant

! It may have an indirect influence via clause learning or weight-based heuristics. Nevertheless, in both
cases there is no known positive correlation with some parameter that could help us decide a priori
which branch is best.
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Figure 1 Average / median solve time with respect to random value selection on different sets
of scheduling problems. Dashed lines represent median values. A point (x,y) is interpreted as:
“heuristic h takes y times as much time as random to get to a gap of x”. The red dotted line marks
the performance of the random baseline. Details about the heuristics and the problem instances can
be found in Section 3.1.

choice points. We say a choice point is relevant when there exists both a value selection
for which the resulting subtree contains a solution and one for which it doesn’t. A correct
choice obviously occurs when the heuristic selects the value that spans a SAT subtree. In our
experiments, we found that this accuracy degrades for all tested, informed heuristics as the
optimality gap decreases and the problem becomes more constrained. This again means that
the heuristics tend to be less accurate when the stakes are highest, i.e. when the gap is small

and in turn the cost for making the wrong decision is higher than when the gap is large.

Secondly, we noticed that the cost for making a wrong decision does not only depend on the
difficulty of the problem but also on the accuracy of the heuristic. Our experiments suggest
that, on the one hand, simple heuristics usually make more mistakes than more sophisticated
ones, especially on easy choices, i.e. choices that follow a clear intuition. Yet, these errors
are just as easily refuted, meaning that the cost for failing is low. More intelligent heuristics
on the other hand, make less mistakes but when they do, it usually takes disproportionately
more effort to notice and correct the error.

To support these claims, we present an in-depth analysis of the behavior of different
value selection strategies on a large set of scheduling benchmarks with both disjunctive and
cumulative resources. We additionally demonstrate that the mentioned phenomena also arise
in experiments with an ML-based heuristic.
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Our results show a more complete picture on why developing impactful value selection
heuristics is difficult and identify an interplay of three key observations. First, as the
optimality gap decreases, the penalty for selecting a wrong value increases. This is because
wrong branches lead to increasingly deep UNSAT subtrees. Conversely, when the gap is large,
these UNSAT subtrees tend to be a lot more shallow. So in theory, a heuristic with constant
value prediction accuracy should have more impact the harder the problem gets because
selecting the correct values avoids spending a long time in uninteresting regions. Which
brings us to the second observation, namely the fact that the heuristic accuracy does not
stay constant during the search but rather decreases with the optimality gap. This means
that any heuristic will not only face more important choices but also get them wrong more
often. And finally, the penalty for a wrong decision positively correlates with the accuracy
of the heuristic, i.e. more involved heuristics tend to make less errors in total, but pay a
disproportionately higher price for being wrong.

The remainder of this paper is structured as follows. We first introduce the metrics we
used in our experiments as well as our procedure for measuring them. We then present
the different heuristics we analyzed and the details of our experimental setup. Finally, we
conclude the paper with a discussion of the results.

2  Analyzing the Behavior of Value Selection Heuristics

Within the scope of this paper we analyze the impact of value selection strategies on solving
different types of scheduling problems. We employ a self-developed constraint programming
(CP) solver we call tempo?. It represents problems using binary and numeric variables. In the
case of scheduling problems, numeric variables are used to model events in a simple temporal
network (STN) [11]. Each task ¢ is composed of two events: a start event s; and an end event
e:. Constraints are represented by edges in the form of maximum distances between the
events. For example, given two events a, b, the constraint a < b (a before b) is represented
by an edge starting in b and ending in ¢ annotated with a negative distance. Furthermore,
numeric variables are also used to model resource consumption and capacities in the case of
cumulative scheduling problems. The objective is modelled as one global schedule interval
that must contain all tasks. The objective variable is the duration of said schedule. As
many constraint optimization solvers [33, 29, 32, 10], tempo minimizes the objective value by
solving a sequence of satisfiability problems with an increasingly tighter upper bound on the
objective variable.

Binary variables on the other hand represent the existence of edges in the STN and are
used as branching points during search. For example, in a disjunctive scheduling problem
the binary variable z;, may represent the ordering of two tasks ¢ and t’. Concretely,
xpp =14 e < sy, ie. t must finish before ¢’ starts, and x4y = 0 < ey < s;. tempo makes
binary branching decisions which have been shown to be superior to d-way branching in
constraint satisfaction problem (CSP) solvers [21]. This means that a binary search tree is
spanned where at each node a variable is selected by the variable selection strategy and then
assigned by the value selection heuristic. tempo uses the state-of-the-art variable selection
strategy VSIDS [31]. It also leverages clause learning or no-good-learning [28] and dynamic
restarts [19]. Whenever a literal appears in a conflict clause or in a resolution step leading to
said clause, its activity value is updated. When clause learning is switched off, tempo uses

2 The public repository can be found at https://gitlab.laas.fr/roc/emmanuel-hebrard/tempo. The
experiments were conducted using the commit identified by the tag cp_2025_val_selection_exp.
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Figure 2 Depiction of the analysis procedure. Blue arrows are heuristic choices, red arrows are
refutations. Circled variables need to be classified as either ICS or relevant. Only the choice points
x1 and 2 are relevant. The ¢ symbols signify UNSAT branches. The triangle shows a maximal
UNSAT subtree. Note that the dashed arrows are not actually explored by tempo but need to be
visited for the classification.

explanation based weighted degree [6] instead of VSIDS for variable selection. This is possible
since each fail still generates a clause that we use to update literal weights. Finally, we use

an edge-finding algorithm based on [40] for propagating the disjunctive resource constraint.

On cumulative resources we use an algorithm based on [26]. Without going into detail, it
leverages overlaps between tasks. These are usually difficult to detect from numeric variables
representing start times of tasks but much easier from ordering variables.

All in all, tempo achieves state-of-the-art performance on the problems treated in this
paper. Using a custom solver allows us to easily access detailed information that we need for
our analysis such as when and where conflicts are encountered and which specific choices
were made by the heuristics.

2.1 Relevant and Irrelevant Heuristic Choices

Since tempo uses two-way branching, solving each satisfaction problem produces a binary
search tree. When a solution is found the search is restarted from the root of the tree so
that the new tighter upper bound constraint does not have to be retroactively applied to the
search states. The overall search tree is then the concatenation of the trees corresponding to
each satisfiability problem. Each of these search trees has the form shown in Figure 2. We
measure the performance of a given value selection heuristic in each satisfiability problem by
analyzing the corresponding search tree. To that end, we categorize the choice points. The
branch chosen by the value selection heuristic is called a choice (blue arrows in Figure 2). A
refutation is the opposite of a choice (marked with red in the illustration). A choice is correct
when it spans a subtree that contains a solution and incorrect when it doesn’t. However,
some of these choices, correct or not, may be irrelevant. We say a choice is relevant if and
only if its refutation would have lead to a different outcome. That is, if the subtree spanned
by the choice contains a solution and the one spanned by the refutation does not or vice
versa. Consequently, all choices in an UNSAT subtree are irrelevant because neither of the
branches leads to a solution. This type of choice is called irrelevant choice in an UNSAT
subtree (ICU). Moreover, some correct choices are irrelevant if the refutation also leads to a
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solution. These are called irrelevant choices in a SAT subtree (ICS’s). In theory, one could
further distinguish correct choices, i.e. whether both branches lead to equally good solutions
(in terms of objective value) or not. However, we are primarily interested in the solver not
getting stuck in UNSAT subtrees and therefore do not make this distinction.

2.2 Value Selection Heuristic Accuracy

Each time tempo finds a solution S we get the following information.

1. The total number of heuristic choices T" in the current descent. In Figure 2 this is simply
the number of blue arrows.

2. The number of correct choices C, i.e. two in the example.

3. The length L of the branch leading to the solution S (three in the example). Note that L
is in general less than the number of variables since constraint propagation will fix some
variables.

4. The number of ICUs (the three blue arrows in the triangle in Figure 2) which is simply
T - L.

In order to obtain the number of ICS’s we need to further analyze the correct choices (circled

variables in Figure 2). To analyze a choice on a variable x, we define a satisfiability problem

based on the initial problem description while adding all choices and refutations leading
from the root to = as constraints. For example, to classify x3 in Figure 2 we would add the
constraints 1 = 0 and x5 = 0 as well as the previous upper bound on the objective and then

call a satisfiability oracle. If the oracle determines that the problem is SAT, i.e. by finding a

different improving solution S’ (as in the figure), the choice is an ICS. Having obtained the

number of ICS’s, we can finally calculate the number of relevant choices

R =T — #ICU — #ICS = L — #ICS (1)
and the number of relevant and correct choices
Rec = C — #ICS. (2)

In our running example, we would get R = 2 and R¢c = 1. Based on this information, we
then define the accuracy of a value selection heuristic h simply as the ratio of relevant and
correct choices to the number of relevant choices:

accuracy(h) = % 3)

In the example shown in Figure 2, the accuracy would be 50%, given that there are two
relevant choices of which one is wrong. We can monitor this accuracy as the search progresses
since tempo logs the required information each time an improving solution is found. We
call the progression of the accuracy over the optimality gap online accuracy. Furthermore,
we are interested in the cost of a wrong relevant choice. We define this error penalty P
proportional to the average size of a maximal UNSAT subtree which is simply the number
of ICUs divided by the number of mistakes. Since we want to compare this number across
problems of different size, we normalize it by additionally dividing by the total number of
choices. Thus, we get

(4)

#ICU .
p— m, if RC’ < R,
0, otherwise
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In Figure 2, the average size of maximal UNSAT subtrees would be three and P = 0.5. This
measure gives us an indication of how bad an error by the heuristic is on average, i.e. how
much time is wasted in UNSAT regions.

While our procedure gives us detailed information about the behavior of the value selection
heuristic, it is also computationally expensive since each oracle call involves solving a SAT
problem. Still, the number of oracle calls is only O(L) and L is typically much smaller than
the number of variables due to constraint propagation. Also notice that this procedure is not
exact on search trees developed by conflict driven clause learning solvers. This is due to the

fact that the refutation of a choice x = v, where v is some value, is not necessarily x # v.

More precisely, a backjump from the choice x = v may jump to a choice point on a different
variable y. This means that the decision £ = v was not necessarily wrong. Also, all the

decisions strictly between the backjump level and the decision level are not well categorized.

Therefore, when applying this method to a search tree using learning, one should be aware
that the results are only approximations.

3 Experiments

In our experiments we analyzed the behavior of different value selection heuristics on a set of
scheduling problems. These can be viewed as a sequence of satisfiability problems that get
progressively harder as the upper bound on the objective becomes tighter. In accordance
with the theory on phase transitions [9] we identify the optimality gap of our objective value
as an order parameter and argue that for small values the resulting satisfiability problems
are close to the phase transition. This is reasonable given that the number of solutions and
thus the probability of finding one decreases with the gap.

The remaining section is structured into five parts. First we present the studied heuristics
and our experimental setup. In Sections 3.2 and 3.3 we then continue with a detailed analysis
on the progression of the number of irrelevant and relevant choices during search. Next, we
move on to our main observations in Section 3.4. And finally, we conclude our experiments
by discussing our observations and their implications.

3.1 Setup

In our experiments we analyzed four different heuristics. In the following, we explain their
behavior given a binary variable  whose values 1 and 0 correspond to the event precedence
constraints a < b and ¢ < d respectively. As a baseline we use the random heuristic that, as
the name suggest, chooses values randomly with uniform probability.

First, the max-slack heuristic uses the following branching rule:

1, if max(b) — min(a) > max(d) — min(c)

()

max-slack(z) = )
0, otherwise,

where min(a) and max(a) are the minimum and maximum values of the domain of the
numeric variable a respectively. Intuitively, the heuristic fixes the edge that leaves the largest
possible slack in the temporal network. The variable x4 in a disjunctive scheduling problem

for example represents the ordering of the tasks t,¢': xyp =1 e < sp, 20 = 0 & ey < sy
g ; :

max-slack would therefore schedule ¢t < ¢’ if max(sy) — min(e;) > max(s;) — min(ey ).

27:7
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Second, we use an impact based heuristic similar to [34]. It keeps a score i, for each
binary literal x & z = 1, -x & x = 0 in the problem, which is initially zero. Whenever the
heuristic assigns a value to x, we count the number of other variables fixed by subsequent
constraint propagation and update the score?:
k1) _ z')({k) + # variables fixed by propagation

= 5 i

(6)

i
This score is used by the impact heuristic to make decisions according to

1, if iy <i-x

impact(x) = { (7)

0, otherwise.

The intuition is somewhat similar to that behind max-slack: fix variables in a way that
leaves the most freedom for future decisions. The problem with using this rule right from
the beginning is that the impact scores are all zero. Our actual implementation of impact
therefore only follows Equation (7) after a short warm-up period, i.e. after 50% of all literals
have been selected at least once, and falls back on max-slack otherwise.

Next, we combine max-slack and solution-guided search [4] which we call max-slack
solution guided (MSSG). Initially, MSSG uses max-slack until a solution S = (:vl)fil (NeN
the number of binary variables) is found. This solution is then saved. From this point on,
MSSG tries to keep the variable assignment of S. Since at some point the search needs
to deviate from the path to the last solution due to the tighter upper bound, MSSG is
permitted to fall back to max-slack if the discrepancy between the S and the current variable

assignment S = (%;),c,;,1 C {1,..., N} becomes too big. This discrepancy is defined as

(o, 1=9,
discrepancy (S, 5) = { ) , 0 the Kronecker delta, (8)
mZieI 1- 5307135717 I 7é 0

i.e. the percentage of assigned variables whose values differ from the corresponding ones in
S. In our experiments we set this discrepancy threshold to 1%. So in short, MSSG behaves
the following way:

max-slack(z), if no solution found yet or discrepancy > 1%,
MSSG(z) =<1, ifx € S, (9)
0, if xe S.

Each time a new improving solution is found, S is updated.

Finally, inspired by the works of [38, 39], we tested a heuristic based on a pre-trained
graph neural network (GNN). Without going into too much detail, the GNN exploits a graph
representation of the problem, much like the STN. Nodes represent tasks as well as resources,
edges between tasks describe precedence relations and are annotated with timing information.
Edges between tasks and resources describe resource dependencies and are also annotated
with features like resource demand and capacity. From the graph, the GNN calculates a
graph embedding using a message passing scheme similar to that in [3]. From this embedding
the binary values for each edge are derived using a multi-layer perceptron (MLP). Since
running the GNN is costly, the inference is only run at the very beginning of the search.
Additionally, it is rerun whenever a solution is found which tightens the upper bound on the
objective.

3 Our implementation differs from that of the original paper for reasons of simplicity.
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Figure 3 Mean percentage of irrelevant choices distinguished by category. Bold lines represent
the percentage of ICS’s, dashed lines represent the percentage of ICUs.

We evaluated these heuristics on four sets of different scheduling problem types: 48
Open Shop Problems (OSPs) from [7, 20, 43], 24 Job Shop Problem (JSP) instances from
[1, 14, 2, 25, 37, 43, 41], 58 Job Shop instances with time lags (JSTL) from [8] and 20
resource-constrained project scheduling problem (RCPSP) instances from [23]. A complete
list of the instances used is given in Table 1. We ran tempo with each of the five heuristics on

each of those instances with ten different random seeds, totaling in 1500 runs for each heuristic.

An exception to this is the GNN based heuristic that, at the time of the experiments, could
not handle cumulative resources, which is why we do not present results for the GNN on
RCPSPs. Each run was given a timeout of 30 minutes. The results in the next section were

produced without using clause learning in order to avoid the problem mentioned Section 2.2.

However, results with clause learning can be found in Section A.

3.2 Progression of Irrelevant Choices

We begin our analysis by addressing the belief that the solver spends increasingly more time
in UNSAT subtrees as the optimality gap closes. Even though our results seem to align with

this hypothesis, they draw a more complete picture as we analyze ICUs and ICS’s separately.

Figure 3 shows the progression of the share of irrelevant decisions over the course of solving
the problem.
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First, we can see that, in all four problem types, the percentage of ICUs (dashed
lines) increases towards smaller gaps. At the same time, the percentage of ICS’s (bold
lines) decreases. It is also visible that this effect depends on the type of problem. On less
constrained instances like OSPs or JSPs, initially nearly all choices lead to improving solutions
and are therefore irrelevant. This is most pronounced on OSPs due to their symmetry. When
the gap decreases, the upper bound on the objective variable tightens, making the problem
more constrained and ultimately leading to increasingly more failures and therefore more
ICUs. Interestingly, on JSP instances, the ratio of ICS’s actually appears to increase slowly
before falling back off towards the end (not counting random). One possible explanation is
that propagation removes more and more choices and helps the heuristics guide the solver
into easy regions where most choices are ICS’s, as long as the gap is not too small.

The same overall trend can be observed on the JSTL and RCPSP instances. However, the
levels of ICS’s and ICUs are initially much closer together. In JSTLs there exist backwards
links between tasks in the STN due to the time lags. These can easily cause negative timing
cycles and thus failures which explains the higher initial percentage of ICUs and the lower
amount of ICS’s. For the RCPSP instances, both types of irrelevant choices initially make up
a comparatively low share or conversely: there are more relevant choices than in any other
problem type in the beginning of the search. This is due to a particularity of the resource
model used that only performs very limited forward checking. To give an example, let’s say
we have a resource with capacity 10 and three tasks t1,t5,t3 that consume quantities of 3, 5
and 6 resource units respectively. Let’s also say that t; and 2 are currently assigned to run
in parallel. The model does not forbid to also schedule ¢35 in parallel, even though it would
result in a trivial failure. This means that a lot of relevant but rather trivial choices are
created.

Perhaps more interestingly, the amount of irrelevant choices not only depends on the gap
but also on the heuristic itself. Looking at random for example, it produces the most ICUs
and the least ICS’s on both JSP and RCPSP instances. This makes sense because random
is arguably a bad heuristic that makes a lot of mistakes. As a result, the solver will spend
comparatively more time in UNSAT regions, leading to more ICUs. Conversely, random is
less likely to steer the solver into regions where any choice leads to a solution. This effect,
while less pronounced, is also present in the JSTL instances, at least towards smaller gaps.
This is probably due to the fact that all heuristics have a harder time making good decisions
on this type of instance which is why the difference is less noticeable. The same can be seen
on the OSP instances, albeit for the opposite reason. As mentioned before, OSPs have a
high degree of symmetry, meaning that when the gap is large basically any decision, random
or not, leads to a solution. MSSG on the other hand behaves quite the opposite way. As we
will see later, it has one of the highest online accuracies. With this in mind, it seems logical
that it exhibits high ICS and low ICU percentages on all four problem types.

3.3 Progression of Relevant Choices

Our observations thus far coincide with what is accepted in the literature. Things become
more interesting when we combine both the curves for ICS’s and ICUs, or put differently,
when we look at the number of relevant choices. This can be seen in Figure 4. The results on
the RCPSP are arguably the most intuitive. The amount of relevant choices starts out rather
high and then progressively diminishes as the gap closes. The opposite can be seen on the
OSP instances. Again, it is apparent that on these problems, initially virtually everything is
a solution and choices only start to matter when the gap becomes small. On both types of
Job Shop problems, the results are a bit more complicated to interpret, and the differences
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Figure 4 Percentage of relevant choices. Bold lines represent mean values and dashed lines
median values.

between the heuristics are more pronounced. On the JSTLs the percentage of relevant choices
still follows a clear downward trend except when using solution guided search. Interestingly,
random has the highest rate of relevant choices in the beginning. Comparing its graph with
the one form Figure 3, we can see that this is due to random exhibiting both the lowest
percentage of ICS’s and ICUs. It appears logical that random, being a bad heuristic, rarely
guides the solver into a subtree with many ICS’s. Nevertheless, it seems strange that it
initially also exhibits the lowest level of ICUs. One possible explanation could be that random
makes a lot of trivial mistakes that are easily refuted. Consequently, the solver doesn’t spend
a long time in an UNSAT region after a wrong decision. MSSG on the other hand, maintains
a relatively constant level of relevant choices over the whole range of gap values. There is
even a part where the percentage of relevant choices increases over the initial level. Again,
comparing the corresponding curves in Figure 3 we can see that this arises from a very low
level of ICUs and implies that MSSG provides good guidance. When the gap approaches
zero, the number of relevant choices remains at about the same level as in the beginning.
At this point, there remain much fewer ICS’s in the overall search space. The fact that
the number of relevant choices remains high means that MSSG manages to keep the search
in regions where it is still possible to find improving solutions, albeit only through clever
choices. Finally, on the JSP instances there is a clear difference between random and the
other heuristics. As on the OSPs, these problems are not very constrained when the gap is
small which means that most of the choices are ICS’s. The difference between random and
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the other heuristics arises from the fact that random makes more errors and thus also has a
higher level of ICUs right from the beginning. What is worth of notice is that for very small
gap values, the percentage of relevant choices actually rises back up, in the case of MSSG
even higher than the initial ratio.

To summarize the results this far, we confirm that all heuristics spend more time in
UNSAT subtrees the smaller the gap becomes. Still, the distinction between ICS’s and ICUs
draws a more complete picture and reveals more details about the behavior of the different
heuristics across the four instance types. The results also differ somewhat from the intuition
in the literature, especially when looking at the number of relevant choices. Only on RCPSP
instances we observe a clear downward trend of the heuristic’s impact as the gap shrinks.
On the other problem types, the trend is either less clear (JSTL), inverses towards the end
(JSP) or goes in the complete opposite direction (OSP). On the latter three types, one would
expect the heuristics to have a greater impact on the performance of the solver, provided of
course that their accuracy does not change. However, the results we will discuss next show
that this is precisely not the case.

3.4 Online Accuracy and Error Penalty

In the following part, we only focus on the relevant choices and analyze the actual online
accuracy of the heuristics presented in Figure 5. As expected, random has a constant accuracy
of 50% all the time on all four problem types. All the other heuristics on the other hand
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show a clear drop in accuracy as the gap becomes smaller. MSSG seems to suffer the least
from this problem. So apparently, the relevant choices the heuristics face become more
and more difficult over the course of the search. We hypothesize that this happens due
to an alignment between constraint propagation and value selection heuristics. In short,
constraint propagation often prunes decisions that are in line with the heuristic. Thus, when
the problem is tight and constraint propagation is strong, fewer intuitive decisions are left
to the heuristic which ultimately results in a lower accuracy. We go into more detail in
Section 3.5.

Finally, not only does the heuristic accuracy decrease with the gap, it is also lowest when
the stakes are highest. Figure 6 shows the progression of the error penalty for the different
heuristics. As expected, this penalty increases towards smaller gap values on all instances
and for all heuristics. This means that the average size of the UNSAT subtrees becomes
bigger and mistakes generally occur earlier in the search. In some cases, we can observe
an increase of about a factor of ten (MSSG on JSP or RCPSP). This observation is in line
with the theory on phase transitions [9]. There exists work on the notion of exceptionally
hard problems [35], i.e. problems that are located to the far left of the phase transition and
still are very difficult. However, we did not encounter them in our experiments. A possible
explanation for this is that their difficulty is not necessarily a property of the problems but
also depends on the algorithm and heuristics used [36].
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So even though on some instance types the percentage of relevant choices decreases as
we approach the optimum, the remaining relevant choices tend to be far more impactful.
Moreover, the error penalty also depends on the heuristics themselves. When comparing
Figure 5 and Figure 6, it becomes clear that the most accurate heuristic (MSSG except on
OSP instances) also suffers the biggest error penalty. In contrast, while the error penalty for
random also increases, it usually starts out lowest of all heuristics and ends at smaller values
than MSSG.

For the sake of completeness, we want to mention that we also did some experiments with
tempo with enabled no-good-learning. The results, however, are not accurate as discussed
in Section 2.2. We will therefore not analyze them in detail here, but they can be found in
Section A. The observations mostly coincide with those made in this chapter.

3.5 Discussion

In summary, our experiments reveal three key observations. First, while the percentage of
irrelevant choices in an UNSAT subtree (ICUs) does increase towards smaller gap values,
the percentage of relevant choices does not necessarily decrease at the same time for all
problem types. We found it to be the case on some instance types like RCPSPs and quite
the opposite on OSPs. Moreover, this effect depends on the heuristics themselves: better
heuristics tend to face more relevant choices. Second, the accuracy of all informed heuristics,
that excludes random, becomes less accurate the tighter the problem becomes. And finally,
the error penalty, i.e. the time spent in an UNSAT subtree after a wrong heuristic decision,
increases as the gap decreases. This effect is most pronounced for accurate heuristics.

These three phenomena and especially their interplay give us a better understanding of
why designing impactful generic value selection heuristics is difficult. From our results it
seems clear that the fact that the solver spends most of the time in UNSAT subtrees cannot
be the only explanation for the limited impact of these heuristics on hard instances. A
consistently accurate heuristic should be especially impactful since it would be able to avoid
the increasingly large error penalties. This would create somewhat of a positive feedback
loop. Fewer errors lead to more relevant choices that the heuristic gets mostly right given its
high accuracy which in turn leads to more relevant choices and so on. This is obviously not
the case. There are even instance types where the overall percentage of relevant choices does
not decrease, yet still the search slows down towards smaller gap values.

We therefore present an additional argument, namely that the branching choices become
increasingly non-intuitive the harder the problem gets. This degradation of the heuristic
accuracy can be clearly seen in Figure 5. Our explanation for this is that heuristic branching
choices often align with constraint propagation. For instance, the max-slack heuristic
suggests to sequence two events in a way that leaves the most slack in the timing network, i.e.
it prefers to keep large positive timing values. Notice that constraint propagation of binary
disjunctions precisely excludes any ordering decision that would lead to negative slack. In
general, the principle behind value branching is to first explore branches that are less likely to
be inconsistent and hence less likely to be pruned. Therefore, decisions pruned by constraint
propagation are overwhelmingly those that the value selection heuristic would have gotten
right anyway. As a result, when the gap decreases and the tightness of the problem increases,
constraint propagation gets stronger and is increasingly prevalent in the shape of the search
tree which ultimately means that the heuristic will more likely make the wrong decision on
the choices points that are left. Or put differently, due to the alignment with constraint
propagation, decisions that go against the intuition behind the heuristic become more likely.
Conversely, if the problem is not tight (large gap), constraint propagation is less strong and
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more easy choices that follow a clear intuition are left to the heuristic. In future work, it
would be interesting to see whether this phenomenon can be reproduced in settings where
much weaker propagation is used. In our case, it seems to arise for all heuristics, be they
relatively simple like max-slack or more complex like the GNN. A very accurate heuristic
should still get more of the difficult choices right. But given the nature of the problem, a
heuristic that accurately models an exponential number of choices is either impossible to
design or too costly to run.

The third observation, i.e. the increasing error penalty, only amplifies the effect of the
degrading accuracy. What’s most noteworthy is the fact that the penalty again depends on
the heuristic. As described previously, when the optimality gap is small, the more accurate
heuristics pay a disproportionately high price for selecting the wrong value. Our hypothesis
is that bad heuristics like random make more errors on the one hand that are easily refuted
on the other hand. In contrast, more accurate heuristics make decisions that initially seem
correct but turn out to be wrong much later in the search. In a way this effect offsets the
advantage of a high accuracy and could explain why we have yet to see a superior generic
value selection heuristic. It also gives a new perspective on reasoning about the effectiveness
of these heuristics. The fact that one heuristic is more accurate than another on paper does
not necessarily translate to a better performance in practice.

4  Conclusion and Future Work

In this paper we addressed a common belief in the literature that explains why value selection
heuristics generally have a lower impact on the performance of a CO solver than other heuristic
choices like for example variable selection. To that end we analyzed different value selection
heuristics on a set of scheduling benchmarks. In our experiments, we were able to confirm
that, when the optimality gap shrinks, the solver does spend more time in unsatisfiable
subtrees where the value ordering effectively has no impact. We also argued that this cannot
be the sole reason for the diminishing influence of value selection heuristics and presented
further interesting phenomena in our results. First, the heuristics become less accurate the
smaller the gap, most likely due to the interaction with constraint propagation that prunes

away many easy branching choices and leaves the heuristics with mostly unintuitive decisions.

What makes this worse is our second observation, namely that the penalty for selecting the
wrong value strongly increases for small optimality gaps. This means that the heuristics
fail most often when the stakes are highest. And finally, this error penalty also positively
correlates with the heuristic’s accuracy, meaning that better heuristics pay a higher price
for making mistakes. These observations, on the one hand, explain why the impact of value
selection heuristics diminishes on harder problems. On the other hand, they explain why
the gain in performance from an accurate heuristic is not necessarily as high as expected in
practice. This should be kept in mind when employing methods like ML to improve heuristic
parts of the solver. While ML has been successfully used for variable selection, using it for
value selection seems far less promising. In fact, we found that our GNN based heuristic
was unable to provide any significant advantage — or depending on the instance type any
advantage at all — over the other much simpler heuristics.

At this point we want to stress that our results neither suggest that further research on
value selection heuristics is pointless nor do they contradict works on sophisticated heuristics
like [13, 12]. We simply made some interesting observations that hopefully will help to
better understand the impact of value selection in CO problems like scheduling. To give
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some concrete advice based on our findings: if one is dealing with large industrial problem
instances where finding an optimum is futile, a clever value selection heuristic that aims to
quickly find a high quality solution may prove very effective. Conversely, if optimality is of
interest, “dumb but fast” is probably the way to go.

Finally, we acknowledge that our results are restricted to the scheduling domain and in
some parts to the solver implementation we used. Specifically, our solver tempo uses 2-way
branching and strong propagation mechanisms, and our analysis procedure only obtains
approximate results when using no-good-learning and backjumping. It should be possible to
develop an algorithm that can obtain exact results even with backjumps in order to confirm
our findings. Such a procedure surely exists, even though it might be more computationally
demanding. More importantly however, we think it would be interesting to extend our
experiments to a broader setting, i.e. general CSPs with arbitrary value domains and
different phase transitions. Our explanations for the observations made in this paper are
not directly tied to scheduling which is why we believe that similar phenomena might be
observed on different problem types as well.
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Figure 7 Mean percentage of irrelevant choices distinguished by category with no-good-learning.

Bold lines represent the percentage of ICS’s, dashed lines represent the percentage of ICUs. These
results need to be interpreted with care since the procedure detailed in Section 2.2 is not exact in
this case.
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Figure 8 Percentage of relevant choices with no-good-learning. Bold lines represent mean values,
dashed lines median values. These results need to be interpreted with care since the procedure
detailed in Section 2.2 is not exact in this case.
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Figure 9 Online accuracy results with no-good-learning. These results need to be interpreted
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Figure 10 Error penalty results with no-good-learning. Bold lines represent mean values, dashed
lines median values. These results need to be interpreted with care since the procedure detailed in
Section 2.2 is not exact in this case.
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Table 1 Instances used in all experiments.

instance type

size (# tasks)

instance names

JSP

50-500

abzb.txt, abz6.txt, abz8.txt, ft20.txt, 1la03.tx
la04.txt, 1la05.txt, la06.txt, lall.txt, lal6.tx
lal18.txt, lal9.txt, la23.txt, la2b.txt, orb03.t
orb04.txt, orb05.txt, orb06.txt, orb07.txt,

swvl9.txt, swv20.txt, ta02.txt, ta05.txt, ynOl.

t’
ts
xt,

txt

OSP

9-225

GP03-01.txt, GP03-02.txt, GP04-04.txt, GP04-08.
GP05-04.txt, GP05-10.txt, GP06-02.txt, GP06-10.
GPO7-02.txt, GPO7-03.txt, GP08-02.txt, GP08-06.
GP09-03.txt, GP09-04.txt, GP10-08.txt, GP10-09.
j3-perO-2.txt, j3-per10-1.txt, j3-per20-0.txt,
j4-perO-1.txt, j4-per20-0.txt, j4-per20-2.txt,
j5-perO-1.txt, j5-per20-0.txt, jb5-per20-1.txt,
j6-per0-0.txt, j6-perl0-1.txt, j6-per20-0.txt,
j6-per20-1.txt, j7-per0-0.txt, j7-perO-1.txt,
j7-per20-0.txt, j8-perO-1.txt, j8-per20-1.txt,
j8-per20-2.txt, tai04_04_02.txt, tai04_04_04.tx
tai04_04_06.txt, tai05_05_04.txt, tai05_05_07.t
tai05_05_08.txt, tai07_07_03.txt, tai07_07_05.t
tai07_07_06.txt, tail0_10_02.txt, tail0_10_06.t
tail0_10_07.txt, tailb_15_01.txt

txt,
txt,
txt,
txt,

t,

xt,
xt,
xt,

JSTL

36-150

car5_0_0, car5_0_2, car6_0_0,5, car6_0_10,

car7_0_10, car7_0_5, car8_0_10, car8_0_inf, £t06_0_1,

££06_0_inf, £t10_0_0, 1a01_0_0, 1a01_0_5, 1a02_
1a02_0_3, 1a03_0_1, 1a03_0_3, 1a04_0_0,5, 1a04_
1a05_0_0, 25, 1a05_0_3, 1a07_0_0,5, 1a07_0_10,

1a08_0_0,5, 1a08_0_2, 1a09_0_1, 1a09_0_10, 1al0_0_1,
lal11_0_10, lall_O_inf, 1al12_0_0, lal2_0_1, 1al3_0_0,

1la13_0_10, 1al14_0_0,5, lal4_0_1, 1al15_0_0,5,
lal5_0_inf, 1lal6_0_0,5, lal6_0_inf, 1al17_0_10,

la17_0_3, 1a18_0_10, 1a18_0_3, 1al9_0_1, 1lal9_O_inf,

1a20_0_1, 1a20_0_inf, 1la21_0_0,5, la21_0_10,

1a22_0_1, 1a22_0_10, 1a23_0_0, 1a23_0_10, la24_0_0,5,

la24_0_10, 1a25_0_0, 1a25_0_10

0_0,
0_1,

RCPSP

30

j309_1.sm, j309_2.sm, j309_3.sm, j309_4.sm,
j309_5.sm, j309_6.sm, j309_7.sm, j309_8.sm,
j309_9.sm, j309_10.sm, j3013_1.sm, j3013_2.sm,
j3013_3.sm, j3013_4.sm, j3013_5.sm, j3013_6.sm,
j3013_7.sm, j3013_8.sm, j3013_9.sm, j3013_10.sm
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