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—— Abstract

First-order model counting (FOMC) is the problem of counting the number of models of a sentence in
first-order logic. Since lifted inference techniques rely on reductions to variants of FOMC, the design
of scalable methods for FOMC has attracted attention from both theoreticians and practitioners over
the past decade. Recently, a new approach based on first-order knowledge compilation was proposed.
This approach, called CRANE, instead of simply providing the final count, generates definitions of
(possibly recursive) functions that can be evaluated with different arguments to compute the model
count for any domain size. However, this approach is not fully automated, as it requires manual
evaluation of the constructed functions. The primary contribution of this work is a fully automated
compilation algorithm, called CRANE2, which transforms the function definitions into C++ code
equipped with arbitrary-precision arithmetic. These additions allow the new FOMC algorithm to
scale to domain sizes over 500,000 times larger than the current state of the art, as demonstrated
through experimental results.
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1 Introduction

First-order model counting (FOMC) is the task of determining the number of models for
a sentence in first-order logic over a specified domain. The weighted variant, WFOMC,
computes the total weight of these models, linking logical reasoning with probabilistic
frameworks [31]. It builds upon earlier efforts in weighted model counting for propositional
logic [4] and broader attempts to bridge logic and probability [14, 16, 20]. WFOMC is central
to lifted inference, which enhances the efficiency of probabilistic calculations by exploiting
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symmetries [10]. Lifted inference continues to advance, with applications extending to
constraint satisfaction problems [25] and probabilistic answer set programming [1]. Moreover,
WFOMC has proven effective at reasoning over probabilistic databases [8] and probabilistic
logic programs [18]. FOMC algorithms have also facilitated breakthroughs in discovering
integer sequences [22] and developing recurrence relations for these sequences [6]. Recently,
these algorithms have been extended to perform sampling tasks [32].

The complexity of FOMC is generally measured by data complezity, with a sentence
classified as liftable if it admits a polynomial-time solution relative to the domain size [9].
While all sentences with up to two variables are known to be liftable [28, 30], Beame et
al. [3] demonstrated that liftability does not extend to all sentences, identifying an unliftable
sentence with three variables. Recent work has extended the liftable fragment with additional
axioms [23, 27] and counting quantifiers [12], expanding our understanding of liftability.

FOMC algorithms are diverse, with approaches ranging from first-order knowledge com-
pilation (FOKC) to cell enumeration [26], local search [15], and Monte Carlo sampling [7].
FOKC-based algorithms are particularly prominent, transforming sentences into structured
representations such as circuits or graphs. Even when multiple algorithms can solve the
same instance, FOKC algorithms are known to find polynomial-time solutions where the
polynomial has a lower degree than other approaches [6]. The recently developed ability of a
FOKC algorithm to formulate solutions in terms of recursive functions [6] is also noteworthy
since the only other proposed alternative is to guess recursive relations [2]. Notable examples
of FOKC algorithms include FORCLIFT [31] and its extension CRANE [6].

The CRANE algorithm marked a significant step forward, expanding the range of sentences
handled by FOMC algorithms. However, it had notable limitations: it required manual
evaluation of function definitions to compute model counts and introduced recursive functions
without proper base cases, making it more difficult to use. To address these shortcomings,
we present CRANE2, a fully automated FOMC algorithm that overcomes the constraints of
its predecessor. CRANE2 can handle domain sizes over 500,000 times larger than those of
previous algorithms and simplifies the user experience by automatically managing base cases
and compiling function definitions into efficient C++ programs.

The paper is structured as follows. Section 2 covers the necessary preliminaries, including
notation, terminology, and background information about (W)FOMC and FOKC. Section 3
describes all aspects of CRANE2:

its overall structure and interactions with CRANE,

how we identify a sufficient set of base cases for a recursive function,

how we construct the sentence that describes each base case, and

how we compile function definitions into a C++ program with caching mechanisms that

ensure efficiency.

Then, Section 4 presents our experimental results, demonstrating CRANE2’s performance
compared to other FOMC algorithms. Finally, Section 5 concludes the paper by discussing
promising avenues for future work.

2 Preliminaries

We begin this section by describing some notation that we will use throughout the paper.
Then, in Sections 2.1 and 2.2, we introduce the basic terminology of first-order logic and
formally define (W)FOMC. Section 2.3 provides a brief overview of the different types of
first-order logics commonly used in FOMC literature. Section 2.4 outlines the principles
of FOKC, particularly in the context of CRANE. Finally, in Section 2.5, we introduce the
algebraic terminology used to describe the output of CRANE, i.e., functions and equations
that define them.
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Notation

We use Ny to represent the set of non-negative integers. In both algebra and logic, we write
Slx1 = Y1, T2 — Ya, ..., Ty — Yp] to denote the application of a substitution to an expression
S, where all instances of x; are replaced with y; for all ¢ = 1,...,n. Additionally, for any

. 1 fa<n<b
variable n and a,b € Ny, let [a <n < b == .
0 otherwise

2.1 First-Order Logic

This section reviews the basic concepts of first-order logic used in FOKC algorithms. We focus
specifically on the format used internally by FORCLIFT and its descendants. See Section 2.4.1
for a brief overview of how CRANE2 transforms an arbitrary sentence in first-order logic into
this internal format.

A term can be either a variable or a constant. An atom can be either P(t1,...,t,) (i.e.,
P(t)) for some predicate P and terms ¢y, ...,t,,, or £ = y for some terms z and y. The
arity of a predicate is the number of arguments it takes, i.e., m in the case of the predicate
P mentioned above. We write P/m to denote a predicate along with its arity. A literal
can be either an atom (i.e., a positive literal) or its negation (i.e., a negative literal). An
atom containing no variables, only constants, is called ground. A clause is of the form
Va; € Ay. Voo € Ag... YV, € Ay, (1, 22,...,2,), where ¢ is a disjunction of literals that
contain only the variables x4, ..., z, (and any constants). We say that a clause is a (positive)
unit clause if there is only one literal with a predicate, and it is a positive literal. Finally, a
sentence is a conjunction of clauses. Throughout the paper, we will use set-theoretic notation,
interpreting a sentence as a set of clauses and a clause as a set of literals.

» Remark. Conforming to previous work [31], the definition of a clause includes universal
quantifiers for all its variables. While it is possible to rewrite the entire sentence with all
quantifiers at the front, the format we describe has proven convenient for practical use.

2.2 First-Order Model Counting

In this section, we will formally define FOMC and its weighted variant. Although this
work focuses on FOMC, computing the FOMC using CRANE2 requires using WFOMC
for sentences with existential quantifiers. For such sentences, preprocessing (described in
Section 2.4.1) introduces predicates with non-unary weights that must be accounted for to
compute the correct model count.

» Definition 1 (Structure, model). Let ¢ be a sentence. For each predicate P/n in ¢, let
(Af)?zl be a list of the corresponding domains. Let o be a map from the domains of ¢
to their interpretations as finite sets, ensuring the sets are pairwise disjoint and contain
the corresponding constants from ¢. A structure of ¢ is a set M of ground literals. It is
defined by adding to M either P(t) or —P(t) for every predicate P/n in ¢ and every n-tuple
t € [[l, o(AF). (Here, ] is the usual Cartesian product.) A structure is a model if it
makes ¢ valid.

» Example 2 (Counting bijections). Let us consider the following sentence (previously
examined by Dilkas and Belle [6]) that defines predicate P as a bijection between two
domains I" and A:
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Table 1 A comparison of the three logics used in FOMC. The 2"4-5'" columns refer to the
number of sorts, support for constants, the maximum number of variables, and supported quantifiers,
respectively. The last column lists supported atoms in addition to those of the form P(t) for a
predicate P/n and an n-tuple of terms t. Here, k and m are non-negative integers, where m depends
on the domain size, P is a predicate, and = and y are terms.

Logic Sorts Constants Variables  Quantifiers Add. atoms
FO one or more v unlimited V, 3 B =g

C? v, 3, 3=k 3k 32k

UFO? +cC ™ X two v Pl =m

(Vzel. Jye A. P(z,y)) A

(Vye A. Fx el Pz, y)) A
(Vx eT. Vy,z€ A. P(z,y) NP(z,2) =y=2)A
(Vz,z € T. Yy € A. P(z,y) A P(z,y) =z = 2).

Let o be defined as o(T") :== {1,2} and o(A) := {a,b}. Sentence (1) has two models:

» Definition 3 (WFOMC instance). A WFOMC instance comprises:
a sentence ¢,
two (rational) weights wt (P) and w=(P) assigned to each predicate P in ¢, and
o as described in Definition 1.

Unless specified otherwise, we assume all weights are equal to 1.

» Definition 4 (WFOMC [31]). Given a WFOMC instance (¢, w™,w™, o) as in Definition 3,
the (symmetric) weighted first-order model count (WFOMC) of ¢ is

> I v I w (b, 2)

Mg P(t)eM -Pt)eM

where the sum is over all models of ¢.

2.3 The Three Logics of FOMC

FOMC commonly utilises three types of first-order logic: FO, C2, and UFO? 4+ CC. Table 1
summarises the key differences among them. FO is the input format for FORCLIFT and its
extensions CRANE and CRANE2. C? is often used in the literature on FASTWFOMC and
related methods [12, 13]. (Note that no algorithm accepts C? as input.) Finally, UFO? + CC
is the input format supported by the most recent implementation of FASTWFOMC [24].
All three logics are function-free, and domains are always assumed to be finite. As usual, we
presuppose the unique name assumption, which states that two constants are equal if and
only if they are the same constant [19].

In FO, each term has a designated sort, and each predicate P/n corresponds to a
sequence of n sorts. Each sort has its corresponding domain. These assignments to sorts
are typically left implicit and follow from the quantifiers, e.g., Vz,y € A. P(x,y) implies
that the variables x and y have the same sort. On the other hand, Vo € A. Vy € . P(z,y)
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implies that = and y have different sorts, and it would be improper to write, for example,
Ve e A. Yy €T. P(z,y) Va =y. FO is also the only logic to support constants, sentences
with more than two variables, and the equality predicate. While we do not explicitly refer to
sorts in the rest of the paper, the many-sorted nature of FO is paramount to the algorithms
presented therein.

» Remark. In the case of FORCLIFT and its extensions, support for a sentence as valid
input does not imply that the algorithm can compile the sentence into a circuit or graph
suitable for lifted model counting. However, FORCLIFT compilation always succeeds on any
FO sentence without constants and with at most two variables [28, 30].

Compared to FO, C2 and UFO? + CC lack support for constants, the equality predicate,
multiple domains, and sentences with more than two variables. The advantage that C? brings
over FO is the inclusion of counting quantifiers. That is, alongside V and 3, C2 supports
3=k, 3=k and 32* for any positive integer k. For example, 3='2. ¢(x) means that there
exists ezactly one x such that ¢(x), and 352z, ¢(x) means that there exist at most two such
z. UFO? 4 CC, on the other hand, does not support any existential quantifiers but instead
incorporates (equality) cardinality constraints. For example, | P| = 3 constrains all models to
have precisely three positive literals with the predicate P. Except when stated otherwise, we
will write all example sentences in FO.

2.4 Crane and First-Order Knowledge Compilation

As our work builds on CRANE, in this section, we will briefly outline the steps CRANE goes
through to compile a sentence into a set of function definitions. We divide the inner workings
of the algorithm into two stages: preprocessing and compilation.

2.4.1 Preprocessing

This stage transforms an arbitrary sentence into the format described in Section 2.1, primarily
by eliminating existential quantifiers via a process called Skolemization [30]. For example,
the first conjunct of sentence (1), i.e.,

Veel. Jye A. P(z,y) (3)

is transformed into

(Vx eT. Z(z)) A
(VzeTl. Vye A. Z(x

)
)V P(z,y)) A (4)
(Vz el. S(x)V Z(z)) A
(VzeT. VyeA. S(z)V-P(z,y)),

where Z/1 and S/1 are two new predicates with w™(S) = —1. The idea behind Skolemization
is that the output sentence has more models, but for every additional model with a positive
weight, there is an equivalent model with a negative weight. Hence, the WFOMC of
sentences (3) and (4) is the same. Moreover, note that in this example, preprocessing
introduces some redundancy, i.e., the second and third clauses of sentence (4) could be
removed. These redundancies are handled at the beginning of the compilation process
described in Section 2.4.2.

To illustrate how Skolemization preserves the WFOMC, we let I' = {a} and A = {1,2}
and assume that w(P) = w™(P) = 1. Here, for conciseness, we omit negative literals when
writing models. Sentence (3) has three models: { P(a, 1)}, { P(a,2) }, and { P(a, 1), P(a,2) },
all with weight 1, so the WFOMC is 3. Sentence (4) has the following models:
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The first model has a weight of -1 because w™(S) = —1, while all the other models have a
weight of 1. Hence, the WFOMC is 4 — 1 = 3.

2.4.2 Compilation

After preprocessing, CRANE compiles the sentence into the triple (£, F, D), where £ is the
set of equations, and F and D are auxiliary maps. F maps function names to sentences in
such a way that the evaluation of the former corresponds to the FOMC of the latter. D maps
function names and argument indices to domains. The equations in £ can define an arbitrary
number of functions, one of which (which we will always denote as f) represents the solution
to the FOMC problem. Computing the FOMC for specific domain sizes involves invoking f
with those sizes as inputs. D records this correspondence between function arguments and
domains.

» Example 5. CRANE compiles sentence (1) for bijection counting into

Fmmy =3 (7)o tattm),

=0 )
glym)=) [0<k< 1](21)9(1—1,771—1@)
k=0
D={(f,1)~T,(f,2)— A (9,1) AT (g,2) =T},

where AT is a newly introduced domain. (We omit the definition of F as the sentences can
become quite verbose.) To compute the number of bijections between two sets of cardinality
3, one would evaluate f(3,3); however, the definition of ¢ is incomplete: ¢ is a recursive
function presented without any base cases. D encodes that in f(m,n), m and n represent
IT'| and |A|, respectively. Similarly, in g(I,m), | represents |AT|, and m represents |T'|.

Compilation is performed primarily by applying (compilation) rules to sentences. CRANE
has two modes depending on the selection process for compilation rules when multiple
alternatives are available. The first option is to use greedy search: there is a list of rules, and
the first applicable rule is the one that gets used, disregarding all the others. The second
option is to use a combination of greedy and breadth-first search (BFS). In this approach, we
classify each compilation rule as greedy or non-greedy. Greedy rules are applied as soon as
possible at any stage of the compilation process, while BF'S is executed over all applicable
non-greedy rules, identifying the solution that necessitates the smallest number of non-greedy
rules.

2.5 Algebra

In this paper, we use both logical and algebraic constructs. While the rest of Section 2 focused
on the former, this section describes the latter. We write expr for an arbitrary algebraic
expression. In the context of algebra, a constant is a non-negative integer. Likewise, a
variable can either be a parameter of a function or a variable introduced through summation,
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CRANE2

1) —;»CCompileWithBaseCases)—g> Compile to C++

T N
p NN
, I NN

v 1 N S~ <
USGS/ .7 uses : uses™ S~ uses
L, ~ ~

I N ~ .

L7 v N S <
(CRAN)E) (FindBaseCases) (Pr;pagateD CSimplify)

Y

> C++ code ——— Answer

Domain sizes

Figure 1 Using CRANE2 to compute the model count of a sentence ¢. First, CRANE2 compiles ¢
into a set of equations, which form the basis for creating a C++ program. Executing the program

with different command line arguments calculates the model count of ¢ for various domain sizes.

To accomplish this, the CompileWithBaseCases procedure employs CRANE, algebraic simplification
techniques (denoted as Simplify), and two other auxiliary procedures.

such as 7 in the expression Y ., expr. A function call is f(z1,...,2,) (or f(x) for short),
where f is an n-ary function, and each x; is an algebraic expression consisting of variables and
constants. A (function) signature is a function call that contains only variables. Given two

function calls, f(x) and f(y), we say that f(y) matches f(x) if z; = y; whenever z;,y; € No.

An equation is f(x) = expr, where f(x) is a function call.

» Definition 6 (Base case). Let f(x) be a function call where each x; is either a constant or
a variable. Then the function call f(y) is a base case of f(x) if f(y) = f(x)o, where o is a
substitution that replaces one or more variable x;’s with a constant while leaving constants
unchanged.

» Example 7. In the equation f(m,n) = f(m —1,n) + nf(m — 1,n — 1), the only constant
is 1, and the variables are m and n. The equation contains three function calls: one on the
left-hand side (LHS) and two on the right-hand side (RHS). The function call on the LHS is
a signature. Function calls such as f(4,n), f(m,0), and f(8,1) are all considered base cases
of f(m,n) (only some of which are useful).

3 Technical Contributions

Figure 1 provides an overview of CRANE2’s workflow. We will briefly describe and motivate
each procedure before going into more detail in the corresponding subsection.
CompileWithBaseCases (see Section 3.1), the core procedure of CRANEZ2, is responsible

for completing the function definitions produced by CRANE with the necessary base cases.

To do so, it may recursively call itself (and CRANE) on other sentences. We prove that the
number of such recursive calls is upper bound by the number of domains.

Section 3.1 also describes the Simplify procedure for algebraic simplification. It is crucial
for simplifying, e.g., a sum of n terms, only some of which are non-zero. More generally, the
equations returned by CRANE often benefit from easily detectable algebraic simplifications
such as 0 - anything = 0 and anything” = 1. Note that the latter includes 0° = 1, as 1 is the
multiplicative identity.

FindBaseCases (described in Section 3.2) inspects a set of equations to identify a sufficient
set of base cases for a given set of equations. We prove that the returned set of base cases
ensures that the evaluation of the resulting function definitions will never get stuck in an
infinite loop.

18:7
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Algorithm 1 CompileWithBaseCases(¢).

Input: sentence ¢

Output: set £ of equations

(€, F,D) + CRANE(¢);

€ + Simplify(&);

foreach base case f(x) € FindBaseCases(&) do
¥ < F(f);
foreach index i such that x; € Ny do ¢ < Propagate (¢, D(f,1), x;);
€ < £ U CompileWithBaseCases ());

[ 3 BNV VI

Section 3.3 introduces the Propagate procedure, which takes a sentence ¢, a domain
A, and n € Ny. It returns ¢ transformed under the assumption that |A| = n, with n
new constants added and all variables quantified over A eliminated. For example, when
computing a base case such as f(0,y), Propagate will significantly simplify ¢ with the
assumption that the domain associated with the first parameter of f (i.e., D(f,1)) is empty.
CompileWithBaseCases (Propagate (¢, D(f,1), 0)) will then return the equations for the
base case f(0,y).

Section 3.4 describes a new smoothing procedure that ensures Propagate preserves
the correct model count. Smoothing is a well-known technique in knowledge compilation
algorithms for propositional model counting [5]. Although FOMC algorithms have used
smoothing before [31], our setting requires a novel approach.

With the help of other procedures outlined above, CompileWithBaseCases returns a set
of equations that fully cover the base cases of all recursive functions. While these equations
can be intriguing and valuable in their own right, users of FOMC algorithms typically expect
a numerical answer. Thus, Section 3.5 describes how CRANE2 compiles these equations into
a C++ program that one can execute with different command-line arguments to compute
the model count for various combinations of domain sizes.

3.1 Completing the Definitions of Functions

Algorithm 1 presents our overall approach for compiling a sentence into equations that
include the necessary base cases. First, we use CRANE to compile the sentence into three
components: £, F, and D (as described in Section 2.4.2). After some algebraic simplifications
(described below), the algorithm passes £ to the FindBaseCases procedure (see Section 3.2).
For each base case f(x), we retrieve the sentence F(f) associated with the function name f
and simplify it using the Propagate procedure (explained in detail in Section 3.3). We do
this by iterating over all indices of x, where x; is a constant, and using Propagate to simplify
¥ by assuming that domain D(f, ) has size z;. Finally, on line 6, CompileWithBaseCases
recurses on these simplified sentences and adds the resulting base case equations to £.

Simplify

The main responsibility of the Simplify procedure is to handle the algebraic pattern
Yo _ola <m < b f(m). Here, n is a variable, a and b are constants, and f is an expression
that may depend on m. Simplify transforms this pattern into f(a) + f(a +1) +--- +

f(min{n,b}).
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» Example 8. We return to the bijection-counting problem from Example 2 and its initial
solution described in Example 5. Simplify transforms

glm) =30 <k <1] (Z’j)w CLm— k)

k=0

into
g(l,m) =g(l —1,m) +mg(l —1,m —1).

Then FindBaseCases identifies two base cases: g¢(0,m) and g¢(1,0). In both cases,
CompileWithBaseCases recurses on the sentence F(g) simplified by assuming that one
of the domains is empty. In the first case, we recurse on the sentence Va € I'. S(z) V =S(x),
where S is a predicate introduced by preprocessing with weights w™(S) =1 and w™(S) = —1.
Hence, we obtain the base case g(0,m) = 0™. In the case of ¢(I,0), Propagate (¢, T, 0)
returns an empty sentence, resulting in g(I,0) = 1. While these base cases overlap when
I =m = 0, they remain consistent since 0° = 1.

Generally, let ¢ be a sentence with two domains I' and A, and let n,m € Ny. Then the
FOMC of Propagate (¢, A, n), assuming |I'| = m, is the same as the FOMC of Propagate (¢,
T, m), assuming |A| = n.

Although CompileWithBaseCases starts with a call to CRANE, the proposed algorithm
is not merely a post-processing step for FOKC because Algorithm 1 is recursive and can
issue additional calls to CRANE on various derived sentences. We conclude this section by
bounding the recursion depth of the CompileWithBaseCases procedure, thereby also proving
that the algorithm terminates.

» Theorem 9. Let ¢ be a sentence with n domains. The mazimum recursion depth of
CompileWithBaseCases(¢) is then n.

The proof of this theorem relies on two observations regarding the algorithms presented
in Sections 3.2 and 3.3.

» Observation 10. Each base case returned by FindBaseCases contains at least one constant
(in line with Definition 6).

» Observation 11. For any sentence ¢, domain A, and n € Ny, Propagate (¢, A, n) returns
a sentence with no variables quantified over A.

Proof. We proceed by induction on n. If n = 0, then ¢ is essentially a propositional
formula, and CRANE compiles it into an equation of the form f = expr with no “function
calls”. Suppose that — for all sentences with at most n domains — CompileWithBaseCases
terminates with a recursion depth of at most n. Let ¢ be a sentence with n + 1 domains. By
Observation 10, each base case on line 3 of Algorithm 1 has at least one constant. Therefore,
by Observation 11, after line 5, the sentence 1 has at most n domains. Thus, line 6 terminates
with a recursion depth of at most n by the inductive hypothesis, completing the inductive
proof. |

3.2 Identifying a Sufficient Set of Base Cases

Algorithm 2 summarises the implementation of FindBaseCases. It considers two types of
arguments when a function f calls itself recursively: constants and arguments of the form
x; — ¢;. When the argument is a constant ¢;, line 5 adds a base case with ¢; to the set of all
base cases B. In the second case, line 7 adds a base case to B for each constant from 0 to
(but not including) c¢;.

18:9
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Algorithm 2 FindBaseCases(E).

Input: set £ of equations
Output: set B of base cases
1 B+ 0;
2 foreach function call f(y) on the RHS of an equation in € do
x < the parameters of f in its definition;
foreach y; € y do
if y; € Ng then B < BU{ f(x)[z; — vi] };
else if y; = x; — ¢; for some ¢; € Ny then
L for j <~ 0toc;—1do B+ BU{f(x)[z; — j]};

N O ;s ®

» Example 12. Consider the recursive function g from Example 5. FindBaseCases iterates
over two function calls: g(I —1,m) and g(I — 1,m — 1). The former produces the base case
g(0,m), while the latter produces both ¢g(0,m) and g(I,0).

In the rest of this section, we will show that the base cases identified by FindBaseCases
are sufficient for the algorithm to terminate.’

» Theorem 13. Let £ denote the set of equations returned by CompileWithBaseCases, and
let f be one of the functions defined in E. The evaluation of f(x) terminates for any tuple x
of mon-negative integers (of appropriate length).

We prove Theorem 13 using double induction. First, we apply induction to the number
of functions in €. Then, we use induction on the arity of the “last” function in £ according
to a topological ordering. Before proving Theorem 13, we make a few observations that are
immediate consequences of this and previous work [6, 31].

» Observation 14. For each function f, there is precisely one equation e € £ with f(x)
on the LHS where all x;’s are variables (i.e., e is not a base case). We refer to e as the
definition of f.

» Observation 15. There is a topological ordering (f;), of all functions in € such that
equations in € with f; on the LHS do not contain function calls to f; with j > 1.

Observation 15 prevents mutual recursion and other cyclic scenarios. It arises from the
timeline of FOKC and the fact that, while constructing a graph, the algorithm cannot draw
an edge to a vertex that does not yet exist.

» Observation 16. For each equation (f(x) = expr) € £, the evaluation of expr terminates
when provided with the values of all relevant function calls.

Indeed, each expr is defined by a node type, all of which are finite computations listed in
previous work [6, 28, 31].

» Corollary 17. If f is a non-recursive function with no function calls on the RHS of its
definition, then the evaluation of any function call f(x) terminates.

1 Note that characterising the fine-grained complexity of the solutions found by CRANE2 or other FOMC
algorithms is an emerging area of research. These questions have been partially addressed in previous
work [6, 24] and are unrelated to the goals of this section.
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» Observation 18. For each equation (f(x) = expr) € &, if x contains only constants, then
expr cannot include any function calls to f.

Additionally, we introduce an assumption about the structure of recursion.

» Assumption 19. For cach equation (f(x) = expr) € &, every recursive function call
f(y) € expr satisfies the following:

each y; is either x; — c; or ¢; for some constant c; and

there exists © such that y; = x; — ¢; for some ¢; > 0.

Finally, we assume a particular order of evaluation for function calls using the equations
in &; specifically, base cases precede the recursive definition.

» Assumption 20. When multiple equations in £ match a function call f(x), preference is
given to the equation with the most constants on its LHS.

With the observations and assumptions mentioned above, we are ready to prove The-
orem 13. For readability, we divide the proof into several lemmas of increasing generality.

» Lemma 21. Assume that € consists of just one unary function called f. Then the evaluation
of f(x) terminates for any x € Np.

Proof. If f(z) matches a base case, then its evaluation terminates by Corollary 17 and Ob-
servation 18. If f is not recursive, the evaluation of f(x) also terminates by Corollary 17.
Otherwise, let f(y) be an arbitrary function call on the RHS of the definition of f(z). If
y is a constant, then there is a base case for f(y). Otherwise, let y =  — ¢ for some ¢ > 0.
Then there exists k € Ny such that 0 < z — kc < ¢ — 1. So, after k iterations, the sequence
of function calls f(z), f(x — ¢), f(z — 2¢), ... will match the base case f(x mod c). <

» Lemma 22. Generalising Lemma 21, let £ be a set of equations for one n-ary function f
for some n > 1. The evaluation of f(x) terminates for any x € Nj.

Proof. If f is non-recursive, the evaluation of f(x) terminates by previous arguments. We
proceed by induction on n, with the base case of n = 1 handled by Lemma 21. Assume that
n > 1. Any base case of f can be seen as a function of arity n — 1 since one of the parameters
is constant. Thus, the evaluation of any base case terminates by the inductive hypothesis.
It remains to show that the evaluation of the recursive equation for f terminates, but this
follows from Observation 16. <

Now that we have handled the special case when £ defines one function, we are ready to
prove the main theorem.

Proof of Theorem 13. We proceed by induction on the number of functions n. The base
case of n = 1 is handled by Lemma 22. Let (f;);—, be some topological ordering of these
n > 1 functions. If f = f; for j < n, then the evaluation of f(x) terminates by the inductive
hypothesis since f; cannot call f, by Observation 15. Using the inductive hypothesis that
all function calls to f; (with j < n) terminate, the proof proceeds similarly to the proof of
Lemma 22. |
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Algorithm 3 Propagate(¢, A, n).

Input: sentence ¢, domain A, n € Ny
Output: sentence ¢’

1 ¢+ 0

2 if n =0 then

3 foreach clause C' € ¢ do
4 if A ¢ Doms(C) then ¢' < ¢’ U{C };
5 else
6 C'«{leC|A¢Doms(l)};
7 if ¢’ # () then
8 [ < an arbitrary literal in C’;
. Uw’u{cw{ﬁ}};
10 else
11 D + a set of n new constants in A;
12 foreach clause C' € ¢ do
13 (z;);~, + the variables in C' with domain A;
14 if m=0then ¢/ + ¢ U{C}
15 else ¢/ < ¢ U{Clz1 = c1,...,xm — ] | (¢i)j, € D™}

3.3 Propagating Domain Size Assumptions

Algorithm 3, called Propagate, modifies the sentence ¢ based on the assumption that |A| = n.
When n = 0, some clauses become vacuously satisfied and can be removed. When n > 0,
partial grounding replaces all variables with domain A with constants. (None of the sentences
examined in this work had n > 1.) Algorithm 3 handles these two cases separately. For a
literal or clause C, we write the set of corresponding domains as Doms(C'). In the case of
n = 0, there are three types of clauses to consider:

1. those that do not mention A,

2. those in which every literal contains variables quantified over A and

3. those with some literals containing such variables and some without.

We transfer clauses of Type 1 to the new sentence ¢’ without any changes. For clauses of
Type 2, C’ is empty, so these clauses are filtered out. As for clauses of Type 3, lines 7-9
perform a new kind of smoothing, the explanation of which we defer to Section 3.4.

In the case of n > 0, n new constants are introduced. Let C' be an arbitrary clause in ¢,
and let m € Ny be the number of variables in C' quantified over A. If m = 0, C is added
directly to ¢’. Otherwise, a clause is added to ¢’ for every possible combination of replacing
the m variables in C' with the n new constants.

» Example 23. Let C =Vz €. Vy,z € A. =P(z,y)V -~P(z,z)Vy = z. Then Doms(C) =
Doms(—P(z,y)) = Doms(—P(z,2)) = {IA}, and Doms(y = z) = {A}. A call to
Propagate({C'}, A, 3) would result in the following sentence with nine clauses:

(Vz €. =P(x,c1)V-P(x,c1) Ver =¢1) A
(Vx € T. =P(x,c1)V-P(xz,03) Vep =ca) A

(Vz €. =P(x,c3)V-P(x,c3) V cg = c3).

Here, c1, c2, and c3 are the new constants.
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3.4 Smoothing the Base Cases

Smoothing modifies a circuit to reintroduce eliminated atoms, ensuring the correct model

count [5, 31]. This section describes a similar process performed on lines 7-9 of Algorithm 3.

Line 7 checks if smoothing is necessary, and lines 8 and 9 execute it. If the condition on
line 7 is not satisfied, the clause is not smoothed but omitted.

Suppose CompileWithBaseCases calls Propagate with arguments (¢, A, 0), i.e., we are
simplifying the sentence ¢ by assuming that the domain A is empty. Informally, if there is a
predicate P in ¢ unrelated to A, smoothing preserves all occurrences of P, even if all clauses
with P become vacuously satisfied.

» Example 24. Let ¢ be

(Vx e A. Vy,z€T. Q(z)V Py, 2)) A (5)
(Vy,z e I'. P(y,2)), (6)

where IV C T is a domain introduced by a compilation rule. Note that P, as a relation, is a
subset of I' x I

Now, let us reason manually about the model count of ¢ when A = (). Predicate Q can
only take one value, @ = ). The value of P is fixed over IV x IV by clause (6), but it can vary
freely over (I'xT")\ (I” x I'") since clause (5) is vacuously satisfied by all structures. Therefore,
the correct FOMC should be 2/T1°=I""1* " However, without line 9, Propagate would simplify
¢ toVy,z € T'. P(y,z). In this case, P is a subset of I'" x I". This simplified sentence has
only one model: { P(y,z) | y,z € I }. By including line 9, Propagate transforms ¢ to

(Vy, 2 €T\ P(y,2) V=P(y,2)) A (Vy, 2 €T". P(y,2)),
which retains the correct model count.

It is worth mentioning that the choice of [ on line 8 of Algorithm 3 is inconsequential
because any choice achieves the same goal: constructing a tautological clause that retains
the literals in C’.

3.5 Generating C++ Code

In this section, we will describe the final step of CRANE2 as outlined in Figure 1, i.e.,
translating the set of equations £ into C++ code. (Note that the compilation does not
rely on any unique features of C++; the equations could easily be compiled into any other
programming language.) Recall that this step is crucial for the usability of the algorithm;
otherwise, function definitions would remain purely mathematical, with no convenient way
to compute the model count for particular domain sizes. Once a C4++ program is produced,
it can be executed with different command-line arguments to determine the model count of
the sentence for various domain sizes. A typical C++ program for one of the benchmarks
in Section 4 contains about 80-100 lines of code. Moreover, although we focus on FOMC
in this work, support for WFOMC could easily be added by using floating-point numbers
instead of integers.

See Algorithm 4 for the typical structure of a generated C++ program. Each equation in
& turns into a C++ function with a separate cache for memoisation. Hence, Algorithm 4
has a function and a cache for f(-,-), g(-,-), g(-,0), and ¢(0, ). The implementation of an
equation consists of three parts. First (on line 5), we check if the arguments already exist in
the corresponding cache. If they do, we return the cached value. Second (on lines 6 and 7),
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Algorithm 4 A sketch of the C++ program for the equations in Example 5, particularly
highlighting the recursive definition of the function g.

1 initialise Cachey(g ), Cachey( 0y, Cachey, and Cachey;
2 Function gon,(m): ...

3 Function g;o(0): ...

4 Function g(I,m):

5 if (I,m) € Cachey then return Cache,(l, m);

if [ = 0 then return go ,(m);

if m = 0 then return g, o(1);
rg(l—1,m)+mg(l —1,m—1);

Cachey (I, m) « r;

10 return r;

© w N O

11 Function f(m,n): ...

12 Function Main:

13 (m,n) + ParseCommandLineArguments();
14 L return f(m,n);

we check if the arguments match any of the base cases (as defined in Section 2.5). If so,
we redirect the arguments to the C++ function for that base case. Finally, if none of the
above cases applies, we evaluate the arguments based on the expression on the RHS of the
equation, store the result in the cache, and return it.

4 Experimental Evaluation

Our empirical evaluation sought to compare the runtime performance of CRANE2 with the
current state of the art, namely FASTWFOMC? [24, 26] and FORCLIFT®. Our experiments
involved two versions of CRANE2: CRANE2-GREEDY and CRANE2-BFS. Like its predecessor
(see Section 2.4.2), CRANE2 has two modes for applying compilation rules to sentences: one
that uses a greedy search algorithm similar to FORCLIFT and another that combines greedy
and BFS.

The experiments used an Intel Skylake 2.4 GHz CPU with 188 GiB of memory and
CentOS 7. We used the Intel C++ Compiler 2020u4 for C++ programs, Julia 1.10.4
for FASTWFOMC, and the Java Virtual Machine 1.8.0 201 for FORCLIFT and CRANE2.
Although implemented in different languages, CRANE2 and FASTWFOMC use the same
GNU Multiple Precision Arithmetic Library for arbitrary-precision arithmetic. Additionally,
while FORCLIFT could be extended to support arbitrary-precision arithmetic, its compilation
rules are not extensive enough to handle some of the benchmarks.

We ran each algorithm on each benchmark using domains of size 2!, 22,23, and so on until
an algorithm failed to handle a domain size due to a timeout (of one hour) or out-of-memory
or out-of-precision errors. We verified the accuracy of the numerical answers using the
corresponding integer sequences in the On-Line Encyclopedia of Integer Sequences [17].

2 https://github.com/jan-toth/FastWFOMC. j1
3 https://github.com/UCLA-StarAIl/Forclift
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4.1 Benchmarks

We compare these algorithms using three benchmarks from previous work. The first bench-
mark is the bijection-counting problem from Example 2. The second benchmark is a variant
of the well-known Friends & Smokers Markov logic network [21, 29], which takes the form of

(Vz,y € A. S(z) ANF(z,y) = S(y)) A(Vz € A. S(z) = C(x)).

In this sentence, we have three predicates, S, F, and C, that denote smoking, friendship,
and cancer, respectively. The first clause states that friends of smokers are also smokers, and
the second clause asserts that smoking causes cancer. Common additions to this sentence
include making the friendship relation symmetric and assigning probabilities to each clause.
Finally, we include the function-counting problem [6]

(Vzxel. Jye A. P(z,y)) N(Vz eT'. Vy,z € A. P(z,y) NP(z,2) = y=2) (7)

as our third benchmark. Here, predicate P represents a function from I'" to A. The first
clause asserts that each z must have at least one corresponding y, while the second clause
ensures the uniqueness of such a y.

» Remark. We formulate the Bijections and Functions benchmarks using two domains, I'
and A, as this formulation is known to help FOKC algorithms find efficient solutions [6]. To
compare CRANE2 and FORCLIFT with FASTWFOMC, which has no support for multiple
domains, we set |I'| = |A].

Our Benchmarks in C2 and UFO? + CC

For completeness and reproducibility, let us translate the benchmark sentences from FO to
C2 and UFO? + CC. Since Friends & Smokers is a relatively simple sentence, it remains the
same in C2 and UFO? + CC. For Functions, in C2, one would write

Ve e A Ty e A P(x,y).
In UFO? + CC, the equivalent formulation is
(Vz,y € A. S(z) vV =P(z,y)) A ([P = |A]), (8)

where w™(S) = —1. Although sentence (8) has more models than its counterpart in C2, the
negative weight w=(S) = —1 causes some of the terms in the definition of WFOMC to cancel
out. The translation of Bijections is similar to that of Functions. In C2, one could write

(Ve € A. =y € A. P(z,y)) A(Vy € A. T=lz € A P(z,y)).
Similarly, in UFO? + CC, the equivalent formulation is
(Vz,y € A. R(z) V ~P(x,y)) A (Vo,y € A. S(z) vV =Py, z)) A (|P| = |A]),

where w™(R) =w (S) = —1.

The three benchmarks cover a wide range of possibilities. The Friends € Smokers
benchmark uses multiple predicates and only two variables without employing any constructs
specific to only one of the (W)FOMC algorithms. The Functions benchmark, on the other
hand, can still be handled by all the algorithms, but its formulation relies on algorithm-specific
constructs. Namely, for FORCLIFT and CRANE2, the sentence is written using three variables.
Since FASTWFOMC supports at most two variables, we rewrite the sentence (7) with two
variables and a cardinality constraint. Lastly, the Bijections benchmark is an example of a
sentence that FASTWFOMC can handle but FORCLIFT cannot.
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Figure 2 The (total) runtime of the algorithms as a function of domain size. Note that both
axes are on a logarithmic scale.

Table 2 The compilation times of FOKC algorithms, sorted in ascending order.

Algorithm Benchmark Compilation time (s)
FORCLIFT Functions 0.44
Friends € Smokers 0.52
Friends & Smokers 2.20
CRANE2-GREEDY Functions 2.36
Friends & Smokers 2.23
CRANE2-BF'S Functions 2.53
Bijections 7.70

4.2 Results

Figure 2 presents a summary of the experimental results. Only FASTWFOMC and CRANE2-
BF'S could handle the bijection-counting problem. For this benchmark, the largest domain
sizes these algorithms could accommodate were 64 and 4096, respectively. On the other
two benchmarks, FORCLIFT had the lowest runtime. However, since it can only handle
model counts smaller than 23!, it only scales up to domain sizes of 16 and 128 for Friends &
Smokers and Functions, respectively. FASTWFOMC outperformed FORCLIFT in the case
of Friends € Smokers, but not Functions, as it could handle domains of size 1024 and 64,
respectively. Furthermore, both CRANE2-BFS and CRANE2-GREEDY performed similarly on
both benchmarks. Similarly to the Bijections benchmark, CRANE2 significantly outperformed
the other two algorithms, scaling up to domains of size 8192 and 67,108,864, respectively.

One might notice that the runtime of FASTWFOMC and FORCLIFT is slightly higher for
the smallest domain size. This peculiarity is the consequence of just-in-time (JIT) compilation.
As CRANE2 is only run once per benchmark, we include the JIT compilation time in its
overall runtime across all domain sizes. Additionally, Table 2 summarises the compilation
time of each FOKC algorithm on each suitable benchmark. While the compilation time of
FORCLIFT is generally lower compared to CRANE2, neither significantly affects the overall
runtime.

Based on our experiments, which algorithm should one use in practice? If FORCLIFT can
handle the sentence and the domain sizes are reasonably small, it is likely the fastest algorithm.
In other situations, CRANE2 will likely be significantly more efficient than FASTWFOMC
regardless of domain size, provided both algorithms can handle the sentence.
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5 Conclusion and Future Work

In this work, we have presented a scalable, automated FOKC-based approach to FOMC.
Our algorithm involves completing the definitions of recursive functions and subsequently
translating all function definitions into C++ code. Empirical results demonstrate that
CRANE2 can scale to larger domain sizes than FASTWFOMC while supporting a wider
range of sentences than FORCLIFT. The ability to efficiently handle large domain sizes is
particularly crucial in the weighted setting, as illustrated by the Friends & Smokers example,
where the model captures complex social networks with probabilistic relationships. Without
this scalability, these models would have limited practical value.

Future directions for research include conducting a comprehensive experimental com-
parison of FOMC algorithms to better understand their comparative performance across
various sentences. The capabilities of CRANE2 could also be characterised theoretically, for
example, by proving completeness for logic fragments liftable by other algorithms [12, 23, 27].
Additionally, the efficiency of FOMC algorithms can be further analysed using fine-grained
complexity, which would provide more detailed insights into the computational demands of
different sentences.
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