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Abstract
The prevalence of 3D city models in urban applications is increasing due to their lightweight and
flexibility, making them adaptable to various applications. However, effective data interoperability
remains an issue. Managing 3D city models within a database can improve urban data management
applications such as data enrichment and efficient querying. Motivated by the need for better
interoperability of 3D city models, this paper proposes a novel method for storing CityJSON using
the concept of a multi-model graph database as a foundation for enriching its semantics. The
proposed approach involves decomposing CityJSON objects into smaller JSON components, which
are then abstracted into graph elements. Parent-child and other relationship attributes are modelled
to capture the hierarchical and associative structures of the CityJSON data. A specific programme is
employed to preprocess CityJSON data based on several conditions before being loaded into the graph
database. Our multi-model approach allows three types of queries: document, graph, and hybrid.
The latter combines both document and graph query. Comparative evaluation against relational
databases demonstrates that the proposed method outperforms in terms of query performance. The
improved query performance is attributed to the advantage of graph database that reduces the need
for joins and the ability to efficiently index and navigate JSON data. The findings of this study
establish a foundation for semantic enrichment of 3D city models to improve interoperability and
support advanced urban data management.
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1 Introduction

Urban management reliance on 3D city models has grown steadily in recent years, driven by
their role in various urban applications such as energy demand modelling, indoor navigation,
and sustainability studies [27]. A virtual representation of city and urban data is required
for meeting the demands of modern urban applications to enable effective decision-making,
efficient resource allocation, and adept strategic planning [28, 10, 19]. 3D city models are
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primarily developed to visualise and represent urban objects [26, 14]. However, they can be
stored in a database for advanced querying, analysis, and integration of urban objects with
associated urban data.

CityJSON is a 3D city model format encoded in JSON, which serves as an exchange
format for CityGML [12]. It carries most of the schema exists in CityGML, allowing it to
represent urban objects, such as buildings, bridges, vegetation, and city furniture, in 3D and
multiple Level of Details (LoD). CityJSON is also capable of storing attributes based on their
data structure. Their data structure adopts a hierarchical and nested design that enables
clear parent-child relationships among urban objects. This organisation allows the attributes,
geometries, and semantic information to be assigned directly to their corresponding urban
objects. However, their structure can get heavily nested where querying information from the
whole document would be complex and inefficient. Therefore, decomposing their structure
into a more readable and less nested approach is a more intuitive method.

Research into storing 3D city models has explored both relational (RDBMS) and non-
relational (NoSQL) databases. In RDBMS, 3D city model components are typically stored
in tabular formats, with relationships like parent-child are handled through additional tables.
This structure introduces limitations due to the reliance on numerous joins, which reduce
efficiency and increase query complexity [16]. RDBMS also lacks native support for hierarchies
and inheritance, making it less suited for representing real-world urban objects and their
complex relationships [33, 5]. Consequently, relational databases struggle with object-oriented
representations and nested structures, leading to inefficiencies in querying 3D city model
data [4]. The lack of flexibility to represent 3D urban data in an object-oriented manner is
thus open for further research. Moreover, object-oriented approaches have been recognised
for effectively modelling complex relationships in 3D GIS, supporting urban applications and
enabling detailed structural analyses [33, 21, 11].

NoSQL databases have also been explored as a replacement to address RDBMS limitations,
particularly regarding inflexible schema. They are capable of structuring information using
object-oriented approach, which allows for modelling hierarchies and inheritance relationships.
This capability is highly relevant for managing 3D urban data that involves deep hierarchies
and complex information associations [24]. Document-based and graph-based databases have
been used to store 3D city models, with data decomposition being a common method of data
insertion. CityJSON, which is encoded in the JSON format, further facilitates data insertion
into NoSQL databases like MongoDB and ArangoDB as they readily accept data in JSON
format. This compatibility reduces the need for data format conversion as CityJSON can be
stored directly in its native format. However, storing CityJSON as a whole before unnesting
its components is cumbersome as it will further complicate querying and analysis.

This study addresses the limitations of storing CityJSON in relational databases, par-
ticularly the challenges of handling its nested structure and object-oriented modelling, by
using ArangoDB, a multi-model graph database. CityJSON components are decomposed
and stored as documents, which also serve as nodes in a Labelled Property Graph (LPG)
structure. Relationships are modelled to reflect parent-child hierarchies and the inheritance
of geometry and semantic attributes, while attributes themselves are represented as edges
linked to their respective City Objects. This graph-based transformation emphasises semantic
decomposition over geometric detail and offers improved query performance compared to
relational models.
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2 Related Works

CityJSON is a lightweight 3D city model exchange format for CityGML designed to enhance
the interoperability of 3D city models. Its JSON-based encoding simplifies storage and parsing
compared to the XML-based CityGML format, which is more verbose and often complicated
to handle. The lightweight nature of CityJSON makes it preferred by programmers due to
reduced complexity when building applications around it [12].

Furthermore, JSON is a human and machine-readable format that simplifies the process
of data manipulation and information retrieval. This makes CityJSON more accessible
for integration with web applications, APIs, and databases that inherently support JSON.
CityJSON widespread compatibility reduces some challenges in its various applicability,
which ultimately improves the usability and interoperability of 3D city models across many
urban applications. This practical advantage underlines CityJSON as a logical, more intuitive
choice to improve the interoperability and utility of 3D city model data.

When storing information in a DBMS, relational databases are typically the first choice
following their widespread use and more functionality. 3DCityDB [29] is a relational database
schema designed specifically to store OGC-standard 3D city models. It is built based on
spatially enhanced relational databases of either PostgreSQL with PostGIS extension or Oracle
Spatial. 3DCityDB provides several functionalities including storing, managing, visualising,
analysing, and exporting 3D city models in CityGML format. The initial development of
3DCityDB did not offer support for CityJSON; however, subsequent developments introduced
the capability to import and export CityJSON. Another relational database solution to store
CityJSON is CityREST [13], which is a RESTful API designed to stream CityJSON datasets
over the web. It is built on top of PostgreSQL, which offers several key functionalities
like retrieving city objects, filtering city objects within a specified bounding box, and data
filtering. A more recent approach is CJDB, which is a relational database schema designed for
storing CityJSON built on top of PostgreSQL. It is developed as a more efficient alternative
to the 3DCityDB schema for storing and managing CityJSON data. Unlike 3DCityDB,
CJDB significantly reduces the large number of tables required to store similar datasets.
This design simplifies data management, which in turn reduces memory usage [17].

Concerns have been raised by [1] towards the unsuitability of RDBMS for storing OGC
standard data models due to the risk of impedance mismatch. This issue arises when
attempting to map object-oriented data models into relational schemas can potentially lead
to the loss of critical information or relationships. Despite its extended capabilities, ORDBMS
still depends on table joins, making it less suited for modelling the hierarchical structure
of 3D city models. For instance, representing parent-child relationships requires additional
tables and duplicating City Objects as foreign keys, which increases complexity and reduces
performance. In contrast, LPG-based graph databases handle such hierarchies more intuitively
by directly linking nodes without duplication, offering better node reusability and efficiency.
Moreover, storing and querying JSON data in relational databases involves specialised
operations that degrade performance as data size and complexity grow. Furthermore,
the storage and querying of JSON-based data in relational databases require specialised
operations. These operations may impact query performance, particularly as the complexity
and size of the data increase.

Existing solutions point towards the use of NoSQL databases that are object-oriented
to store information and relationships more efficiently than relational database that lacks
the schema and flexibility to represent a real-world entity [8]. The process of locating
object-oriented data in the tabular format relevant to relational databases can be difficult and
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prone to misrepresentation of information [15]. This limitation arises because of relational
databases that are not designed to manage hierarchical, nested data structures typically
found in object-oriented data like CityJSON. As a result, alternative approaches have been
developed to address the challenges of storing CityJSON in NoSQL databases.

Furthermore, NoSQL databases possess a flexible schema and the ability to naturally
model hierarchies and complex relationships. It provides a more intuitive and efficient
solution for managing the intricate structure of CityJSON data. Document and graph-
oriented NoSQL databases have been explored as alternatives to CityJSON to address the
limitations of relational databases in handling object-oriented data. Both MongoDB document
and RDF-based graph databases have been widely utilised for this purpose. MongoDB was
explored by Nys and Billen [16] and Karin et al. [22] for storing CityJSON, with evaluations
comparing its performance with PostgreSQL. Nys and Billen [16] proposed a simplified
schema for a document database where CityJSON components are decomposed into first-
order or discriminated schemas. Their work also included a visualisation framework built
using a MERN stack API architecture. Meanwhile, Karin et al. [22] focused on the querying
capabilities of MongoDB to compare the API querying of CityJSON data via GraphQL
against PostgreSQL. Both studies found that the querying performance of CityJSON data
using MongoDB is promising. This advantage is attributed to MongoDB reduced reliance on
tables and joins compared to relational database, resulting in a simpler and more efficient
query of CityJSON components.

Akin and Cömert [2] developed a converter that maps CityJSON components into RDF
triples by using CJIO to transform CityJSON into a DataFrame, which is then translated
into RDF triples in Neo4j. While their work demonstrates the potential of graph databases
for storing CityJSON, it lacks evaluation or comparison with other databases, leaving the
practical effectiveness of RDF for this purpose underexplored. RDF triples, structured rigidly
as subject-predicate-object, are less suited for representing the object-oriented and nested
nature of 3D city models. RDF also struggles with the semantic richness and hierarchical
depth of 3D city models due to its lack of internal node structure. Attributes must be
expressed as additional triples rather than embedded directly into nodes, resulting in a
more complex and verbose graph structure. This limitation hampers the representation
of semantically rich data, making RDF less ideal for dynamic urban applications [7]. In
contrast, LPG allows attributes to be directly embedded in nodes and edges, offering a more
flexible and expressive approach for preserving and enriching the semantics of 3D city models.
Additionally, RDF requires joins between triples for deep graph traversals, which increases
query complexity [20], whereas LPG supports native and efficient traversal operations, thus
enhancing performance for complex queries.

LPG graphs models consist of fundamental graph elements (i.e., nodes and edges), which
can be enriched with key-value properties. The ability to annotate both nodes and edges
enhances the expressiveness of the graph, allowing it to capture complex, object-oriented
structures more naturally. In this study, LPG graph is utilised to model and store the
nested structure of CityJSON by taking advantage of its ability to annotate both nodes and
edges with properties. This flexibility allows information to be stored contextually where
descriptive properties of each JSON object are embedded as node attributes, while associative
attributes like those linked to City Objects are captured through edge attributes. Each JSON
object is represented as an individual node, enabling a clear and expressive mapping of the
hierarchical and semantic relationships inherent in CityJSON data.
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3 Methodology

Although RDF-based graphs have been explored for CityJSON data management, we argue
that LPGs are better suited for managing 3D city model data. As 3D city models are developed
to improve interoperability across diverse applications, storing them as attributed nodes
and edges within an LPG structure is more appropriate since it allows better expressiveness
of information compared to RDF, particularly as LPG graphs are built on a key-value
pair [30]. This approach enables the seamless association of attributes relevant to various
urban applications that facilitate the semantic enrichment of 3D city models.

Junxiang et al. [32] have raised concerns about the limitations of RDF triples for storing
and querying building information data. Specifically, RDF graphs and their query languages
lack efficiency to support graph traversals, which poses challenges for graph querying and
analysis. As a result, RDF triples often must be converted into LPG graphs to enable scalable
graph analytics and fully capture complex semantic relationships [30, 3, 18, 9]. Furthermore,
LPG graphs simplify data integration compared to RDF graphs [31]. This makes LPGs a
more effective choice for managing 3D city models that support semantic complexity and
allow efficient graph traversals and analytics. Therefore, this study aims to develop a schema
model for storing CityJSON in ArangoDB, a multi-model graph database that supports the
LPG graph structure.

3.1 Schema for Multi-Model Graph Database
Our approach focuses on managing 3D urban data using a multi-model graph database. The
structure of an LPG-based graph database is considered a more intuitive approach compared
to RDF-based graph databases and relational databases for handling complex 3D urban
data.

3D urban data are characterised by their complex structure, nested relationships, and
semantically rich attributes. Representing such data using an object-oriented approach is
more suitable, which can be achieved effectively with an LPG-based property graph. LPG
structures mirror real-world object relationships more naturally, making them ideal for 3D
spatial data where objects like buildings, geometry, and attributes can be abstracted through
graph elements.

In ArangoDB, records are stored in JSON format as documents in document collections,
while relationships between records are established and stored in edge collections where each
edge references the unique key of the connected records. This design essentially treats each
record in the document collection as a node, whereas the edges can be connected between
nodes to represent their relationships, hence the multi-model nature of ArangoDB. Storing
an entire CityJSON document as a single entity is possible in ArangoDB; however, querying
and retrieving specific information can become complex due to the deeply nested structure
of CityJSON components. Filtering data requires the query process to traverse the deep
hierarchical levels of the CityJSON document, which can be inefficient and time-consuming.
To address this issue, it is necessary to decompose CityJSON files into distinct components
and store them as separate documents within a document collection.

Therefore, we propose a schema for multi-model graph database to store CityJSON
based on three collections, one document collection, and two edge collections (see Figure 1).
The document collection gathers all the decomposed CityJSON components as individual
documents. First-level objects, such as City Objects, are stored as separate documents, while
second-level objects, including geometries nested within City Objects, and third-level objects,
like the semantics nested within geometry, are further decomposed and stored as individual
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documents. Additionally, each City Object ID is stored as a document to explicitly associate
City Objects with their attributes and facilitate parent-child relationships. The content of
each decomposed document is shown in Figure 2.

Figure 1 CityJSON Multi-Model Graph Database Schema.

Figure 2 Components of Decomposed CityJSON Documents.

Two edge collections are used to model relationships. The first edge collection links
City Object documents to their City Object IDs and stores attributes as edge attributes.
Attributes originally stored within the “Attributes” key of each City Object in the original
CityJSON file are separated and mapped as key-value pairs in the edge collection. This
separation of attributes aims to avoid the attributes being kept nested under their City
Objects. It ensures that attributes can be queried more efficiently, and new attributes can be
added or modified using the basic insert and update database operations. In the case where
the City Objects do not contain any attributes, the relationship between the City Objects
document and each City Object ID will still be established. This ensures that any future
attributes relevant to any City Objects can be inserted.

The second edge collection models the relationships between geometry, semantics, and
their corresponding City Objects alongside the parent-child hierarchies among City Objects.
Figure 3 illustrates the representation of the relationship between the decomposed components
of CityJSON.
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Figure 3 Relationship Representation between Decomposed CityJSON Components.

3.2 Storing CityJSON into Multi-Model Database

A program is developed to store a CityJSON file into ArangoDB based on the schema
explained in Section 3.1. The programme workflow is shown in Figure 4.

Figure 4 CityJSON to LPG Graph Workflow.

The integration of CityJSON into the graph database process begins by setting up the
ArangoDB environment, a graph database to store and manage CityJSON data. First, the
ArangoDB graph is initialised and a dedicated database is created. Within this database, a
document collection is established to store the CityJSON components. Edge collections are
created to represent the relationships between these components. One edge collection is for
connecting CityJSON components with their parent-child relationship and other inheritance
relationship, while another edge collection is created to store CityObject attributes.

The workflow then reads the CityJSON file where the content will be decomposed
into individual components with smaller and manageable JSON scripts containing the
decomposed JSON objects. The code will analyse the file to identify and separate each
CityJSON component with the exception of CityObjects and its components, which will be
processed at a later stage. The type and version components are stored as one document
(Main document, see Figure 1), which is named based on the file name of the input CityJSON
file. Each of these identified components is then inserted as individual documents into the
document collection, which has been created at the database initialisation step.
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Next, the workflow proceeds to parse the City Objects and their components. The City
Object components will be analysed and decomposed based on the following considerations:
1. Each CityObject is examined to determine its individual ID (CityObjectUUID). For each

City Object ID, a document is created and inserted into the document collection.
2. The hierarchical structure of CityObjects is addressed by examining the parent-child

relationships among CityObjects. If such relationships exist, edges are created to represent
this relationship.

3. If a CityObject contains geometry information, the geometry is separated and stored in a
dedicated document and later kept in the document collection. Edges are created to link
the geometry data to its respective CityObjects.

4. If the geometry of the CityObject contains semantic information, the semantic is separated
and stored in a dedicated document and kept in the document collection. Edges are
created to link the semantic information to its respective geometry documents.

5. Edges are created between CityObject and all CityObject UUID and stored in the
attribute edge collection regardless of whether the CityObject has attributes or not. If
the CityObject contains attributes, it is inserted as edge attributes; otherwise, the edge
will act as a placeholder for future attributes.

At the end of the workflow, all CityJSON components (objects, semantics, and geometry)
and their attributes are stored as structured documents in the database. Relationships
between these components are encoded as edges, making it possible to query and analyse
the data using graph-based operations. The attributes of City Objects are stored inside a
dedicated collection, which allows users to dynamically include any information regarding the
CityObjects pertinent to any applications in the future. The integration process transforms
the CityJSON data into a form that is highly suitable for advanced applications like urban data
management and semantic querying, thus transforming urban management decision-making
towards knowledge-driven initiatives.

4 Results and Analysis

4.1 CityJSON as Graph
A graph-based representation of the CityJSON data can be constructed by adhering to the
workflow for storing CityJSON data in ArangoDB as outlined in Section 3.2 and structured
according to the schema described in Section 3.1. For implementation and evaluation, we
use three tiles of CityJSON data retrieved from the 3DBAG website 2. The dataset includes
multiple LoD, resulting in multiple geometries and corresponding semantics for each LoD.

The graph in Figure 5 shows the CityJSON data structure based on the components
and relationships outlined in Figure 3 where the City Object documents serve as central
nodes and all City Objects ID converge. It visualises how the decomposed components
are interconnected and captures the hierarchical parent-child relationships among the City
Objects as well as the inheritance of semantics and geometry back to their corresponding
City Objects. The nodes represent the main JSON objects in CityJSON. Other information
like LoD is represented as queryable attributes inside the nodes. Additionally, the graph
is capable of illustrating the multiple geometries and semantics associated with each LoD,
providing a comprehensive view of the structure of the original CityJSON dataset and its
relationships.

2 https://3dbag.nl

https://3dbag.nl
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Figure 5 Representation of CityJSON Structure as Graph.

4.2 Evaluation against Relational Database

Our approach is evaluated against PostgreSQL based on the CJDB schema [17]. It uses
three tables to store the CityJSON components and their relationship. The first table
(city_object) stores the City Objects and the information describing the City Objects. The
second table (cj_metadata) stores the information of the imported CityJSON file. Finally,
the third table (city_object_relationship) stores the relationship between City Object,
such as the parent-child relationship. The CJDB schema is shown in Figure 6.

Figure 6 CJDB Schema.

As ArangoDB is a multi-model database, we evaluate our approach according to document-
based query, graph-based query, and hybrid query (combination of document-based and
graph-based query). It involves using three tiles from the CityJSON dataset retrieved from
the 3DBAG website. Table 1 contains a description of the CityJSON datasets used for the
implementation and evaluation of our approach, while Figure 7 illustrates the visualisation
of the datasets using Ninja CityJSON viewer 3 [25].

The data is a multiple LoD data based on the improved LoD specification by [6]. Table 2
explains the query and the query type for the evaluation of our approach.

3 https://ninja.cityjson.org/
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Table 1 CityJSON Datasets Retrieved from 3DBAG Website.

Dataset File Size (Kb) Number of City Objects LoDs
F-8-264-552 1409 396 LoD0, LoD1.2, LoD2.2,

LoD2.3
E-10-278-556 2954 892 LoD0, LoD1.2, LoD2.2,

LoD2.3
G-8-328-528 19868 6966 LoD0, LoD1.2, LoD2.2,

LoD2.3

Table 2 Queries for Benchmarking with PostgreSQL.

No. Query Query Type
Q1 Query all City Objects with “Building” type Document
Q2 Query all LoD 1.2 City Objects Document
Q3 Query all City Objects with slanted roof Graph
Q4 Query City Objects with specific child Graph
Q5 Insert “owner” attributes for all City Objects with “Building” type Hybrid
Q6 Delete “owner” attributes for all City Objects with “Building” type Hybrid

All benchmarks were conducted on a machine running on AMD Ryzen 5 CPU, 16 GB
RAM, and a 516 GB SSD. ArangoDB 10.1 and PostgreSQL v17 with PostGIS extension were
used. Each query was executed three times and the average execution time was recorded.
All benchmarks were performed under warm cache conditions.

Query 1 and Query 2 are document-based query. The City Objects’ type is stored within
City Object documents in the document collection, whereas the LoD is stored in geometry
document. In Q3, graph-based querying is employed to identify City Objects with slanted
roofs by querying the edge attributes between City Objects document and its City Object ID.
Similarly, Q4 leverages graph traversal to retrieve buildings with specific child elements by
querying the hierarchical relationship between City Object ID. Q5 and Q6 are document and
graph queries, respectively. The City Objects type is stored in the City Objects document,
while the attributes are stored as edge in the attributes edge collection. Therefore, both Q5
and Q6 must navigate the elements in the document and graph structures to complete the
query. The query performance comparison is visualised in Figure 8.

The evaluation shows that our multi-model schema excels in most evaluation cases than
PostgreSQL based on the CJDB schema. ArangoDB stores information natively in JSON
format, while CJDB stores CityJSON information in JSONB format. Although both are
stored in document-based format, ArangoDB, which is purposely built as a multi-model
database that natively supports document-based data, is inherently more efficient for querying
such data compared to PostgreSQL, which relies on its table-based schema to manage JSONB.
This advantage is evident in Q1 and Q2 where ArangoDB achieves significantly lower execution
times for querying document-based data. Additionally, ArangoDB stores information as a
single document, while PostgreSQL may rely on The Oversized-Attribute Storage Technique
(TOAST) table to store oversized data. This will introduce additional overhead as join
operation with the TOAST table is needed when accessing oversized documents. The design
advantage enables ArangoDB to store and retrieve large CityJSON documents more efficiently,
making it better suited for querying large datasets.
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(a) F-8-264-552. (b) E-10-278-556.

(c) G-8-328-528.

Figure 7 Visualization of each Evaluation Dataset.

Q3 in ArangoDB is a graph traversal operation to retrieve City Objects attributes stored
as edge attributes. The edge points towards City Object ID, which is the object that the
attributes belong to. Edge attributes that are relevant to LPG make filtering more efficient
since the query interacts directly with the graph structure. On the other hand, relational
database relies on parsing the JSONB column and filtering its key-value pair based on JSONB
operators. This approach requires a scan or index-based lookup of the JSONB column, which
is computationally more expensive than edge filtering in ArangoDB. When compared to RDF,
they do not natively support attributes on edges and require workarounds like reification,
which will further complicating queries [30].

Meanwhile, Q4 is also a graph traversal operation to navigate the parent-child relationships
between City Objects. ArangoDB handles this straightforwardly by establishing a relationship
between a parent and their children. Meanwhile, PostgreSQL handles this by establishing
a new table to join parent and children. Therefore, the join operation is unavoidable for
PostgreSQL to query parent-child relationships, which usually will result in additional
computational overhead than graph traversals. This is evident by the execution time shown
in Table 3. Compared to RDF-graph, LPG-based graph databases are better suited for this
purpose than RDF triples as the cost of graph traversals in RDF is higher compared to
LPG [3]. RDF may require joining of multiple triples to accomplish deep graph traversal
operations. Therefore, traversing the deep hierarchical relationship between parent and child
is more efficient using LPG.

GISc ience 2025
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(a) F-8-264-552. (b) E-10-278-556.

(c) G-8-328-528.

Figure 8 Query Performance Comparison for each Dataset.

Q5 and Q6 in ArangoDB are hybrid queries because they involve accessing data stored in
both the document collection and the edge collections. The City Object types are filtered
in the document collection, while the attributes are stored as edge attributes in the graph
structure. This dual-querying process introduces overhead following the need to navigate
multiple data structures and perform cross-collection traversals. The overhead is particularly
noticeable in Q6 (Delete operation) for the G-8-328-528 dataset where the deletion process
required slightly more time than PostgreSQL. This can be attributed to the larger dataset
size, which increases the complexity of traversing and modifying edge attributes after initial
document filtering. While ArangoDB handles graph traversals efficiently, the combination
of document filtering and edge modification introduces additional steps that slightly affect
performance in large datasets. In contrast, PostgreSQL manages the deletion operation
more efficiently in this specific case due to optimised JSONB operations for direct attribute
modification. However, performance advantage in Q6 is limited to this specific scenario as
the overall querying process still suffers from complex joins and schema rigidity in other
query types. Future work could explore strategies to optimise hybrid queries in ArangoDB,
such as pre-indexing relationships or implementing batch processing techniques to reduce
the traversal overhead in large datasets. Despite the overhead observed in hybrid queries,
ArangoDB maintains superior performance in most cases, particularly in queries involving
complex relationships and semantic enrichment.
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5 Conclusion and Future Works

This study adopts an object-oriented approach to abstract urban components and their
relationships as graph elements using a multi-model graph database. CityJSON is decomposed
into individual JSON scripts, which are stored as document nodes and linked via unique keys.
Two edge collections are used: one connects City Object documents to their IDs for attribute
storage while the other captures parent-child and semantic-geometry relationships. Queries
are executed using document-based, graph-based, and hybrid approaches, which show better
performance compared to PostgreSQL based on the CJDB schema. This demonstrates the
scalability and flexibility of the proposed method.

The strength of our approach lies in the reusability of City Object nodes. Enrichment of
attributes can be achieved by modifying or updating the edge attributes relevant to the City
Objects to allow better expressivity. Furthermore, relationships can be established without
necessitating node duplication owing to the node reusability of City Objects. This requires
no joins of tables and allows a better query through graph operations, which have been
demonstrated to be more time-efficient compared to query on relational model.

Representing 3D city models through object-oriented abstraction simplifies their com-
plexity by reducing them into manageable, modular structures. Each component is treated
independently, allowing flexible storage, updating, and querying. Semantic enrichment is
supported by attaching attributes to nodes and edges, while topological relationships can
be modelled via edges, thus enabling spatial queries [33], [23]. Future work can extend
this approach to support spatial queries, including bounding box operations essential for
location-based urban applications. This involves computing bounding boxes for all City
Objects and storing them in the database, further enhancing spatial query capabilities for
3D city models.
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