
Fast and Memory-Efficient BWT Construction of
Repetitive Texts Using Lyndon Grammars
Jannik Olbrich #

Ulm University, Germany

Abstract
The Burrows-Wheeler Transform (BWT) serves as the basis for many important sequence indexes.
On very large datasets (e.g. genomic databases), classical BWT construction algorithms are often
infeasible because they usually need to have the entire dataset in main memory. Fortunately, such
large datasets are often highly repetitive. It can thus be beneficial to compute the BWT from
a compressed representation. We propose an algorithm for computing the BWT via the Lyndon
straight-line program, a grammar based on the standard factorization of Lyndon words. Our
algorithm can also be used to compute the extended BWT (eBWT) of a multiset of sequences. We
empirically evaluate our implementation and find that we can compute the BWT and eBWT of very
large datasets faster and/or with less memory than competing methods.
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1 Introduction

The Burrows-Wheeler Transform (BWT) [13] is one of the most important data structures
in sequence analysis and is applied in a wide range of fields from data compression to
bioinformatics. It is obtained by assigning the ith symbol of the BWT to the last character
of the ith lexicographically smallest conjugate of the input text. The BWT can be computed
in linear time and space. The run-length compressed BWT (RLBWT) uses the fact that
the number of equal-character runs in the BWT is small compared to the text length when
the text is repetitive [13]. Mantaci et al. [32] extended the notion of the BWT to string
collections: the extended BWT (eBWT) of a string collection consists of the last characters
of the strings in M arranged in infinite periodic order (see Section 2 for definitions).

The BWT serves as the basis of several self-indexes, i.e., data structures supporting access
to the text as well as pattern matching queries. One of the most successful such indexes is
the FM-index [20], which is used e.g. in the important bioinformatics programs BWA [30]
and Bowtie [28]. However, the FM-index uses space proportional to the size of the dataset
and is thus not applicable for huge datasets that vastly exceed the size of main memory.
Such datasets often contain data from thousands or millions of individuals from the same
species and are therefore extremely repetitive. The r-index [22] is based on the RLBWT
and is the first text index of size proportional to the number r of runs in the BWT. It
can be constructed in space proportional to r from the RLBWT, which raises the problem
of constructing the RLBWT of huge datasets with small working memory. For this reason,
various tools have emerged that exploit the repetitiveness of these datasets.

The Lyndon grammar of a text is a straight-line program (SLP), i.e., a context-free
grammar in Chomsky normal form that generates a single text, where each symbol corresponds
to a node in the Lyndon tree. It was introduced in [25] as the basis for a self-index. In this
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paper, we describe a method for efficiently computing several BWT variants of a text or a
text collection via the input’s Lyndon grammar and show that our method surpasses other
tools with respect to time or memory used, especially when using multiple threads.

1.1 Related work
Boucher et al. [11] developed prefix-free parsing (PFP), a dictionary-compression technique
that results in a dictionary and parse from which the (RL)BWT can be constructed in
space proportional to their total size and in time linear to the size of the dataset. While
the dictionary typically grows slowly as the size of the dataset increases, the parse grows
linearly with the input size (with a small constant chosen at runtime). Consequently, for
extremely large and repetitive datasets, “the parse is more burdensome than the size of the
dictionary” [41]. In an effort to remedy this, Oliva et al. [41] developed recursive prefix-free
parsing, which applies PFP to the parse. PFP has also been used to construct the eBWT [10].
The currently fastest implementation for computing the suffix array SA (and BWT) for
general texts is libsais and is based on the linear-time suffix array induced sorting (SAIS)
algorithm [37, 40]. ropebwt3 uses libsais to compute the BWT of chunks of the input
and successively merges these BWTs [29]. Díaz-Domínguez and Navarro used grammar
compression to maintain the intermediate data in the SAIS algorithm with low main memory
usage, resulting in a linear-time semi-external algorithm that computes a variant of the
eBWT [14, 17]. Specifically for a collection of sequences where each is similar to a given
reference (e.g. human chromosomes), Masillo introduced CMS-BWT, which computes the BWT
via matching statistics [35].

Lyndon words have previously been used in the construction of SA and play an important
role in the original eBWT. In [33, 34], a strategy for computing SA was presented where “local
suffixes” (i.e., substrings ending at boundaries between Lyndon factors) can be processed
separately in each Lyndon factor. Later, Baier effectively generalized the underlying idea by
showing that sorting the suffixes by their longest Lyndon prefixes can be used for linear time
SA construction [2]. The bijective BWT (BBWT) is the eBWT of the text’s Lyndon factors
[23, 27, 32]. Bonomo et al. showed that it is possible to compute the eBWT via the BBWT
and gave an O(N log N/ log log N) construction algorithm based on properties of Lyndon
words [8, 9]. Later, Bannai et al. modified the SAIS algorithm to compute the BBWT in
linear time [3]. Since publication, Baier’s algorithm was improved in terms of time and
memory usage [6, 39] and further generalized such that it can be used to compute eBWT and
BBWT in linear time [40]. The principles used this generalized algorithm lie at the base of
our algorithm for computing the BWT, BBWT and eBWT variants from a Lyndon grammar.

1.2 Our contributions
Let N be the size of a text or text collection, nmax the maximum size of a string in
the text collection, and g the size of the Lyndon SLP of the text or text collection. We
give two online in-memory algorithms for constructing the Lyndon SLP with O(Ng) and
O

(
N log g + g log2 g

)
worst-case time complexity, both using O(g) words of memory. Notably,

the text or text collection is streamed from right to left and does not have to reside in main
memory. Additionally, we give an expected linear-time algorithm that uses O(g + nmax)
words of memory. Furthermore, we give an O(g) algorithm for sorting the symbols of
a Lyndon SLP lexicographically by their generated strings, and an O(N) algorithm for
constructing the (run-length compressed) BWT, BBWT, or eBWT from a Lyndon SLP. We
implemented our algorithms and demonstrate empirically that we can construct the BWT,
BBWT or eBWT of repetitive texts or text collections faster and/or with less space than
competing methods.
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2 Preliminaries

For i, j ∈ N0 we denote the set {k ∈ N0 : i ≤ k ≤ j} by the interval notations [i .. j] =
[i .. j + 1) = (i− 1 .. j] = (i− 1 .. j + 1). For an array A we analogously denote the subarray
from i to j by A[i .. j] = A[i .. j + 1) = A(i− 1 .. j] = A(i− 1 .. j + 1) = A[i]A[i + 1] . . . A[j].
We use zero-based indexing, i.e., the first entry of the array A is A[0].

A string S of length n over an alphabet Σ is a sequence of n characters from Σ. We denote
the length n of S by |S| and the ith symbol of S by S[i− 1], i.e., strings are zero-indexed.
In this paper we assume any string S of length n to be over a totally ordered and linearly
sortable alphabet (i.e., the characters in S can be sorted in O(n)). Analogous to arrays we
denote the substring from i to j by S[i .. j] = S[i .. j + 1) = S(i− 1 .. j] = S(i− 1 .. j + 1) =
S[i]S[i + 1] . . . S[j]. For j > i we let S[i .. j] be the empty string ε. For two strings u and
v and an integer k ≥ 0 we let uv be the concatenation of u and v and denote the k-times
concatenation of u by uk. A string S is primitive if it is non-periodic, i.e., S = wk implies
w = S and k = 1. The suffix i of a string S of length n is the substring S[i .. n) and is
denoted by sufi(S). Similarly, the substring S[0 .. i] is a prefix of S. A suffix (prefix) is proper
if i > 0 (i + 1 < n). For two possibly empty strings u and v, uv is a conjugate of vu.

We assume totally ordered alphabets. This induces a total order on strings. Specifically,
we say a string S of length n is lexicographically smaller than another string T of length m if
and only if there is some ℓ ≤ min{n, m} such that S[0 .. ℓ) = T [0 .. ℓ) and either n = ℓ < m

or ℓ < min{n, m} and S[ℓ] < T [ℓ], and write S <lex T in this case. A non-empty string S

is in its canonical form if and only if it is lexicographically minimal among its conjugates.
If S is additionally strictly lexicographically smaller than all of its other conjugates, S is a
Lyndon word. Equivalently, S is a Lyndon word if and only if S is lexicographically smaller
than all its proper suffixes [18].

In the following, we use abbabcbcabb as our running example.

▶ Theorem 1 (Chen-Fox-Lyndon theorem [15]). Any non-empty string S has a unique
Lyndon factorization, that is, there is a unique sequence of Lyndon words (Lyndon factors)
v1 ≥lex . . . ≥lex vk with S = v1 . . . vk.

The Lyndon factorization of our running example is abbabcbc, abb.

▶ Definition 2 (Standard Factorization [15]). The standard factorization of a Lyndon word
w of length |w| ≥ 2 is the tuple (u, v) where w = uv and v is the longest proper suffix of w

that is Lyndon. The standard factorization (u, v) of a Lyndon word w with |w| ≥ 2 always
exists and both u and v are Lyndon.

The standard factorization of the first Lyndon factor of our running example is (abb, abcbc)
as abcbc is Lyndon and no longer proper suffix is Lyndon.

▶ Lemma 3 ([40, Lemma 3.20]). Any Lyndon word w with |w| ≥ 2 is of the form
w[0]wc1 · · ·wck

, where wc1 ≥lex wc2 ≥lex . . . ≥lex wck
are the Lyndon factors of suf1(w).

Figure 1 illustrates the following definitions.

▶ Definition 4 (next smaller suffix array, nss). Let the next smaller suffix array nss of a string
S be such that nss[i] = min{j ∈ (i .. |S|] | sufj(S) <lex sufi(S)}.

▶ Definition 5 (Infinite Periodic Order). We write S <ω T if and only if the infinite concaten-
ation S∞ = SS . . . is lexicographically smaller than the infinite concatenation T ∞ = TT . . . .

ESA 2025
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Figure 1 Next smaller suffix array nss (top) and BBWT (bottom) of the running example
S = abbabcbcabb. Each arrow points from i to nss[i]. Lyndon factors are coloured (■).

For instance, ab <lex aba <lex abb and abb >ω ab >ω aba since abb . . . >lex abab . . . >lex
abaab . . . .

▶ Definition 6 (Bijective Burrows-Wheeler Transform (BBWT)). The bijective Burrows-
Wheeler Transform (BBWT) of a string S is the string obtained by taking the last character
of each conjugate of the Lyndon factors of S arranged in infinite periodic order.

▶ Definition 7 (Extended Burrows-Wheeler Transform (eBWT)). The extended Burrows-
Wheeler Transform (eBWT) of a multiset M of strings is the string obtained by taking the
last character of each conjugate of the strings in M arranged in infinite periodic order.

Note that, by definition, the BBWT of a string S is the eBWT of the Lyndon factors of S.
Similarly, the eBWT of a multiset M of strings is the BBWT of the concatenation of the
canonical forms of the strings in M arranged in lexicographically decreasing order [3] (the
Lyndon factors of the resulting string are conjugates of the roots of the strings in M).1

For a primitive string S, its BWT, the eBWT of {S}, and the BBWT of the smallest
conjugate of S are identical. Consequently, the $-BWT of a string S (i.e., BWT(S$), where $
is smaller than all characters in S) commonly computed via the suffix array of S, is identical
to BWT($S) = BBWT($S) = eBWT({$S}).

2.1 Lyndon Grammar
▶ Definition 8 (Lyndon Tree/Forest [4, 25]). The Lyndon tree of a Lyndon word w – denoted
by LTree(w) – is the ordered full binary tree defined recursively as follows: If |w| = 1, then
LTree(w) consists of a single node labelled by w, and if |w| ≥ 2 and w has the standard
factorization (u, v), the root of LTree(w) is labelled by w, the left child of the root is LTree(u),
and the right child of the root is LTree(v). For a non-Lyndon word, we let the Lyndon Forest
be the sequence of Lyndon trees of the Lyndon factors.

1 The eBWT was originally defined for sets of primitive strings [32]. This limitation is unnecessary [10, 40].
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a b b a b c b c a b b

X2

X3

X8

X5

X8

X6

X4

X2

X3

X1 → a X6 → X5X8

X2 → X1X7 X7 → b

X3 → X2X7 X8 → X7X9

X4 → X3X6 X9 → c

X5 → X1X8

roots: X4, X3

Figure 2 Lyndon Forest (left) and Lyndon SLP (right) for the running example S = abbabcbcabb.
For clarity, instead of the node labels the corresponding grammar symbols are shown. Note the
structural similarity between the Lyndon forest and the arrows indicating nss in Figure 1.

The Lyndon Forest of the running example is shown in Figure 2. Note that the Lyndon
Forest of a string S is closely related to the Lyndon array λ of S [25], where λ[i] is the length
of the longest prefix of sufi(S) that is Lyndon (equivalently, λ[i] = nss[i]− i [7], cf. Figure 1).
A succinct representation of λ occupies 2|S| bits and can be computed in linear time directly
from the text [7, 16, 31].

▶ Definition 9 (Lyndon straight-line program [25]). A Lyndon straight-line program (SLP)
is a context-free grammar G over an alphabet Σ in Chomsky normal form, where [Xi] is
a Lyndon word for each symbol Xi and each rule Xi → XaXb is such that the standard
factorization of [Xi] is ([Xa], [Xb]), where [Xi] denotes the unique string generated by Xi.
A symbol Xi is called terminal symbol if there is a rule of the form Xi → c (c ∈ Σ), and
non-terminal symbol otherwise. When r1, . . . , rk are the root symbols of G,2 G generates
[G] = [r1] . . . [rk], and [r1] ≥ · · · ≥ [rk] is the Lyndon factorization of [G]. The size |G| of
G is the number of production rules plus the number of start symbols. The derivation tree
of the SLP G is a labelled ordered tree where the root node has the children r1, . . . , rk. We
assume that distinct symbols generate distinct words.

A Lyndon SLP arises from renaming the nodes of a Lyndon Forest such that two nodes with
isomorphic subtrees (i.e., representing the same string) are assigned the same symbol. The
Lyndon Forest and Lyndon SLP of our running example can be seen in Figure 2.

Clearly, the size of a Lyndon SLP G is bounded by O(|[G]|). This bound is tight and
there is no non-trivial bound in terms of e.g. the number of runs in the BWT, the size γ of
the smallest string attractor [26] or the size of the smallest SLP: consider S = an−1b for
n > 1. The smallest SLP generating S has size O(log n), its BWT has two runs, and the
smallest string attractor has size γ = |{0, n− 1}| = 2, but every suffix of S is Lyndon and
thus the Lyndon SLP generating S has Θ(n) symbols.

In the following, we assume the set of symbols V of an SLP G to be numbered consecutively,
i.e., V =

{
X1, . . . , X|V |

}
.

3 Properties of sorted Lyndon Grammars

Consider a Lyndon grammar G where the symbols are sorted lexicographically, i.e., [Xi] <lex
[Xj ] ⇐⇒ i < j. In this section we examine such Lyndon SLPs and find properties that
enable sorting any Lyndon SLP lexicographically in linear time (Section 4) and give rise to
an online algorithm for constructing Lyndon SLPs (Section 6.3). Note that the grammar
shown in Figure 2 is lexicographically sorted.

2 In slight deviation of the usual definition of SLPs, we allow multiple root/start symbols. The reason for
this is that we want to represent arbitrary strings with the Lyndon SLP, not just Lyndon words.

ESA 2025



60:6 Efficient BWT Construction Using Lyndon Grammars

X1 X7 X9

X2 X5 X8

X3 X6

X4

X1 → a X7 → b X9 → c

X2 → X1X7 X5 → X1X8 X8 → X7X9

X3 → X2X7 X6 → X5X8

X4 → X3X6

Figure 3 First-symbol forest of the (lex. sorted) Lyndon SLP of the running example (cf. Figure 2).

▶ Definition 10 (Prefix- and Suffix-symbols). Define PL(Xi) (PR(Xi)) as the set of sym-
bols occurring on the leftmost (rightmost) path of Xi’s derivation tree. More formally,
if Xi is a terminal symbol define PL(Xi) = PR(Xi) = {Xi}, and if Xi → XaXb is
a non-terminal symbol define PL(Xi) = {Xi} ∪ PL(Xa) and PR(Xi) = {Xi} ∪ PR(Xb).
We correspondingly define P−1

L (Xi) (P−1
R (Xi)) to be the set of symbols on whose leftmost

(rightmost) path of the derivation tree Xi occurs, i.e. P−1
L (Xi) = {Xj | Xi ∈ PL(Xj)} and

P−1
R (Xi) = {Xj | Xi ∈ PR(Xj)}.

For example, we have PL(X6) = {X6, X5, X1}, PR(X6) = {X6, X8, X9} and P−1
L (X1) =

{X1, X2, X3, X4, X5, X6} for the grammar shown in Figure 2.

▶ Definition 11. Define D(Xi) as the set of symbols occurring in Xi’s derivation tree.
More formally, if Xi is a terminal symbol define D(Xi) = {Xi}, and if Xi → XaXb is a
non-terminal symbol define D(Xi) = {Xi} ∪ D(Xa) ∪ D(Xb).

Let r(Xi) be the largest symbol whose derivation tree has Xi on the leftmost path, i.e.,
r(Xi) = max

(
P−1

L (Xi)
)
. Similarly, let l(Xi) be the smallest symbol whose derivation tree

has Xi on the leftmost path, i.e. l(Xi) = min
(
P−1

L (Xi)
)
. For example, l(X1) = X1 and

r(X1) = X6 in the grammar from Figure 2. In the remainder of this section, we show that
all symbols Xj in the interval [l(Xi) .. r(Xi)] generate strings with [Xi] as prefix and even
satisfy Xj ∈ PL(Xi). This then implies that these intervals form a tree-structure.

▶ Lemma 12. l(Xi) = Xi for all i.

Proof. For Xj ∈ P−1
L (Xi) we have [Xi] ≤lex [Xj ] as [Xi] is prefix of [Xj ] by definition. ◀

The following lemma follows from basic properties of Lyndon words and the definition of
the Lyndon grammar/tree. Its proof is omitted due to space constraints.

▶ Lemma 13. For all Xj ∈ [l(Xi) .. r(Xi)] it holds Xi ∈ PL(Xj), i.e., Xi occurs on the
leftmost path of Xj’s derivation tree. Equivalently, [l(Xi) .. r(Xi)] = P−1

L (Xi).

▶ Corollary 14. Any two intervals [l(Xi), r(Xi)] and [l(Xj), r(Xj)] either do not intersect
or one is fully contained within the other.

Proof. Let Xi and Xj be different such that l(Xi) < l(Xj) ≤ r(Xi) (Lemma 3 implies
l(Xi) ̸= l(Xj)). This implies Xj ∈ PL(Xi) by Lemma 13 and thus PL(Xj) ⊂ PL(Xi) and
r(Xj) ≤ r(Xi). ◀

▶ Corollary 15. The intervals [l(Xi), r(Xi)] induce a forest.

The following definition defines this forest. An example can be seen in Figure 3.
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▶ Definition 16. We say an interval [l(Xj), r(Xj)] is embedded in an interval [l(Xi), r(Xi)]
if it is a subinterval of [l(Xi), r(Xi)], i.e. l(Xi) < l(Xj) ≤ r(Xj) ≤ r(Xi). If [l(Xj), r(Xj)]
is embedded in [l(Xi), r(Xi)] and there is no interval embedded in [l(Xi), r(Xi)] in which
[l(Xj), r(Xj)] is embedded, [l(Xj), r(Xj)] is a child interval of [l(Xi), r(Xi)].

The first-symbol forest is a rooted forest, where each symbol Xi of the SLP corresponds to a
node ui, and uj is a child of ui if and only if [l(Xj), r(Xj)] is a child interval of [l(Xi), r(Xi)].
Note that the parent of Xi → XaXb is Xa. Also, the terminal symbols correspond to the
roots of the trees in the forest.

▶ Lemma 17. Let Xi be a symbol of a Lyndon SLP. We have PL(Xi) = {Xℓ0 , . . . , Xℓk
}

where Xℓj → Xℓj−1Xcj for all j ∈ [1 .. k], Xℓ0 is a terminal symbol, Xℓk
= Xi, and

[Xc1 ] ≥ · · · ≥ [Xck
] is the Lyndon factorization of suf1([Xi]).

Proof. Follows immediately from Lemma 3. ◀

4 Lexicographically sorting a Lyndon Grammar

Given a Lyndon SLP G with roots r1, . . . , rk, we want to rename the symbols such that
[Xi] <lex [Xj ] holds if and only if i < j. This is possible in O(|G|) using a similar principle
to what is used for computing the Lyndon grouping in [2, 40]: consider a symbol Xi. By
Lemma 17 and simple properties of Lyndon words, the symbols in D(Xi) \ PL(Xi) are lex-
icographically greater than Xi. Therefore, when considering the symbols in lexicographically
decreasing order we can “induce” the position of a symbol Xi → XaXb upon encountering
Xb: the symbols in P−1

L (Xi) must be the lexicographically largest symbols with Xa as prefix
symbol that have not yet been induced.

Algorithm 1 shows the procedure. Throughout, A[i] is either the ith symbol in the
lexicographical order or ⊥, and for each inserted Xi, G[i] is the index in A of the smallest
child of Xi that has been inserted into A (or r(Xi) + 1 if no child has been inserted yet).
In the first for-loop, all terminal symbols are inserted into A, and in the second for-loop,
the remaining symbols are induced. Consequently, after the second for-loop, A contains the
lexicographic order of the symbols, and G is (almost) it’s inverse, i.e. G[A[i]] = i + 1.

There are two operations in Algorithm 1 that are not immediately obvious, namely
finding

∣∣P−1
L (Xi)

∣∣ and iterating over all Xj with Xj → XaXA[i] for a given A[i]. For the
first, note that the values

∣∣P−1
L (Xi)

∣∣ can be trivially computed in linear-time using the
recurrence

∣∣P−1
L (Xa)

∣∣ = 1 +
∑

Xi→XaXb

∣∣P−1
L (Xi)

∣∣. Secondly, iterating efficiently over all Xj

with Xj → XaXA[i] can be achieved using a linear-time preprocessing step where we collect
for each symbol Xi the symbols which have Xi as second symbol on the right-hand side.

The following theorem follows. Its proof is omitted due to space constraints.

▶ Theorem 18. Algorithm 1 lexicographically sorts a Lyndon SLP in linear time.

5 BWT construction

In this section, we describe an algorithm that derives the BBWT from the Lyndon SLP.
Specifically, combining the second phase of GSACA [2, 40] with run-length encoding on the
lexicographically sorted Lyndon SLP results in a very efficient algorithm on real data.

The following lemmas and corollary establish a relationship between the lexicographical
order of suffixes and the lexicographical order of certain symbols of the Lyndon grammar.

ESA 2025
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Algorithm 1 Lexicographically sorting a Lyndon SLP.

(A, s)← (⊥n, 0);
for Xi → c with c ∈ Σ do /* in increasing lexicographical order of c */

A[s]← i; /* There are s symbols X with [X][0] < c */
s← s +

∣∣P−1
L (Xi)

∣∣; /* There are
∣∣P−1

L (Xi)
∣∣ symbols X with [X][0] = c */

G[i]← s; /* Xi is the lex. smallest symbol in P−1
L (Xi) */

end
for i = n− 1→ 0 do

for Xj → XaXA[i] do
// The symbols in P−1

L (Xj) must be in A
[
G[a]−

∣∣P−1
L (Xj)

∣∣ .. G[a]
)

G[j]← G[a];
G[a]← G[a]−

∣∣P−1
L (Xj)

∣∣;
A[G[a]]← j; /* Xj is the lex. smallest symbol in P−1

L (Xj) */
end

end

▶ Lemma 19 ([40, Lemma 3.3]). Let Li be the longest prefix of sufi(S) that is Lyndon. Then,
Li <lex Lj implies sufi(S) <lex sufj(S).

▶ Lemma 20. Consider an occurrence of Xi → XaXb at position j in the text S (this implies
S[j .. j + |[Xi]|] = [Xi]). Then, [Xb] is the longest prefix of sufj+|[Xa]|(S) that is Lyndon.

Proof. Follows immediately from the relationship between Lyndon forest and Lyndon gram-
mar [25] and [21, Lemma 15]. ◀

▶ Corollary 21. Consider occurrences of Xi → XaXb at position j and of Xi′ → Xa′Xb′ at
position j′. It holds sufj+|[Xa]|(S) <lex sufj′+|[Xa′ ]|(S) if [Xb] <lex [Xb′ ].

To see why Corollary 21 is useful, consider a symbol Xi → XaXb. Each occurrence of Xi in
the derivation tree corresponds to a suffix of the text with prefix [Xb], and each such suffix
introduces an occurrence of the last character of [Xa] to the BWT in the SA-interval of [Xb].
In our running example (cf. Figure 2), each occurrence of X8 → X7X9 introduces a b in the
SA-interval of [X9] = c.

In [40], an array SA′
◦

3 is computed such that BBWT[i] = S[SA′
◦[i]] holds for all i. This

array arises from sorting the conjugates of the Lyndon factors of S and replacing each
start position of a Lyndon word with the end position of the Lyndon word in S. It was
shown that Algorithm 2 correctly computes the array SA′

◦ in linear time [40].4 Basically,
Lemma 19 implies that the positions in SA′

◦ are grouped by the longest Lyndon prefixes
of the corresponding suffixes. The longest Lyndon prefix of sufi(S) is S[i .. nss[i]). Because
sufnss[i](S) <lex sufi(S) by definition, we can proceed by induction from lexicographically
small to large.5 Consider for instance the suffixes starting with c at indices 5 and 7 in our

3 SA′
◦ is essentially the analogue to SA for conjugates of Lyndon factors and the infinite periodic order. A

precise definition is omitted because only the relationship between SA′
◦ and BBWT is relevant for this

paper.
4 In [40], Lyndon factors (roots of the Lyndon forest) come after every non-root representing the same

Lyndon word. To reflect this, we use L[2(i − 1) + 1] if an occurrence of Xi is a root and L[2(i − 1)]
otherwise.

5 There is a slight detail omitted here for clarity and brevity. Namely, that for the BBWT we are concerned
with the next smaller conjugate of the respective Lyndon factor instead of the next smaller suffix [40].
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Algorithm 2 Computing SA′
◦ from the lexicographically sorted Lyndon grammar [40,

Algorithms 2 and 3].

(s, SA′
◦, L)← (n, [], []n);

for i = k → 1 do /* insert the end positions of the roots r1, . . . , rk of
the Lyndon SLP */

L[2(ri − 1) + 1].append(s);
s← s− |[Xri

]|;
end
for m = 0→ 2g − 1 do

foreach i in L[m] do
SA′

◦.append(i);
for j with nss[j] = i do

Find Xk such that [Xk] = S[j .. nss[j]);
L[2(k − 1)].append(j);

end
end

end

running example (cf. Figure 2). By Lemma 19, they are in the same “Lyndon group” [2] in
the sorted list of suffixes because c is their longest Lyndon prefix. We have nss[5] = 5+ |c| = 6
and nss[7] = 7+ |c| = 8. When processing these Lyndon groups in lexicographically increasing
order, the relative order of suffixes 6 and 8 is known at the point in time when the Lyndon
group c is considered (because they are lexicographically smaller), and can therefore determine
the lexicographical order of the suffixes 5 and 7.

We are now going to transform Algorithm 2 such that it outputs the BBWT instead of
SA′

◦ and works without nss and the text indices. First, consider a text index i ∈ [0 .. N) and
let ui be the highest node in the Lyndon forest at position i. (Equivalently, ui corresponds to
the longest Lyndon word starting at i.) Now consider the parent vi of ui. By its definition,
it is clear that ui is the right child of vi. Let wi be the left child of vi. We can observe that,
starting from wi, the nodes on the rightmost path (excluding wi) correspond exactly to the
set {j ∈ [0 .. i) | nss[j] = i}. For instance, in our running example there is a node labelled
with [X8] = bc at position 6 (cf. Figures 1 and 2). This node is the right child of a node
labelled with [X6], which has a node labelled with [X5] as left child. There are two nodes on
the rightmost path from this latter node, namely one at position 4 labelled with [X8] = bc
and one at position 5 labelled with [X9] = c. We consequently have nss[4] = nss[5] = 6.

Second, for SA′
◦[k] = i we have BBWT[k] = S[i−1] and it follows that BBWT[k] is the last

character of the string corresponding to vi’s left child wi. Because of these two observations,
we can replace the insertion of i in Algorithm 2 with the insertion of wi. Consequently, we
can reformulate Algorithm 2 to Algorithm 3.

▶ Theorem 22. Algorithm 3 correctly computes BBWT from the sorted Lyndon SLP in
O(N) time.

Proof. The linear worst-case time complexity trivially follows from the fact that each iteration
of the inner loop appends at least one character to BBWT. A proof of correctness is omitted
due to space constraints. ◀
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Note that runs in a list in L compound: If there is a run of symbol Xi, there is also a run
of at least the same length of Xℓ in Xr for each non-terminal Xs ∈ PR(Xi) with Xs → XℓXr.
Thus, Algorithm 3 often requires much fewer than N iterations.

Algorithm 3 Deriving the BBWT from the lexicographically sorted Lyndon grammar.

L← []2g; /* initialize L[i] as an empty RLE list ∀i ∈ [0 .. 2g) */
for i = 1→ k do A[2(ri − 1) + 1].append(ri); /* insert the roots r1, . . . , rk */
for i = 0→ 2g − 1 do

for (s, count) in L[i] do
BBWT.append(last_char [s], count);
while Xs is a non-terminal do /* walk the rightmost path from Xs */

Let Xs → XaXb;
A[2(b− 1)].append(a, count);
s← b;

end
end

end

5.1 Computing BWT and eBWT
When the text S is a Lyndon word, the BBWT of S is equal to the original BWT of S [3].
Since the BWT is independent of the rotation of the input and $S is a Lyndon word, we
have BBWT($S) = BWT(S$). The latter is the $-BWT commonly computed via the suffix
array. Therefore, we can simply compute the $-BWT by prepending a sentinel character to
the text. Note that this is trivial and can be done after building the Lyndon grammar of S.

The eBWT of a set S of strings is the same as the BBWT of the string Sc that arises
from arranging the canonical forms of the strings in S in lexicographically decreasing order
[40]. In particular, the Lyndon factors of Sc are exactly the canonical forms of the input
strings (assuming that the input strings are primitive). Note that, in Algorithm 3, sorting
the canonical forms of the input strings is done implicitly in the first for-loop.

Note that the Lyndon grammars of the input strings are independent of each other
(as long as equal Lyndon words are assigned equal grammar symbols). Therefore, we can
also construct their Lyndon grammars independently of each other while using the same
dictionary. As a consequence, it is easy to use our algorithms for parallel construction of the
Lyndon grammar of a collection of sequences. Although our algorithm for deriving the BWT
from the grammar is not parallelized, parallel construction of the Lyndon grammar leads to
a substantial reduction in wall-clock-time because it is by far the most time-consuming part
of the pipeline (see Section 7).

5.2 Other BWT variants for string collections
Besides the original eBWT, several other BWT variants for string collections have been
proposed (see [14] for an overview). Several of the variants are especially suited to be
computed with our algorithm, because there the input sequences S = {S1, . . . , Sn} can be
parsed independently (and in parallel) like for the eBWT: The dollar-eBWT dolEBWT(S) =
eBWT({S$ | S ∈ S}), the multidollar BWT mdolBWT(S) = BWT(S1$1 . . . Sn$n), and the
concatenated BWT concBWT(S) = BWT(S1$ . . . Sn$#), where # < $ and $1 < · · · < $n are
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smaller than all characters in S. This is done by constructing the Lyndon SLP of each Si

(with a shared dictionary) and then applying post-processing steps such that the desired
eBWT variant can be derived from the resulting SLP. This is possible because the $’s separate
the input strings in the sense that no Lyndon word starting inside some Si can contain a $.

More specifically, for the dolEBWT, no post-processing is required and we can just
apply our eBWT construction algorithm, except that finding the canonical forms of the
strings is trivial because eBWT({S$ | S ∈ S}) = eBWT({$S | S ∈ S}) and $S is a
Lyndon word. For the mdolBWT and concBWT, we replace each Si in S1$1 . . . Sn$n and
S1$ . . . $Sn$#, respectively, with the roots of the grammar generating Si and compute the
grammar of a rotation of the resulting string using Algorithm 3: both $1S2$2 . . . Sn$nS1 and
#S1$ . . . $Sn$ are Lyndon. Therefore, BWT(S1$1 . . . Sn$n) = BBWT($1S2$2 . . . Sn$nS1) and
BWT(S1$ . . . $Sn$#) = BBWT(#S1$ . . . $Sn$) and we can apply our BBWT construction
algorithm to these rotations.

Note that all other BWT variants for string collections given in [14] can be simulated
with the multidollar BWT by using different relative orders of the separator symbols.

6 Practical Lyndon grammar construction

As shown in [1], the simple folklore algorithm for constructing the Lyndon array can be
used to construct the Lyndon forest. With a fitting lookup data structure, we can trivially
construct the Lyndon SLP instead. We essentially use Algorithm 4.

Algorithm 4 Prepending S[i] [1].

Find c with [Xc] = S[i]; /*Set c to the symbol generating S[i]*/
while stack is not empty do

t← stack.top();
if [Xt] ≤lex [Xc] then break;
else

stack.pop();
Find Xc′ with Xc′ → XcXt;
c← c′;

end
end
stack.push(c);

There are two steps that have to be explained: First, one must be able to compare [Xt]
and [Xc] lexicographically, and secondly, one must be able to find Xc′ with Xc′ → XcXt (this
is also called the naming function). For the former, we store for each symbol on the stack a
fixed-length prefix of the generated string. In many cases, this is sufficient for determining
the lexicographical order. Possibilities to handle the other cases are explained in Sections 6.1,
6.2 and 6.3. The following paragraphs will deal with the naming function.

For the naming function, we use a hash table to find the symbol names. This provides
(expected) constant time lookup/insertion.6 In practice however, N hash table lookups are
unnecessarily slow, especially because we assume the input to be repetitive. In particu-
lar, having fewer but longer keys is cache friendlier and thus faster on modern computer
architectures.

6 Note that this is also possible in O(log log g) deterministic time with at most 2g + g log g + o(g log g))
bits of memory, where g is the number of symbols of the grammar [42].
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Figure 4 Partial representation of a Lyndon Forest with nthres = 2. Heavy nodes are coloured in (■)
while light nodes are not.

Specifically, we decrease the number of hash table accesses by partitioning the nodes of
the Lyndon forest into heavy and light nodes and querying a second hash table H for each
heavy node. The naming function is then only used when such a query to H does not return
an answer. Leaves of the Lyndon forest are considered heavy. An inner node v is considered
heavy, if and only if its number of immediate heavy descendants (heavy descendants for which
only light nodes occur on the path to v) exceeds a fixed constant nthres > 1 (see Figure 4).7

For a heavy node v of the Lyndon forest we query H with the sequence of immediate
heavy descendants v1, . . . , vk of v. This means that we only store heavy nodes on the stack,
for a light node we instead store all immediate heavy descendants.

Different occurrences of the same symbol represent the exact same Lyndon tree and there-
fore correspond to the exact same sequence of immediate heavy descendants. Consequently,
if a subtree isomorphic to the subtree rooted at a heavy node has occurred previously, the
query to H is sufficient to resolve it. Otherwise, we use the naming function to find the
correct symbol and insert the sequence of immediate heavy descendants with it into H.

Note that each heavy node has at most 2nthres immediate heavy descendants because it
has exactly two children (or zero), each of which is either light (and thus has at most nthres
immediate heavy descendants) or heavy itself. This implies that the total memory usage
increases by a factor of at most O(nthres).

6.1 Constant time suffix comparisons
Because the Lyndon forest (and thus the Lyndon SLP) is closely related to the Lyndon
array, we can use the Lyndon array to decide whether [Xt] ≤lex [Xc] holds in constant time.
Specifically, when considering S[i] in Algorithm 3, we have [Xc] <lex [Xt] while λ[i] > |[Xc]|.

Unfortunately, as far as we know, all linear-time algorithms for constructing the Lyndon
array directly from the text need random access to the text [1, 7, 19] and thus the text
should reside in main memory.

For a BWT of a real-world string collection S however, this is typically not a problem
because, as noted in Section 5.1, the SLPs of the strings in S can be computed independently
(with a shared dictionary). Consequently, it suffices to have only the string (and its (succinct)
Lyndon array) in main memory whose Lyndon SLP is currently computed. This increases
the RAM usage by nmax(⌈log2|Σ|⌉+ 2) bits, where nmax is the length of the longest string in
S. For real biological data, nmax is generally small compared to the size of the entire input.

6.2 Naïve suffix comparisons using the Lyndon grammar
In this section, we describe a simple method for comparing [Xt] and [Xc] lexicographically
which requires constant extra memory and works well in practice. We assume that a, b < i

holds for each rule Xi → XaXb. This is clearly the case for SLPs constructed with Algorithm 4
if we assign increasing indices to new symbols.

7 In our experiments, nthres = 31.
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First note that, because we assign equal Lyndon words to equal symbols, [Xt] = [Xc]
if and only if t = c. The key to our algorithm is that we find the longest common symbol
Xℓ ∈ PL(Xt) ∩ PL(Xc). Additionally, we determine Xt′ ∈ PL(Xt) and Xc′ ∈ PL(Xc)
with Xt′ → XℓXr and Xc′ → XℓXr′ . Note that, by definition, r ̸= r′ (otherwise, c′ = t′,
contradicting the choice of ℓ) and therefore the lexicographical order of [Xr] and [Xr′ ] is the
same as the lexicographical order of [Xt] and [Xc]. Formally, [Xt] <lex [Xc] ⇐⇒ [Xr] <lex
[Xr′ ]. If such a tuple (ℓ, t′, c′) does not exist, either [Xt] and [Xc] do not share a non-empty
prefix (i.e., [Xt][0] ̸= [Xc][0]), or one of Xt and Xc is a prefix of the other.

Note that the indices of the elements in PL(Xi) have the same relative order as the
lengths of the generated strings in the sense that for all a, b ∈ PL(Xi) we have a < b if
and only if |[Xa]| < |[Xb]|. For this reason, we can proceed with a two-pointer search to
find ℓ (and t′ and c′). More specifically, assuming that the desired ℓ ∈ PL(Xt) ∩ PL(Xc)
exists, we have ℓ ∈ PL(Xa) if |[Xt]| < |[Xc]| for Xc → XaXb, and vice versa. A concrete
implementation is omitted due to space constraints.

Because in each step, at least one of the symbol indices decreases, the time complexity
for a comparison is at most linear in the size of the SLP. In fact, because in each step we go
from a symbol to one of its children, the time complexity is actually bounded by the height
of the SLP. This in turn implies a time complexity of O(Ng) when using Algorithm 4 with
the described method for constructing the Lyndon SLP.

Note that this worst-case time complexity is tight, e.g. on the string akbak (k ∈ N).
However, the Lyndon forests of random strings have expected height proportional to the
logarithm of the input size [36] and our approach works very well in practice (see Section 7).

6.3 Construction in O
(
N log g + g log2 g

)
In this Section, we describe an algorithm that is able to compute the Lyndon grammar online
in O

(
N log g + g log2 g

)
deterministic time from right to left in a streaming fashion using

O(g) words of extra memory.
Basically, this is done by maintaining the grammar’s set of symbols S in an ordered

sequence, lexicographically sorted by their respective generated strings. Using e.g. a B-Tree
[5], one can then find the rank of any symbol in O(log|S|) time. Thus, determining the
lexicographical order of two symbols in S can also be done in O(log|S|) time. What remains
to be shown is how the symbols can be maintained in this sorted arrangement.

As shown in Section 3, a lexicographically sorted Lyndon grammar has a forest-structure
(cf. Figure 3). This first-symbol forest can be represented using a balanced parenthesis
sequence (BPS) of length 2|S| [24], which can be obtained using a depth-first traversal of the
first-symbol forest (starting at the roots) by writing an opening parenthesis ‘(’ when visiting
a node for the first time and a closing parenthesis ‘)’ when all subtrees of a node have been
visited [24]. Each parenthesis pair corresponds to a symbol in the grammar, where the ith
opening parenthesis corresponds to the ith smallest symbol (by lexicographical order). For a
grammar with symbol set S, let this BPS be BS . We represent BS as an ordered sequence
TS , which contains two markers (i and )i for each symbol Xi in S, such that the ranks of
(i and )i are the indices of Xi’s opening and closing parenthesis in BS , respectively. For
instance, the sequence TS for the lexicographically sorted Lyndon grammar of our running
example (see Figure 3) would be (1(2(3(4)4)3)2(5(6)6)5)1(7(8)8)7(9)9.

Now consider adding a new symbol Xi → XaXb, where Xa and Xb are in T (i.e. Xi /∈ S,
Xa, Xb ∈ S). By Lemma 15, the parent of Xi’s parenthesis pair in BS∪{Xi} must be Xa’s
parenthesis pair. Therefore, it suffices to determine Xi’s lexicographically smallest “sibling”
Xj → XaXc (Xj ∈ S) with [Xc] >lex [Xb]; Xi’s parenthesis pair must appear immediately
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Figure 5 Wall clock time and maximum resident memory of BWT construction algorithms on
chromosome 19 sequences. The sequences were concatenated and all programs used only one thread.
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Figure 6 Wall clock time and maximum resident memory of tools for constructing BWT variants
for string collection on chromosome 19 sequences. All programs used only one thread.

in front of (j in TS∪{Xi}. If there is no such sibling, Xi is (currently) the largest child of
Xa and thus Xi’s parenthesis pair must be immediately in front of )a instead. Note that
comparing [Xb] and [Xc] is possible in O(log|S|) because both Xb and Xc are in TS .

In order to be able to find the correct sibling of Xi as described, we additionally maintain
for each Xa an ordered sequence Ta containing the symbols Sa = {Xk → XaXb | Xk, Xb ∈ S}
in lexicographical order. Inserting Xi → XaXb into Ta can then be accomplished with
O(log|Sa|) ⊆ O(log|S|) comparisons, each of which is possible in O(log |S|) via TS .

In total, we obtain a time complexity of O
(
|S| log2|S|

)
for maintaining the grammar’s

symbols lexicographically sorted, and O(N log|S|) for constructing the Lyndon forest.
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Figure 7 Wall clock time and maximum resident memory of tools for constructing BWT variants
on 1000 Chromosome 19 sequences (top) and 106 SARS-CoV-2 sequences (bottom) using multiple
threads. Note that CMS-BWT does not support multithreading. For the SARS-CoV-2 data, PFP-eBWT
required the ––reads flag.

7 Experiments

The source code of our implementation is publicly available.8
We compare our BWT algorithms for single texts with the programs Big-BWT9 [11] and

r-pfbwt10 [41], as well as libsais.11 The latter uses a modified version of the Suffix-Array
Induced Sorting (SAIS) algorithm [37] to compute the BWT and, since it is based on the
currently fastest SA construction implementation for general real-world data [40], can be
viewed as a lower bound for algorithms using the suffix array to compute the BWT.

For the BWT of text collections, we compare with PFP-eBWT12 [10], r-pfbwt [41],
ropebwt313 [29], grlBWT14 [17] and CMS-BWT15 [35] (for CMS-BWT we used the first sequence
in the collection as reference). All tool except the last one support multi-threading. Note

8 https://gitlab.com/qwerzuiop/lyndongrammar
9 https://gitlab.com/manzai/Big-BWT, last accessed: 22.04.2025, git hash 944cb27
10 https://github.com/marco-oliva/r-pfbwt, last accessed: 22.04.2025, git hash 1fea5c3
11 https://github.com/IlyaGrebnov/libsais, last accessed: 22.04.2025, git hash a138159
12 https://github.com/davidecenzato/PFP-eBWT, last accessed: 22.04.2025, git hash 4ca75ce
13 https://github.com/lh3/ropebwt3, last accessed: 22.04.2025, git hash 36a6411
14 https://github.com/ddiazdom/grlBWT, last accessed: 22.04.2025, git hash f09e7fa
15 https://github.com/fmasillo/cms-bwt, last accessed: 22.04.2025, git hash 1099d07. Note that the

speed and memory usage of CMS-BWT has improved massively since its publication in [35].
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that not all of these tools compute the same BWT variant [14]. Also note that all algorithms
based on PFP as well as grlBWT are semi-external, i.e., write/read some temporary data
to/from disk.

As test data, we use up to 1000 human Chromosome 19 haplotypes from [12] (≈ 6 ·1010bp)
and 106 SARS-CoV-2 sequences (≈ 3 · 1010bp).16 All experiments were conducted on a
Linux-6.8.0 machine with an Intel Xeon Gold 6338 CPU and 512 GB of RAM. All programs
were compiled with GCC 13.3.0. Before each test, the test file was scanned once to ensure it
is cached by the kernel. The results can be seen in Figures 5, 6 and 7. The subscripts for the
PFP-based algorithms indicate the used modulus.

For our programs, computing the dolEBWT using the suffix comparison method from
Section 6.2 is generally the fastest. Computing the original eBWT is slightly slower because
we need to find the smallest rotation of each input string. In the single-threaded case,
for both the 1000 Chromosome 19 haplotypes and 106 SARS-CoV-2 sequences, over 98%
of the time was spent constructing the grammar (for our fastest algorithm). Using the
linear-time algorithm for constructing the Lyndon array from [7] to ensure expected linear
time complexity slows our programs down by up to 60%. As expected, the suffix comparison
method from Section 6.3 is much slower than our other methods. The increase in memory
consumption of our program in the multithreaded case is due to the use of thread-safe hash
tables and multiple sequences and stacks residing in main memory.

For the Chromosome 19 collections and a single thread, CMS-BWT is the fastest program
(at the cost of high memory usage), followed by r-pfbwt (for larger cases) and our algorithms.
For more threads, our program is always the fastest. Regarding the memory consumption,
grlBWT uses the least amount of main memory for single-threaded processing, followed by
our programs. For the SARS-CoV-2 sequences, our program is the fastest, especially with
multiple threads, and for more than one thread also the most memory efficient.

8 Conclusion and Further Work

We described an algorithm to compute the BBWT – and by extension the common $-BWT
and various versions of the eBWT – from the lexicographically sorted Lyndon grammar of
a text or text collection. Furthermore, we gave an algorithm that lexicographically sorts a
Lyndon grammar and discussed approaches to efficiently compute the Lyndon grammar of
a text or text collection. We implemented the described algorithms and found that they
outperform other current state-of-the art programs in terms of time or memory consumed
(often both).
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