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Abstract
We provide the first approximation quality guarantees for the Cuthull-McKee heuristic for reordering
symmetric matrices to have low bandwidth, and we provide an algorithm for reconstructing bounded-
bandwidth graphs from distance oracles with near-linear query complexity. To prove these results
we introduce a new width parameter, BFS width, and we prove polylogarithmic upper and lower
bounds on the BFS width of graphs of bounded bandwidth. Unlike other width parameters, such
as bandwidth, pathwidth, and treewidth, BFS width can easily be computed in polynomial time.
Bounded BFS width implies bounded bandwidth, pathwidth, and treewidth, which in turn imply
fixed-parameter tractable algorithms for many problems that are NP-hard for general graphs. In
addition to their applications to matrix ordering, we also provide applications of BFS width to graph
reconstruction, to reconstruct graphs from distance queries, and graph drawing, to construct arc
diagrams of small height.
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1 Introduction

When a graph has a linear layout of low bandwidth, it is natural to guess that breadth-first
search produces a low-width layout. This is the underlying principle of the widely used
Cuthill–McKee algorithm [13] for reordering symmetric matrices into band matrices with
low bandwidth. In this paper, we quantify this principle, for the first time, by providing the
first worst-case analysis of the Cuthill–McKee algorithm, proving polylogarithmic upper and
lower bounds for its performance on bounded-bandwidth graphs. Using the same techniques,
we also study the problem of reconstructing an unknown graph, given access to a distance
oracle. We use a method based on breadth-first search to reconstruct graphs of bounded
bandwidth in near-linear query complexity. Additionally, we apply our results in graph
drawing, by constructing arc diagrams of low height for any graph of bounded bandwidth.

The key to our results is a natural but previously-unstudied graph width parameter, the
breadth-first-search width or BFS width of a graph, which we define algorithmically in
terms of the size of the layers in a breadth-first search tree. To develop our results, we prove
that bandwidth and BFS width are polylogarithmically tied: the graphs of bandwidth ≤ b,
for any constant b, have BFS width that is both upper bounded (for all graphs of bandwidth
≤ b) and lower bounded (for infinitely many graphs of bandwidth b) by functions of the form
logf(b) n. To provide context for our contributions, we review the background of our three
application areas below and then describe our new results in more detail for each.
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69:2 Bandwidth vs BFS Width

Sparse Numerical Linear Algebra

A symmetric matrix, A, is called a band matrix if its nonzeros are confined to a band of
consecutive diagonals centered on the main diagonal; the bandwidth is the number of these
nonzero diagonals on either side of the main diagonal. That is, it is the maximum value of
|i− j| for the indexes of a nonzero matrix entry Ai,j . Any symmetric matrix corresponds to
an undirected graph, with n numbered vertices, and with an edge {i, j} for each off-diagonal
nonzero entry Ai,j ; the numbering of vertices describes a linear layout of this graph and the
bandwidth of this layout is the largest difference between the positions of any two adjacent
vertices in this linear layout. The bandwidth of the graph itself is the minimum bandwidth of
any of its linear layouts; the goal of the Cuthill–McKee algorithm is to permute the vertices
of the graph into a layout with bandwidth close to this minimum, and correspondingly to
permute the rows and columns of the given matrix to produce an equivalent symmetric band
matrix of low bandwidth. See Figure 1. Such a reordering, for instance, can be used in sparse
numerical linear algebra to reduce fill-in (zero matrix elements that become nonzero) when
applying Gaussian elimination to the matrix.

(a) (b)

Figure 1 Illustrating the Cuthill-McKee algorithm. (a) A sparse matrix; (b) a sparse matrix
reordered according to the Cuthill-McKee algorithm. Nonzero entries are shown as black spots. Left:
public-domain image by Oleg Alexandrov; right: image by Wikipedia user Kxx licensed under the
CC BY-SA 3.0 license.

Graph bandwidth is NP-complete [20] and hard to approximate to within any constant
factor, even for trees of a very special form [15]. For any fixed b, testing whether bandwidth
≤ b is polynomial, but with b in the exponent of the polynomial [25]. Therefore, practition-
ers have resorted to heuristics for bandwidth, rather than exact optimization algorithms.
Notable among these are the Cuthill–McKee algorithm [13], and the closely related reverse
Cuthill–McKee algorithm [21]; both are heavily cited and widely used for this task. More
sophisticated methods have also been used and tested experimentally [34].

The best known polynomial time algorithm provides a O(log3 n
√

log log n)-approximation
factor for bandwidth on general graphs with high probability using a semi-definite relaxation
[16]. A randomized polynomial time O(log2.5 n)-approximation algorithm is known for the
special cases of trees and chordal graphs using caterpillar decomposition [24]. In contrast,
the Cuthill–McKee and reverse Cuthill–McKee algorithms are much simpler since they
only rely on BFS and are deterministic. Despite their simplicity, we are unaware of any
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past work providing worst-case performance guarantees for the Cuthill–McKee and reverse
Cuthill–McKee algorithms. The only theoretical upper bound we are aware of regarding these
algorithms concerns random matrices whose optimal bandwidth is sufficiently large, for which
this algorithm will produce a constant factor approximation. The same work also provides a
logarithmic lower bound on the approximation factor for matrices with optimal bandwidth 2,
weaker than our result [35]. Instead, we are interested in deterministic guarantees for these
algorithms for matrices of low optimal bandwidth. We prove the following results:

For n× n matrices of bounded optimal bandwidth ≤ b, we show that the Cuthill–McKee
algorithm and the reverse Cuthill–McKee algorithm will find a reordering of bandwidth
upper bounded by a function of the form logf(b) n. Equivalently, for n-vertex graphs of
bandwidth ≤ b, these algorithms will find a linear layout of bandwidth ≤ logf(b) n.
We show that there exist matrices for which this polylogarithmic dependence is necessary.
For every polylogarithmic bound logk n on the bandwidth, there is a constant bandwidth
bound b such that, for infinitely many n, there exist matrices of optimal bandwidth ≤ b

that cause both the Cuthill–McKee algorithm and the reverse Cuthill–McKee algorithm
to produce reordered matrices of bandwidth Ω(logk n).

We remark that, for any graph,

O(1) BFS width =⇒ O(1) bandwidth =⇒ O(1) pathwidth =⇒ O(1) treewidth [28],

and graphs of bandwidth b have tree-depth O(b log n/b) [23]. Thus, many algorithmic results
based on width parameters such as pathwidth, treewidth, and tree-depth are also available
for BFS-width. However, both pathwidth and tree-depth have approximation algorithms
with fixed polylogarithmic approximation ratios [6, 19], better than the polylogarithmic
ratio with a variable exponent depending on the optimal bandwidth that we prove for the
Cuthill–McKee algorithm.

Graph Reconstruction

We also provide new results for graph reconstruction, a well-motivated problem with
numerous applications, such as learning road networks [2] and communication network
mapping [1]. Suppose we are given the vertex set but not the edge set of a graph G. The
graph reconstruction problem is to determine all the edges of G, by asking queries about
G from an oracle, with the goal of minimizing the query complexity, the number of queries
to the oracle [27,32]. Various oracles can be used. In particular, we consider the distance
oracle from several previous works [27,32]. This oracle takes a pair of vertices and returns
the number of edges on a shortest path between the two given vertices. Following previous
work [27,32], the graph is assumed to be connected, undirected, and unweighted. It is also
generally assumed to have bounded degree, because distinguishing an n-vertex star from a
graph with one additional edge between the leaves of the star would have a trivial quadratic
lower bound. For reconstruction from distance oracles, the following results are known:

For graphs of maximum degree ∆, there is a randomized algorithm with query complexity
O(∆3 · n3/2 · log2 n · log log n), which is Õ(n3/2) when ∆ = O

(
polylog(n)

)
[27].1

Chordal graphs can be reconstructed in randomized query complexity Õ(n) when ∆ =
O(log log n) [27]. The k-chordal graphs can be reconstructed in randomized query
complexity O∆,k(n log n) when ∆ = O(1) [4].

1 We use Õ(∗) to denote asymptotic bounds that ignore polylogarithmic factors.
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Outerplanar graphs can be reconstructed in randomized query complexity Õ(n) when ∆
is polylogarithmic [27].
For reconstructing uniformly random ∆-regular graphs with maximum degree ∆ = O(1),
there is a randomized algorithm using Õ(n) queries in expectation [32].

Our new results in this area are that the graphs of bounded bandwidth can be reconstructed
deterministically in query complexity Õ(n), by a very simple algorithm. More generally, the
graphs of BFS width B can be reconstructed deterministically in query complexity O(nB).
No additional assumption on ∆ is needed here because bounded bandwidth and bounded
BFS width both automatically imply bounded degree.

Graph Drawing

Graph drawing is the study of methods for visualizing graphs; see, e.g., [5, 30]. One type of
graph visualization tool that has received considerable attention is the arc diagram of a
graph, G = (V, E), where the vertices of G are laid out as points on a straight line and edges
are drawn as semicircular arcs or straight-line segments (for consecutive points) joining pairs
of such points. See Figure 2.

Figure 2 An example arc diagram. Public-domain image by David Eppstein.

Arc diagrams have received considerable attention, both as a visualization tool and as a
topic of study in discrete mathematics; see, e.g., [9,11,14,30,31,36]. As a direct consequence
of Theorem 14, when an n-vertex graph has an arc diagram of bounded height, we can find
a drawing with polylogarithmic height. Here, the height of an arc diagram, with vertices
placed at integer positions along the x-axis, is just half the bandwidth of the linear layout
describing the vertex placement.

2 Preliminaries

We define BFS width as follows. From a given undirected graph, G = (V, E), choose
arbitrarily a starting vertex v in G and perform a breadth-first search of G from v. The
edges traversed during this search define a breadth-first search tree T such that the depth of
each vertex in T equals its unweighted distance from v, the number of edges in a shortest
path from v. We define the layer Li(v) to consist of all vertices at distance i from v; if
u ∈ Li(v), we say that u has layer number i. The maximum size of any Li(v) set is the
BFS width of G from v and the BFS width of G is the maximum BFS width taken over all
choices of the starting vertex v in G. That is, we have the following formal definition of BFS
width building upon the definition of width in layered graph drawing [5].
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▶ Definition 1 (BFS Width). Let G = (V, E) be a graph. A layering of G is a partition of V

into subsets L0, L1, . . . , and the width of G for this layering is maxi∈Z≥0 |Li|. Any vertex, v ∈
V , defines a layering by letting Li(v) = {u ∈ V : d(v, u) = i}. The BFS width of G from
v, denoted bfsw(G, v), is defined as bfsw(G, v) = maxi∈Z≥0 |Li(v)|. The BFS width of G,
denoted bfsw(G), is defined as bfsw(G) = maxv∈V bfsw(G, v) = maxv∈V maxi∈Z≥0 |Li(v)|.

We also define the minimum BFS width, bfswmin(G) = minv∈V bfsw(G, v). These
two BFS width parameters can differ significantly, and we will show that there exist graphs
such that bfsw(G)/bfswmin(G) = Ω(log n). Clearly, bfsw(G) and bfswmin(G) can both
easily be computed in O

(
n(n + m)

)
time for any graph, G, with n vertices and m edges by

performing n breadth-first searches; see, e.g., [12,22]. In contrast, it is NP-hard to compute
other well-known width parameters for a graph, including bandwidth [18], pathwidth, and
treewidth [7]. Nevertheless, we prove that bounded BFS width implies bounded bandwidth
for the graph, which, in turn, implies bounded pathwidth and treewidth for the graph.

Some Preliminary Facts About Bandwidth and BFS Width
Bandwidth

Two lower bounds on bandwidth are as follows:

▷ Claim 2 (Degree lower bound [10]). bw(G) ≥ ⌈∆/2⌉, where ∆ is the graph’s maximum
degree.

▷ Claim 3 (Local density lower bound [24]). bw(G) ≥ D(G) := maxv∈V,d

⌈
|N(v,d)|

2d

⌉
, where

D(G) is the local density of G, and N(v, d) is vertices at distance at most d from v (exclud-
ing v).

When v is a maximum degree vertex and d = 1, this implies the degree lower bound.

BFS Width

Recall that a caterpillar tree is a tree in which every vertex is within distance 1 of a
central path; i.e., the central path contains every vertex of degree 2 or more; see, e.g., [26].
Caterpillar trees have applications in chemistry and physics [17], and they are the graphs of
pathwidth one [33]. A simple, but useful, fact regarding BFS width is the following:

▶ Theorem 4. If G is a caterpillar tree with maximum degree, ∆ ≥ 2, then bfsw(G) ≤
2(∆− 1).

Proof. To upper bound bfsw(G), we want to find a root vertex v that can maximize the
BFS width of G from v. Choose a vertex, v, that is not one of the end points on the central
path as the root for a BFS tree, T . Then layer 1 will have size at most ∆ and each vertex of
degree ∆ in G that is not v will correspond to an interior vertex in T with at most ∆− 1
children. All degree ∆ vertices are on the central path. The maximum layer size occurs in T

when two such vertices are in the same layer. The layer below it has 2(∆− 1) children. ◀

We also have the following.

▶ Theorem 5. For any graph, G, its bandwidth bw(G) ≤ 2
(
bfswmin(G)

)
− 1.

Proof. Let T be the BFS tree for G rooted at a vertex, v, that achieves the minimum BFS
width, bfswmin(G) = bfsw(G, v). By definition, every layer in T has at most bfswmin(G)
vertices. It is well-known that in a graph, G, with a BFS tree, T , every non-tree edge, (u, v),
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connects two vertices whose layer numbers differ by at most 1; see, e.g., [12,22]. Thus, we can
number the vertices of T as 1, 2, . . . , n so as to have nondecreasing layer numbers. The BFS
ordering is one way to achieve this. This numbering defines a linear layout of the vertices.
The maximum distance on the x-axis between two endpoints of an edge, therefore, will be
at most that determined by the first vertex in a layer i and the last vertex in a layer i + 1,
which can be at most 2

(
bfswmin(G)

)
− 1. ◀

This immediately implies the following.

▶ Corollary 6. For any graph, G, bw(G) ≤ 2
(
bfsw(G)

)
− 1.

b1 b2 b4b3

a

b1 b2 b3 b4

a

Figure 3 An example graph with bfsw(G) = Θ(n) and bfswmin(G) = Θ(n) and a linear layout
that achieves its optimal bandwidth bw(G) = Θ(

√
n).

Given a linear layout of the vertices of a graph with respect to bandwidth, we say that
the length of an edge, {u, v}, is one plus the number of vertices between u and v.

▶ Theorem 7. There is a graph, G, with n vertices such that its bandwidth bw(G) = Θ(
√

n)
but bfsw(G) = Θ(n) and bfswmin(G) = Θ(n).

Proof. The example is illustrated in Figure 3. Take a star with
√

n leaves and subdivide
each edge

√
n times. Then add a star with

√
n leaves at the end of each path. This example

first appeared in [24] but they only gave a lower bound on bandwidth and did not compute
the bandwidth. By the degree lower bound, bw(G) = Ω(

√
n). Regardless of which vertex is

chosen as the root for BFS, BFS will produce a layout with bandwidth Θ(n). Now it remains
to show a linear layout with bandwidth O(

√
n).

The path from a to vertex bi and the star at bi are considered as one block and we call
this block Bi. Suppose we have already placed B√

n−1, B√
n−2, . . . , Bi+1. Now we describe

how to place Bi. All
√

n leaves of bi are placed on its left. Next we place the path from a

to bi. Starting from a, we place one vertex to the right of b√
n−1, b√

n−2, . . . , bi+1. This step
uses

√
n− i− 1 vertices. The remaining path segment with i + 1 vertices are placed to the

right of bi.
Next we analyze the bandwidth. The edge between bi and its leftmost leaf has length√

n. Any vertex bi introduces a path vertex to the right of b√
n−1. In total there are

√
n− 2

vertices between b√
n−1 and its parent in the tree. Block B√

n has 2
√

n + 1 vertices. Thus,
the length of the first edge on path ab1 is at most 4

√
n. The linear layout has bandwidth

O(
√

n). ◀
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This shows that there are graphs for which the linear layout produced by BFS is off by a
factor of Θ(

√
n).

As noted above, there are many algorithmic applications with respect to graphs with
bounded bandwidth, which, in turn, implies bounded pathwidth and treewidth. Theorem 5
implies that a graph with bounded minimum BFS width has bounded bandwidth. Thus, any
polynomial-time algorithm for graphs with bounded bandwidth, pathwidth, or treewidth
(e.g., see [3,8]) also applies to any graph with bounded BFS width for one of its vertices, with
the added benefit that we can determine the minimum BFS width for a graph in polynomial
time. Unfortunately, as the following theorem shows, bounded treewidth does not imply
bounded BFS width.

▶ Theorem 8. There is a graph, G, with n vertices such that its treewidth tw(G) = 1 but
bfsw(G) = n− 1 and bfswmin(G) = n− 2.

Proof. Let G be the star graph with internal vertex v. The BFS tree, T , from the vertex v

will have n− 1 vertices on its layer 1. For any vertex w ̸= v, the BFS tree, T , from w will
have v on its layer 1, and the remaining n− 2 vertices of G on its layer 2. ◀

In these subsequent sections, we sometimes drop the graph, G, in width notations when
the context is clear. When the graph is a tree with root v, a natural layering is defined by
distances to the root and we use the term width to denote the BFS width of G from v.

3 Graphs of Bounded Bandwidth and Polylogarithmic BFS Width

In this section, we show how to construct a graph to prove that when bandwidth is bounded,
BFS width can be as large as polylogarithmic in the number of vertices. This graph also
proves that BFS width and minimum BFS width can differ by a logarithmic factor. The
graph that we use to establish this lower bound is an arbitrarily large binary tree. Our
construction is an induction based on defining trees in terms of a level parameter, k, which
is the primary inductive term, plus an independent height parameter, h, which determines
the size, n, of the tree.

Level 1. A level 1 tree, T1,i, is simply a path, which defines a tree when viewed as being
rooted at one of the ends of this path. Thus, bw(T1,i) = 1 and bfsw(T1,i) = 2. Before next
jumping to the general case, for k > 1, let us first describe the level 2 trees, which introduce
a constructive pattern we repeat for the general case.

Level 2. A level 2 tree T2,j is defined for height, h = 2j , for any integer, j > 1. We start
with j + 1 level 1 trees, where T1,i has height hi = 2i − 1, for i = 0, 1, . . . , j. We also define
another level 1 tree of height h = 2j , which we call the spine. We connect each tree, T1,i,
with an edge to a vertex vi on the spine so that every leaf in the resulting tree has the same
depth. See Figure 4.

Thus, each subtree “hanging off” the spine is a path with height hi = 2i − 1, where
i = 0, 1, . . . , j. The height of the level 2 tree is h = 2j , where j is independent of the level
number 2. As mentioned above, all leaves in a level 2 tree have the same depth; hence, the
number of edges on the spine between two consecutive roots must be the height difference
between the corresponding subtrees: d(vi+1, vi) = hi+1 − hi = 2i = hi + 1, where d is the
shortest path distance. Therefore, when we interleave a subtree, T1,i, and the spine edges
between vi+1 and vi in the linear layout, we can alternately take one vertex from each. This
is illustrated in Figure 4. This layout has bandwidth 2, which is the minimum possible.

Let us now consider the width (BFS width from the root) of a level 2 tree, T2,j . This
width lower bounds BFS width. Since h = 2j , j = log h where log is base 2. The total
number of subtrees is j + 1, each contributing one vertex to the widest layer. The spine also

ESA 2025
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Figure 4 Top: the level 2 tree is constructed by attaching level 1 trees on a spine. The heights
of these level 1 subtrees approximately follow a geometric sequence. Bottom: an arc diagram
illustrating the linear layout of the level 2 tree. Each edge is a semicircle. The maximum diameter of
these semicircles equals the bandwidth of the linear layout. This linear layout achieves the minimum
bandwidth 2.

has one vertex at the widest layer. Therefore, the width of T2,j is w = j + 1 + 1 = log h + 2.
We want to express this width in terms of the number of vertices, n. Any vertex of this tree
is either in a subtree or on the spine. The spine has height h and h + 1 vertices. Subtrees
have ns =

∑j
i=0(hi + 1) =

∑j
i=0 2i = 2h− 1 vertices. Thus, n = h + 1 + 2h− 1 = 3h; hence,

we can define a level 2 tree T2,j to have an arbitrarily large number, n, of vertices. Therefore,
T2,j has bandwidth bw(T2,j) = 2, and width, w = j +2, which implies bfsw(T2,j) = Ω(log n),
where n = 3h = 3 · 2j can be arbitrarily large.

Following the structural pattern we used to build a level 2 tree, to construct a tree at level
k, we take trees from level (k − 1) whose heights approximately follow a geometric sequence
and attach them to a path, which we again call the spine. These level (k− 1) trees are called
subtrees. Their placement on the spine is such that the leaves of these trees have the same
depth in the level k tree, thus achieving their width in a single (last) level of a breadth-first
layering. To get a bounded bandwidth layout of the level k tree, we interleave vertices from
the spine and level (k − 1) subtrees. These constructions are illustrated in Figure 5.

Let us, therefore, consider the bandwidth and BFS width of a level k tree. Suppose the
subtree below vertex vi (excluding vi) is Tk−1,i. Given this notational background, let us
prove the following theorem, which is one of the two main technical theorems in this paper:

▶ Theorem 9 (Lower bound on BFS width). For each non-negative integer, k, and for
arbitrarily large values of n, there exists a (level k) tree, T , with n vertices that satisfies:

bw(T ) = Ok(1),
bfsw(T ) = Ω(logk n),

where Ok(1) denotes a number that depends on k but is bounded when k is bounded.

Proof. We construct the level k tree to have an arbitrarily large integer, n, of vertices, by
induction, from level (k − 1) trees. To keep track of the tree and subtree sizes, we let nk,j

denote the size of the tree, Tk,j , we are constructing (to roughly have height that is arbitrarily
large as a power of j). The base case is the construction given above, which in this notation,



D. Eppstein, M. T. Goodrich, and S. Liu 69:9

hk−1,j−1 ≈ 2j−1hk−1,j ≈ 2j

vj

vj−1

vj−2

hk−1,j−2 ≈ 2j−2

Figure 5 Top: the level k tree is constructed by attaching level (k − 1) trees on a spine. The
heights of these level (k − 1) subtrees approximately follow a geometric sequence. The leaves of these
subtrees have the same depth in the level k tree. Bottom: a diagram illustrating the linear layout of
the level k tree. This does not necessarily achieve the minimum possible bandwidth. Intuitively, this
is the level k tree rooted at the rightmost vertex of the spine. We interleave vertices from the spine
and level (k − 1) subtrees. Vertices from a level (k − 1) subtree are arranged according to their
linear layout from the previous level.

gives a level 2 tree with n2,j = 3h2,j vertices and height h2,j = 2j and to have bandwidth 2
and BFS width at least d2j + 2, for the constant, d2 = 1. Accordingly, in our analysis below,
we focus on the dominant components sufficient for our asymptotic analysis.
Inductive step. Suppose, for i = 0, 1, 2, . . . , j, we have a level (k − 1) tree, Tk−1,i, with
height hk−1,i = 2i + k − 3 having width wk−1,i and nk−1,i vertices such that

nk−1,i = ck−1 · 2i + pk−1(i), wk−1,i = dk−1ik−2 + qk−1(i), bw′(Tk−1,i) = Ok−1(1),

where bw′ is the bandwidth of the linear layout we construct, ck−1 and dk−1 are constants,
and pk−1 and qk−1 are polynomial functions with degree k − 3. Let us now construct a
level k tree where the height of the leftmost subtree is hk−1,j = 2j + k − 3, so this level k

tree has height hk,j = 2j + k − 2. Using Faulhaber’s formula (e.g., see Knuth [29]), we can
characterize the total number of vertices in all the subtrees as

ns =
j∑

i=0
(ck−1 · 2i + pk−1(i)) = ck−1 · (2j+1 − 1) + pk(j),

where pk is a polynomial function with degree k − 2. The spine has hk,j + 1 vertices. The
total number of vertices in this level k tree, therefore, is

nk,j = ns + hk,j + 1 = ck−1 · (2j+1 − 1) + pk(j) + 2j + k − 2 + 1
= (2ck−1 + 1) · 2j + p′

k(j) = ck · 2j + p′
k(j),

where p′
k is a polynomial function with degree k − 2, and ck := 2ck−1 + 1. Since c2 = 3, we

can solve this recurrence relation to yield ck = 2k − 1.

ESA 2025
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Bandwidth. Let us next upper bound the bandwidth, bw(Tk,j), of the tree, Tk,j . We
interleave each subtree Tk−1,i and the spine path between vi+1 and vi in the linear layout.
Tk−1,i has height hk−1,i and nk−1,i vertices. The spine path vi+1vi has length d(vi+1, vi) =
hk−1,i+1−hk−1,i = 2i. We use the linear layout of subtree Tk−1,i obtained from the previous
level and insert vertices from the spine path. Let ri := nk−1,i/2i = ck−1 + pk−1(i)/2i. We
alternately place ⌈ri⌉ vertices from Tk−1,i and one vertex from the spine path vi+1vi, until
all vertices from Tk−1,i have been placed, in which case we place the remaining vertices from
vi+1vi consecutively. Any edge connecting two vertices from Tk−1,i with length equal to
bw′(Tk−1,i) may have at most

⌈
bw′(Tk−1,i)

⌈ri⌉+1

⌉
spine vertices inside it. Any edge connecting

two vertices from the spine path vi+1vi has at most ⌈ri⌉ vertices from Tk−1,i inside it. These
are the only two factors that cause the bandwidth to increase from level (k− 1) to level k, so
the recurrence relation is

bw′(Tk,j) ≤ jmax
i=0

max
(

bw′(Tk−1,i) +
⌈

bw′(Tk−1,i)
⌈ri⌉+ 1

⌉
, ⌈ri⌉+ 1

)
.

Since limi→∞ ri = ck−1, for large values of i, ri < ck−1 + 1, and for small values of i, ri

can be upper bounded by another constant. Thus, this level k linear layout has bandwidth
Ok(1).
BFS width. BFS width is lower bounded by width, which can be computed using Faulhaber’s
formula (e.g., see Knuth [29]):

wk,j =
j∑

i=0
(dk−1 · ik−2 + qk−1(i)) = dk−1

k − 1jk−1 + qk(j) = dkjk−1 + qk(j),

where dk := dk−1
k−1 and qk is a polynomial function with degree k − 2. Since d2 = 1, we can

solve this recurrence relation to yield dk = 1
(k−1)! .

We have therefore shown that the tree Tk,j has height hk,j = 2j + k− 3 and nk,j vertices,
with

nk,j = ck · 2j + p′
k(j),

bw(Tk,j) = Ok(1), and
bfsw(Tk,j) ≥ wk,j = dkjk−1 + qk(j) = Ω(logk−1 nk,j). ◀

Thus, a graph with bounded bandwidth can have polylogarithmic BFS width. Also:

▶ Theorem 10 (Lower bound on minimum BFS width). For each non-negative integer, k, and
for arbitrarily large values of n, there exists a (level k) tree, T , with n vertices that satisfies:

bw(T ) = Ok(1),
bfswmin(T ) = Ω(logk n),

where Ok(1) denotes a number that depends on k but is bounded when k is bounded.

Proof. A construction similar to Figure 5 can be used to place the root at one end of the
linear layout. Taking two reflected copies of the resulting tree, connected at the root, gives a
lower bound for minimum BFS width (with different constants than Theorem 9). ◀

▶ Theorem 11. For arbitrarily large values of n, there exists a binary tree, T , with n vertices
that satisfies bfsw(T )/bfswmin(T ) = Ω(log n).
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Proof. The level 2 tree, T = T2,j , is originally rooted at the leftmost spine vertex vj . Consider
rooting T at the rightmost spine vertex vs, as in the bottom of Figure 4. The width of the
new tree is 2. Thus,

bfsw(T, vj) = j + 2,

bfsw(T, vs) = 2,

bfsw(T )
bfswmin(T ) ≥

bfsw(T, vj)
bfsw(T, vs) = j + 2

2 =
log

(
n
3

)
+ 2

2 , and

bfsw(T )
bfswmin(T ) = Ω(log n). ◀

4 Polylogarithmic BFS Width for Graphs of Bounded Bandwidth

In this section, we show that if bandwidth is bounded, then BFS width is at most polylog-
arithmic in the number of vertices. The construction in Section 3 shows that this upper
bound is tight. The proof follows a structure similar to our lower-bound construction. First,
we make several simplifying assumptions with respect to the graph, which we make without
loss of generality (wlog). Next, we identify spines and subtrees as in our construction above.
Then we use strong induction to prove our bound.

The inductive hypothesis is as follows: for arbitrarily large values of n, any graph on
n vertices with bandwidth bw ≤ k, for a fixed constant, k ≥ 1, has BFS width bfsw =
O

(
logk−1(n)

)
. The base case, k = 1, is clearly true, since a connected graph with bandwidth

1 is a path. For the induction step, suppose that if any graph, G, on n vertices has bandwidth
bw(G) ≤ k, for a fixed constant, k ≥ 1, then bfsw(G) = O

(
logk−1(n)

)
. To show the

induction hypothesis holds for k + 1, we consider a widest BFS tree of G, and show that there
are at most a logarithmic number of subtrees in T and each subtree has width O

(
logk−1(n)

)
.

Consequently, when these subtrees are combined, the overall width remains polylogarithmic,
with a higher (constant) exponent.

Suppose we have a linear layout of an n-vertex graph, G, that achieves minimum
bandwidth, let T be a widest BFS tree of G, and let r be the root of T . We want to show
that T has width O

(
logk(n)

)
. Thus, without changing the BFS width, we can delete non-tree

edges from G as well as all vertices and edges below the first widest layer of T . This may
reduce the number of vertices, but, wlog, let us nevertheless refer to the reduced number
of vertices as n and the reduced tree as T , since we are interested in an upper bound in
terms of the number of vertices in the original graph. Thus, let us focus our attention on the
reduced tree, T , instead of the original graph.

Furthermore, we can make extreme points of the linear layout leaves of T . Suppose this
is not the case. Wlog, we consider two scenarios:
1. The leftmost vertex v of the linear layout is the root. If the root only has one child, then

we can remove it and make its child the new root. After repeating this step, either the
new leftmost vertex is not the root, or it is the root with at least two children. In the
latter case, we can take the subtree rooted at one child and flip its linear layout around
the root. Thus, extreme points of the linear layout will not be the root.

2. The rightmost vertex v of the linear layout is neither the root nor a leaf. All leaves of the
subtree Tv rooted at v are to the left of v in the linear layout. We can flip this subtree
around v to move non-root vertices of Tv to the right side of v. After this, we check the
new rightmost vertex w ∈ Tv. If it is not a leaf, then Tw ⊂ Tv and v /∈ Tw. Since the
subtree Tw contains fewer vertices than Tv, each iteration of this process reduces the size
of the subtree rooted at the rightmost vertex. Therefore, after repeating this process
finitely many times, the rightmost vertex will be a leaf.

ESA 2025
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After these operations, extreme points of the linear layout are now leaves of T . Note that
the width of the tree does not change and the bandwidth of this new ordering cannot be
greater than before. The left spine is defined as the path from the root to the leftmost
vertex, and the right spine is defined similarly. All non-spine vertices belong to a subtree
“hanging off” the spine. In this section, it is more convenient to treat the root vertices of
these subtrees as the intersection of subtrees and the spine. Now we upper bound the number
of subtrees that contribute to the width of T .

h(r2) =
H
2

h(r) = H

r

r2

h(r1) =
H
4

v2 v1

v2 v1

r1

Figure 6 Proof of Lemma 12 illustrated. When i = 1, S1 is the set of all subtrees with height
h(rs) ∈ I := [ H

4 , H
2 ]. In this figure, it contains the two subtrees on the right. We want to upper

bound the total number of vertices in these subtrees.

▶ Lemma 12. The number of subtrees that have at least one leaf at the widest layer of the
tree T is O(log n).

Proof. Because of symmetry, we only bound the number of subtrees whose root is on the
right spine. Suppose the tree T rooted at r has height H. For integer i = 0, 1, . . . , ⌊log H⌋,
let Si be the set of all subtrees with height h(rs) ∈ I := [ H

2i+1 , H
2i ] where rs is the root of a

subtree. See Figure 6. We do not need to consider subtrees with height 0.
Now we upper bound the total number of vertices in all subtrees in Si. Consider the

position of these subtrees in the linear layout. Suppose the rightmost vertex is v1 and it
belongs to the subtree rooted at r1, and the leftmost vertex v2 belongs to the subtree rooted
at r2. Recall that d denotes the shortest path distance in the graph. For any root rs of a
subtree in Si, d(r, rs) = H − h(rs) ∈ H − I := [H − H

2i , H − H
2i+1 ]. The shortest paths from r

to all such root vertices are part of the right spine. Thus,

d(r1, r2) ≤ |H − I| = |I|
d(v1, v2) ≤ d(v1, r1) + d(r1, r2) + d(r2, v2) ≤ h(v1) + |I|+ h(v2)

≤ H

2i
+

(
H

2i
− H

2i+1

)
+ H

2i
= 3H

2i
− H

2i+1 = 5H

2i+1 .

Because of the bounded bandwidth, the number of vertices between v1 and v2 in the linear
layout is at most 5H

2i+1 (bw).
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Each subtree with height in I must have at least H
2i+1 vertices to reach the minimum

height. Consequently, the total number of subtrees with height in any given interval I is at
most a constant and this completes the proof. ◀

Next, we prove that removing spine vertices from the linear layout reduces the bandwidth
of subtrees. Since the roots of these subtrees also belong to the spine, each subtree may
decompose into a forest. Given that bounded bandwidth implies bounded maximum degree,
the number of trees in each resulting forest is bounded. If these trees have smaller bandwidth,
we can apply the inductive hypothesis to show that they have width O

(
logk−1(n)

)
. Thus,

the original subtree also has width O
(
logk−1(n)

)
. Thus, the following lemma is essential to

the induction:

▶ Lemma 13. If the tree T has bandwidth bw, then each tree in the forests obtained after
removing the spine has bandwidth at most bw− 1.

Proof. The proof outline is as follows. By definition, the extreme points of the original linear
layout are spine vertices and thus subtrees with one vertex. We denote them as vl and vr

respectively. Consider any subtree Tv rooted at v ≠ vl, vr. After removing the spine vertices,
the linear layout for T naturally defines a linear layout for Tv \ v by preserving the relative
position of its vertices. We show that the maximum length of any edge of Tv \ v will become
less than bw.

In the linear layout for T , the length of any edge is at most bw. If an edge has length
equal to bw, we say that this edge is saturated. Let S be the set of all saturated edges of
Tv \ v. If this is an empty set, the proof is complete. Otherwise, suppose there is one edge
e ∈ S with no spine vertex inside it. vl and vr are connected through edges of the spine and
one of these edges must enclose the two endpoints of e. The length of e is bw, so the length
of this edge is greater than bw, and this is a contradiction. Thus, there is a spine vertex
inside every saturated edge of Tv \ v. After removing the spine vertices, all edges of Tv \ v

have length at most bw− 1. Tv \ v may be a forest, so this upper bounds the bandwidth of
each connected component. ◀

With these lemmas, we can apply strong induction on bandwidth, which gives us:

▶ Theorem 14 (Upper bound on BFS width). For any constant, k ≥ 1, and n-vertex graph,
G, if bw(G) = k, then bfsw(G) = O

(
logk−1(n)

)
.

5 Applications

In this section, we prove the application results claimed in the introduction.

5.1 Numerical Linear Algebra
For the purposes of this section, the only facts we need about the Cuthill–McKee and reverse
Cuthill–McKee algorithms are:

The bandwidth of a reordered matrix PAP T , where A is any symmetric matrix and P is
any permutation matrix, is the same as the bandwidth of the linear layout of the graph
of nonzeros of A obtained by laying out the vertices of this graph in the order given by
permutation P .
Both the Cuthill–McKee and reverse Cuthill–McKee algorithms, applied to a matrix A

choose their orderings (interpreted as linear layouts of graphs) by the breadth-first layer
of the graph of nonzeros of A, and then carefully permute the vertices within each layer.
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We can directly relate the performance of these algorithms to BFS width:

▶ Theorem 15. Let G be the graph of nonzeros of a symmetric matrix A, and let v be an
arbitrary vertex of G. Then the Cuthill–McKee and reverse Cuthill–McKee algorithms, using
a breadth-first layering rooted at v, produce layouts of bandwidth Θ

(
bfsw(G, v)

)
.

Proof. Let u be a vertex in the widest layer of the breadth-first layering of G, chosen among
the vertices of this layer to be the one that the Cuthill–McKee or reverse Cuthill–McKee
algorithm places farthest from the previous layer. Then the positions of u and its BFS
ancestor differ by at least bfsw(G, v), so the bandwidth of the layout is at least bfsw(G, v).
Every edge in G extends over at most two consecutive layers, and has endpoints whose
positions differ by at most 2bfsw(G, v) − 1, so the bandwidth of the layout is at most
2bfsw(G, v)− 1. ◀

By combining Theorem 15 with Theorem 14, we have:

▶ Theorem 16. If a symmetric matrix A can be reordered to have bounded bandwidth, the
Cuthill–McKee and reverse Cuthill–McKee algorithms will produce a reordered matrix PAP T

of at most polylogarithmic bandwidth.

Note that this theorem holds even if we do not know the optimal bandwidth of the
matrix A. Moreover, the bound of Theorem 16 is is tight, up to the dependence of the
polylogarithmic bound on the bandwidth; by combining Theorem 15 with Theorem 10, we
have:

▶ Theorem 17. For any k, there exist n× n symmetric matrices A of bounded bandwidth
(for arbitrarily large n) for which the Cuthill–McKee and reverse Cuthill–McKee algorithms
produce reordered matrices PAP T of bandwidth Ω(logk n).

Theorems 16 and 17 provide the first non-trivial deterministic analyses for the Cuthill-
McKee algorithm and its reversal.

5.2 Graph Reconstruction
To reconstruct graphs of low bandwidth or low BFS width, we apply Algorithm 1.

Algorithm 1 Reconstructing graphs with low BFS width.

1: v ← an arbitrary vertex in V ▷ this is the root of the BFS tree
2: for u ∈ V \ {v} do
3: Query(v, u) ▷ this is a distance query
4: Ê ←

{
{a, b} : {a, b} ⊆ V \ {v} ∧ |d(v, a)− d(v, b)| ≤ 1

}
5: for {a, b} ∈ Ê do
6: Query(a, b)
7: return

{
{u, v} : u ∈ V ∧ d(v, u) = 1

}
∪

{
{a, b} : {a, b} ∈ Ê ∧ d(a, b) = 1

}
Less formally, Algorithm 1 first picks a vertex v as the root of the BFS tree. Then, it

obtains distances from this root to every other vertex to determine their layer number. It
constructs the set of all vertex pairs from the same layer or in two consecutive layers, and
queries each such pair. Recall that in the proof of Theorem 5, non-tree edges connect two
vertices whose layer numbers differ by at most one, so each pair of adjacent vertices in G must
belong to the set of queried pairs. The algorithm then returns the set of all pairs for which a
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query found two vertices to be at distance one. [4] used a similar approach to reconstruct
trees and k-chordal graphs. They divided the graph into BFS layers and reconstructed edges
in the same layer and in two consecutive layers, but querying each pair would incur a high
query complexity for those graph classes.

▶ Theorem 18. For any graph G with n vertices and BFS width B, Algorithm 1 reconstructs
G with deterministic query complexity O(nB).

Proof. It takes n − 1 queries to find the distances from the chosen root v and partition
the vertices into layers. Then, the algorithm makes at most 3B − 1 queries involving each
remaining vertex, between it and at most 3B − 1 other vertices in its layer and the two
adjacent layers. This double-counts the queries, so the total number of queries is at most
n− 1 + (n− 1)(3B − 1)/2 = O(nB). ◀

▶ Corollary 19. For any constant bound b on the bandwidth of graphs, Algorithm 1 reconstructs
n-vertex graphs of bandwidth ≤ b with deterministic query complexity Õ(n).

Proof. This follows immediately from Theorem 18 and from the relation between bandwidth
and BFS width of Theorem 14. ◀

5.3 Graph Drawing
In our graph drawing application, we specifically focus on arc diagrams, which were used
to study the crossing number problem [31] and visualize structure in strings [36]. In an arc
diagram, vertices of a graph are positioned along a straight (e.g., horizontal) line, and edges
are semicircles drawn on either side of the line [31], joining pairs of points (possibly using
straight-line segments for consecutive points). Examples are shown above in Figures 2 and 4.

To analyze such diagrams, we constrain the vertices to be placed at consecutive integer
coordinates. Thus, the horizontal line is a linear layout of the vertices. The drawing fits
within a bounding box n− 1 units wide and b/2 units tall, where n is the number of vertices
in the graph and b is the bandwidth of the given layout.

We immediately obtain the following result:

▶ Theorem 20. Suppose that a given graph G has n vertices and has an arc diagram of
bounded height h. Construct an arc diagram for G by ordering the vertices by their breadth-
first layer numbers, starting from an arbitrary root vertex. Then if h is bounded by a constant,
the height of the arc diagram that we construct will be bounded by O

(
polylog(n)

)
.
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