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Abstract
We propose two one-pass streaming algorithms for the N P-hard hypergraph matching problem.
The first algorithm stores a small subset of potential matching edges in a stack using dual variables
to select edges. It has an approximation guarantee of 1

d(1+ε) and requires O(( n
ε

) log2 n) bits of
memory, where n is the number of vertices in the hypergraph, d is the maximum number of vertices
in a hyperedge, and ϵ > 0 is a parameter to be chosen. The second algorithm computes, stores,
and updates a single matching as the edges stream, with an approximation ratio dependent on
a parameter α. Its best approximation guarantee is 1

(2d−1)+2
√

d(d−1)
, and it requires only O(n)

memory.
We have implemented both algorithms and compared them with respect to solution quality,

memory consumption, and running times on two diverse sets of hypergraphs with a non-streaming
greedy and a naive streaming algorithm. Our results show that the streaming algorithms achieve
much better solution quality than naive algorithms when facing adverse orderings. Furthermore,
these algorithms reduce the memory required by a factor of 13 in the geometric mean on our test
problems, and also outperform the offline Greedy algorithm in running time.
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1 Introduction

We propose two streaming algorithms for the hypergraph matching problem, derive their
approximation ratios, and implement them to evaluate their practical performance on a large
number of test hypergraphs. Recall that hypergraphs are a natural extension of graphs and
can help to model our ever evolving earth and society. In a hypergraph, a hyperedge is a
subset of vertices and can contain any number of them, instead of just two. The hypergraph
matching problem asks for a set of vertex-disjoint hyperedges. Two common objectives in the
hypergraph matching problem are to maximize the number or total weight of the matching
hyperedges. The hypergraph matching problem has applications ranging from personnel
scheduling [17] to resource allocations in combinatorial auctions [21]. The hypergraph
matching problem with either of the objective functions is NP-complete [24], but a simple
Greedy algorithm is 1/d-approximate, where d is the maximum size of a hyperedge [5, 28].

There are a few papers with computational studies for the hypergraph matching problem,
in a single CPU in-memory setting [11] and in a distributed computing setting [23]. However,
little to no attention was paid to increasing data sizes and approximation guarantees.
Streaming and semi-streaming algorithms address this trend of ever-increasing data size.
In a streaming setting, hyperedges arrive one by one in arbitrary order. The amount of
memory that can be used is strictly bounded by the size of the final solution. In the case
of hypergraph matching, this is Θ(n), where n is the number of vertices in the hypergraph,
because every vertex can be matched at most once. For a semi-streaming setting, this criterion
is relaxed to allow for an additional polylog factor. Furthermore, establishing a bound on the
degree of suboptimality is essential for evaluating the solution’s effectiveness. For matchings
in graphs, there is a semi-streaming algorithm having an approximation guarantee of 1

2
by Paz and Schwartzman [33].

The algorithm by Paz and Schwartzman requires one variable per vertex, the dual variable,
and uses a stack to store candidate matching edges. When an edge appears in the stream,
the algorithm adds it to a stack if its weight dominates the sum of the duals of its vertices,
and then updates the duals with the difference between the edge weight and the sum of duals.
Otherwise, the edge is discarded. After all edges have been streamed, non-conflicting edges
are added from the stack beginning at the top. Ghaffari and Wajc [18] give a simplified proof
of the approximation guarantee of this algorithm using the primal-dual linear programming
framework.

Our contributions are as follows. We first propose a novel streaming framework for
hypergraph matching and prove an approximation guarantee in relation to the largest
hyperedge size by extending the stack-based algorithm of Paz and Schwartzman [33] to
hypergraphs. In essence, our algorithm puts hyperedges that potentially belong to a good
matching on a stack, and in the end computes a matching out of those hyperedges. Given
the maximum hyperedge size d (the maximum number of vertices in a hyperedge), we use
primal-dual techniques to prove a 1

d(1+ε) approximation factor, where ϵ > 0 is a parameter
to be chosen. Our most memory-saving algorithm requires O(n log2 n/ε) bits of space. We
then propose a second family of algorithms which do not need a stack and require less space
and work by greedily swapping hyperedges from the current matching with the incoming
ones. Like the first stack-based algorithm, this algorithm family requires O(|E| · d) work.
They have an approximation guarantee depending on a factor α > 0, which can be tuned to
result in a guarantee of 1

(2d−1)+2
√

(d−1)d
. In experiments, we show the competitiveness of

our approaches and benchmark them on a set of social link hypergraphs and a large set of
instances from hypergraph partitioning. We compare our algorithms with a Naive streaming
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algorithm that maintains a maximal matching in the hypergraph by adding a hyperedge from
the stream to the match if it does not overlap in any vertex with the current matching edges,
and a non-streaming Greedy algorithm. The stack-based algorithms reduce the memory
consumption by up to 13 times in comparison to the non-streaming Greedy algorithm on social
link hypergraphs. We investigate the impact of ordering the hyperedges in the stream and
show that our stack algorithm can handle them better than the non-streaming Greedy and
Naive streaming algorithms, while requiring only 26% more time than the Naive algorithm.
We show the impact of the parameters α and ε on their respective algorithms.

The rest of the paper is organized as follows. After introducing the notation and related
work in Section 2, we show our approximation guarantee for an adaptation of the Paz-
Schwartzman semi-streaming algorithm and discuss further improvements in Section 3.
Section 4 introduces our greedy swapping algorithm for streaming based on McGregors [31]
algorithm. These approaches are then extensively evaluated by experiments in Section 5. We
conclude in Section 6. The Appendix of the full version of the paper contains the proof of
the approximation guarantee for the algorithm from Section 4, and additional statistics on
the test problems as well.

2 Preliminaries

2.1 Basic Concepts
Hypergraphs. A weighted undirected hypergraph H = (V, E, W ) consists of a set V of n

vertices and a set E of m hyperedges. Each hyperedge e is a subset of vertices and is
assigned a positive weight by the weight function W : E → R>0. The number of vertices in
a hyperedge e is its size, and is denoted by |e|, and the maximum size of a hyperedge or
rank of the hypergraph is denoted by d := maxe∈E |e|. For clarity and brevity, we refer to a
hyperedge simply as an edge when it is evident from the context that a hypergraph is under
consideration.

Matching. A subset of (hyper-)edges M ⊂ E is a matching, if all (hyper-)edges in M are
pairwise disjoint, i.e., only at most one (hyper-)edge is selected at every vertex. A matching M

is called maximal, if there is no (hyper-)edge in E which can be added to M without violating
the matching constraint. The weight of a matching is defined by W (M) :=

∑
e∈M W (e) and

a maximum matching is a matching with the largest weight.

Related N P-hard Problems. The unweighted hypergraph matching problem is closely
related to the maximum independent set and the k-set packing problems. Both problems are
NP-hard [27]. An independent set in a graph is a subset of vertices in which no two vertices
are adjacent. There is a simple transformation from hypergraph matching to maximum
independent set using the line graph of the hypergraph; in the line graph, every hyperedge
becomes a vertex, and two such vertices are connected if the corresponding hyperedges share
a common vertex. Given a ground set S and some subsets S1, . . . , Sn, each of size at most k,
the k-set packing problem asks to select the maximum number of disjoint subsets. It can be
translated to the hypergraph matching setting, by choosing the set S to correspond to the
vertices V , while the subsets S1, . . . , Sn correspond to the hyperedges.

(Semi-)Streaming Algorithms. If the input size exceeds the memory of a machine, a typical
solution is to stream the input. There are several definitions for streaming in graphs and
hypergraphs. When (semi-)streaming, the (hyper-)edges of a (hyper-)graph are usually

ESA 2025
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presented in an arbitrary (even adverse) order one-by-one in several passes. In this paper
we consider having only one pass over the input. In a streaming setting, the memory is
strictly bounded by the solution size and, hence, for matching in hypergraphs, it is limited
by the number of vertices. When using the semi-streaming model the memory is bounded
by O(n · polylog(n)).

Approximation Factors. Algorithms can be classified into three categories: exact algorithms,
heuristics without approximation guarantees, and approximation algorithms. The quality
of an approximation algorithm is measured by comparing its solution’s value to that of an
optimal solution. For an instance I of a maximization problem, let the optimum objective be
denoted by M(I). If an algorithm A is guaranteed to find a solution that is bigger than αM(I)
for every instance, where α ∈ R+

<1 and is chosen to be as large as possible, then A provides
an α-approximation guarantee. In some communities, the convention is to report 1

α > 1 as
the approximation ratio, although we do not follow it here. For an overview of techniques to
design approximation algorithms, we refer the reader to Williamson and Shmoys [42].

(Integer) Linear Programs. Many optimization problems can be formulated as integer
linear programs (ILP). In a maximization problem, an (integer) linear program finds an
(integer) vector x with components xi, that maximizes a linear cost function

∑
cixi such that

a constraint Ax ≤ b, where A is a matrix, is satisfied, with typically additional constraints on
the components of x, e.g., xi ≥ 0. If the variables of the problem are integer, some problems
are NP-hard, while other problems (where the constraint matrix is unimodular) are solvable
in polynomial time [43]. When the integer constraint is dropped, any linear program is
solvable in polynomial time [44]. For every linear program one can find a dual problem [42].
Given a maximization problem as described before, the dual problem is to find a vector
yi ≥ 0, that minimizes

∑
biyi subject to AT y ≥ c. The weak duality theorem [42] states that

for any primal maximization problem, the dual minimization problem for any feasible solution
has an objective value larger than the optimal solution of the primal problem. The strong
duality theorem states that if the primal problem has an optimal solution then the dual is
solvable as well and the optimum values are the same. For a more detailed introduction, we
refer the reader to the Appendix of [42].

2.2 Related Work
Matching is a well-studied problem in computer science, and here we give a brief overview of
matchings in graphs and hypergraphs.

Matching in Graphs and Streaming. The polynomial-time complexity of matchings in
graphs is one of the classical results in theoretical computer science [12]. While Preis [36]
presents the first linear time 1

2 -approximation, Drake and Hougardy [10] show a simpler
algorithm with the same approximation ratio by path growing (PGA) in linear time. A number
of other 1/2-approximation algorithms have been developed, including the proposal-based
Suitor algorithm of Manne and Halappanavar [29]. Pettie and Sanders [34] propose a 2

3 − ε

approximation with expected running time of O(m log 1
ε ). The GPA algorithm by Maue

and Sanders [30] bridges the gap between greedy and path-searching algorithms, showing
that a combination of both works best in practice. Pothen, Ferdous and Manne [35] survey
these approximation algorithms. Birn et al. [6] develop a parallel algorithm in the CREW
PRAM model with 1

2 -approximation guarantee and O(log2 n) work. Feigenbaum et al. [14]
present a 1

6 -approximation for the weighted matching problem in the semi-streaming setting
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using a blaming-based analysis. McGregor [31] develop a multipass algorithm that returns a
1

2+ε approximation in O(ε−3) rounds, with the initial matching having an approximation
guarantee of 1

3+2
√

2 . Paz and Schwartzman [33] give a 1
2+ε -approximation algorithm, which

employs a dual solution to admit candidate edges into a stack, while also updating the dual
solution. The matching is constructed by removing edges from the top of the stack, and those
that do not violate the matching property are added to the solution. The resulting matching is
not necessarily maximal. Ghaffari and Wajc [18] provide a simpler proof of the approximation
ratio using a primal-dual analysis. Ferdous et al. [15] show empirically that the algorithm by
Paz and Schwartzman can compete quality-wise with offline 1

2 -approximation algorithms like
GPA, while requiring less memory and time. Ferdous et al. [16] present two semi-streaming
algorithms for the related weighted k-disjoint matching problem, building upon the algorithms
of Paz and Schwartzman, and Huang and Sellier [25, 33] for streaming b-matching.

Hypergraph Matching. Hazan et al. [24] prove that for the maximum k-set packing
problem there is no approximation within a factor of Ω(k/ log k) unless P = NP. This
directly translates to d-uniform cardinality hypergraph matching, where every edge has size
d, with k = d and the number of edges selected is maximized. Dufosse et al. [11] investigate
reduction rules and a scaling argument for finding large matchings in d-partite, d-uniform
hypergraphs. There are several approximation results and local search approaches, most
notably by Hurkens and Schrijver [26] and Cygan [7] with an approximation guarantee
of O(

(
d+1+ε

3
)
). Hanguir and Stein [23] propose three distributed algorithms to compute

matchings in hypergraphs, trading off between quality guarantee and number of rounds
needed to compute a solution.

The Greedy algorithm for maximum weight hypergraph matching, which considers
hyperedges for matching in non-increasing order of weights, is 1/d-approximate, where
d is the maximum size of a hyperedge [5, 28]. For the weighted k-set packing problem
Berman [4] introduces a local search technique. Improving on these results, Neuwohner [32]
presents a way to guarantee an approximation threshold of k

2 . We are not aware of any
practical implementations of these techniques. For the more general weighted hypergraph b-
matching problem, Großmann et al. [22] present effective data-reduction rules and local
search methods. In the online setting, when hyperedges arrive in an adversarial order, and
one must immediately decide to include the incoming hyperedge or not in the matching,
Trobst and Udwani [40] show that no (randomized) algorithm can have a competitive ratio
better than 2+o(1)

d .
We are unaware of any studies or implementations for streaming hypergraph matching.

3 Stack-based Algorithm

We now present our first algorithm to tackle the hypergraph matching problem in the
semi-streaming setting. Our algorithm uses dual variables to evaluate whether a streaming
hyperedge is good enough to be retained in a stack. Once the stream has been ingested, the
stack is evaluated from top to bottom to determine a matching, achieving an approximation
guarantee of 1

d(1+ε) . We also discuss a more permissive and lenient update function that
allows more hyperedges into the stack. Finally, we discuss the space complexity of our
algorithms.

Algorithm 1 shows our framework for computing a hypergraph matching in a streaming
setting. This algorithm is an extension of an algorithm by Paz and Schwartzman [33]
proposed for graphs. The algorithm starts with an empty stack and keeps a dual variable ϕv

for each vertex v of the hypergraph. Throughout the algorithm the stack contains candidate
hyperedges for inclusion in a matching.

ESA 2025



79:6 Semi-Streaming Algorithms for Hypergraph Matching

For each streamed hyperedge e, the algorithm checks if the weight of the dual variables
of e’s vertices and thereby the solution can be improved by adding e to the stack. More
precisely, with Φe :=

∑
v∈e ϕv, the algorithm checks if W (e) ≥ Φe(1 + ε). The parameter ε ∈

R≥0 is used to trade quality for memory. A smaller ε yields a better approximation guarantee,
while a higher ε yields a smaller memory consumption. With ε = 0, the algorithm no longer
provides memory guarantees. If W (e) ≥ Φe(1 + ε), then e is added to the stack, and the
dual variables of the vertices of e are then updated using an update function. The update
functions that we consider take O(1) time per vertex.

After all hyperedges have been streamed, a matching containing only the hyperedges
stored in the stack is computed. To do that, our algorithm takes the hyperedges in reverse
order from the stack and adds non-overlapping hyperedges to the matching. Note that
hyperedges processed earlier that have conflicting heavier (later) hyperedges will be ignored.
This is crucial to prove the performance guarantee later. The amount of total work needed
for scanning one hyperedge e is O(|e|), because we need to sum up the dual variables of e’s
vertices and update them.

The update functions determine whether an approximation guarantee can be provided
and directly impact the results. Upon processing a hyperedge e, the update function applied
to the dual variable of a vertex v ∈ e can use the prior value ϕv and sum Φe :=

∑
v∈e ϕv

as well as e’s size and weight. We define the following update function for proving the
approximation guarantee

ϕnew
v := δg(e, ϕv, Φe, W (e)) := ϕv +

w′
e︷ ︸︸ ︷

W (e)− Φe . (1)

The δg function is exactly the function used by Paz and Schwartzman [33]. For a hyperedge
e added to the stack, the ϕ(v) value of its endpoints is increased by the potential gain in
matching weight, w′

(e). This follows since ϕ(v) stores the gain in weight of all earlier edges
incident on v that have been added to the stack thus far.

We introduce a different update function later.
At the core of this method are the variables ϕv for each v and the update mechanism.

These core components and local ratio techniques are used to prove the approximation
guarantee in the original work [33]. We follow the structure of the proof derived from a
primal-dual analysis [18].

3.1 Approximation Guarantee
We make use of the primal-dual framework for showing the approximation guarantee. For
general linear programming concepts, we refer the reader to books [1, 44], and for an excellent
overview of primal-dual approximation method to the book [42].

We show that using δg update function (1) in our algorithm leads to a 1
d(1+ε) -approxima-

tion, when the stack is unwound and hyperedges are selected in that order which they are on
the stack. When streaming the hyperedges in descending order of weights, we can prove that
the Greedy algorithm achieves a 1/d approximation factor.

We now proceed with a primal-dual analysis of an ILP formulation of the hypergraph
matching problem. In our formulation, there is a binary decision variable associated with
each hyperedge to designate if that hyperedge is selected to be in the matching. The objective
function is to maximize the sum of the weights of the selected hyperedges. The constraint is
to select at most one hyperedge containing a given vertex. The linear programming relaxation,
shown in Figure 1a, is obtained by dropping the binary constraint on the hyperedge variables.
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Algorithm 1 Simple Streaming Algorithm.
1: procedure StackStreaming(H = (V, E, W ))
2: S ← emptystack

3: ∀v ∈ V : ϕv = 0
4: for e ∈ E in any (even adverse) order do
5: Φe ←

∑
v∈e ϕv

6: if W (e) < Φe(1 + ε) then
7: next
8: end if
9: S.push(e)

10: for v ∈ e do
11: ϕv ← δ(e, ϕv, Φe, W (e)) {update}
12: end for
13: end for
14: M ← ∅
15: while S ̸= ∅ do
16: e← S.pop()
17: if ∀f ∈M : f ∩ e = ∅ then
18: M ←M ∪ {e}
19: end if
20: end while
21: end procedure

The objective value of the relaxation is naturally greater or equal than the integer version
of the linear program. The dual problem of the relaxed hypergraph matching is given in
Figure 1b. Following the weak duality theorem for linear programs, we know that any feasible
solution of the dual has an objective value greater or equal to the objective value of any
feasible primal solution. Furthermore, the optimal value of the linear program OPT(LP ) is
equal for both problems (strong duality). The first step for the proof is to check that the
variables (1 + ε)

∑
v∈e ϕv (from Algorithm 1) constitute a valid dual solution.

▶ Observation. Function δg and Algorithm 1 generate valid dual solutions for all ε ≥ 0.

Proof. For each hyperedge e not on the stack, there was enough weight in the ϕv values of
its vertices, when e was scanned in Line 6. In the update for every added hyperedge to the
stack, all vertices ϕv values are increased by w(e)−Φe such that clearly the sum of vertex ϕv

values is higher than the weight of the hyperedge just added. Therefore, for any hyperedge it
holds

∑
v∈e ϕv ≥W (e), satisfying the dual equation (2). ◀

Such a valid dual solution has a greater objective value then the optimum solution of
the relaxed dual, and the LP duality theorem gives an upper bound for every matching,
including the optimal one M∗ by W (M∗) ≤ OPT(LP ) ≤ (1 + ε)

∑
v ϕv.

Now, we connect the changes to the dual variables with the hyperedges that have already
been processed. Define

∆ϕe =
{∑

v∈e(δg(e, ϕv, Φe, W (e))− ϕv) = |e| (W (e)− Φe) if e ∈ S

0 else
(3)

as the change to the dual
∑

v ϕv by inspecting e. We give a bound for the change of the dual
variable w.r.t. the preceding hyperedges in Lemma 1.

ESA 2025
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Figure 1 Primal and Dual LPs for Hypergraph Matching.

(a) LP

maximize
∑
e∈E

W (e)xe

subject to

∀v ∈ V :
∑
e∋v

xe ≤ 1

∀e ∈ E : xe ≥ 0.

(b) Dual LP

minimize
∑
v∈V

ϕv

subject to

∀e ∈ E :
∑
v∈e

ϕv ≥ W (e) (2)

∀v ∈ V : ϕv ≥ 0.

▶ Lemma 1. For a hyperedge e, let W ′
e := W (e)− Φe. For each hyperedge e ∈ E added to

stack S, if we denote its preceding neighboring hyperedges (including itself) by P(e) := {c |
c ∩ e ̸= ∅, c added before e} ∪ {e}, then W (e) ≥

∑
e′∈P(e)

1
d

∆ϕe′ =
∑

e′∈P(e) W ′
e′ .

Proof. From the definition (3), we have ∆ϕe = |e|W ′
e for δg, because of line 11 of Algorithm 1.

Φe :=
∑

v∈e ϕv is defined as the previous value of the dual variables before inspecting e. Each
of these dual values ϕv consists of the sum

∑
c∈P(e) s.t. v∈c W ′

c for all preceding hyperedges.
This leads to Φe =

∑
v∈e ϕv ≥

∑
c∈P(e)\{e}

1
|e| ∆ϕe′ ≥

∑
c∈P(e)\{e}

1
d ∆ϕc. So we can conclude

W (e) = W ′
e + Φe ≥ 1

d ∆ϕe +
∑

e′∈P(e)\{e}
1
d ∆ϕe′ . ◀

The previous bound relates the weight of a hyperedge to the change in dual variables by its
predecessors. In conclusion, we show that our algorithm returns a 1

d(1+ε) -approximation.

▶ Lemma 2. Algorithm 1 with δg function guarantees a 1
d(1+ε) -approximation.

Proof. We show a lower bound on the weight of any matching M constructed by the algorithm.
For any hyperedge e not in the stack, ∆ϕe = 0, as when a hyperedge is not pushed into the
stack, no dual variables are updated. Furthermore, any hyperedge in the stack that is not
included in the matching must be a previously added neighbor of a matching hyperedge as
defined in Lemma 1. Therefore, Lemma 1 applies, and the weight can be lower-bounded.
The sum of changes

∑
e ∆ϕe to ϕ is equal to the sum of dual variables

∑
v ϕv at the end.

We have

W (M) =
∑

e∈M W (e)
L. 1
≥

∑
e

1
d

∆ϕe ≥ 1
d

∑
e ∆ϕe = 1

d

∑
v ϕv

LP Duality
≥ 1

d(1 + ε)W (M∗).
◀

3.2 Improving Solution Quality
Now we look into optimizing the solution quality. The design space for optimizations is vast,
therefore we focus on simple yet effective techniques. We propose a second update function
allowing more hyperedges than δg into the stack, with the same approximation guarantee.

Lenient Update Function. The δg in Equation 1 builds a dual solution much larger than
needed. For every successfully added hyperedge, the difference between the current dual
solution and the weight of the hyperedge is added to every vertex of the hyperedge. We
address this by combining it with a scaling argument. The resulting function is

δlenient(e, ϕv, Φe, W (e)) := ϕv + (W (e)− Φe)/ |e| . (4)
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This function produces a valid dual solution, and Lemma 1 also holds. For every previously
added neighboring hyperedge e′ the change ∆ϕe = W ′

e′ was distributed over all vertices of
the hyperedge, so Φe ≥

∑
e′ added before

1
d∆ϕe′ . Lemma 2 follows and gives us the desired

approximation factor of 1
d(1+ε) .

3.3 Space Complexity Analysis
The space complexity of δg and δlenient can be deduced by simple counting arguments. Let W

be the maximum normalized weight of a hyperedge in the hypergraph, i.e., W := maxe∈E W (e)
mine∈E W (e) ,

and let W be O(poly(n)). We discuss both update functions separately.

Guarantee Function. On every vertex we can observe up to 1 + log1+ε(W ) incrementing
events, because every change in the dual variables has to be bigger by a factor of (1 + ε).
This causes the stack to contain O(

∑
v(1 + log W/ε)) vertices in its edges. Each vertex in

an edge requires log n bits. Therefore, the overall space complexity is O((1/ε)n log2 n) bits
since W is O(poly(n)).

Lenient Function. This function updates ϕv for every vertex in an edge e added to the stack
by W (e)−Φv

d , resulting in 1 + d · log1+ε(W ) possible increases to reach the total sum of W .
Following the same argument, the stack’s space complexity in bits is O((1/ε)nd log2 n). Note
that with this update function the algorithm is semi-streaming only if d is O(polylog(n)).

The time complexity per edge is in O(d) and Ω(md) overall in the scanning phase, as for
every edge its vertices need to be scanned and optionally updated once. The unwinding of the
stack takes d checks per hyperedge, when reusing the memory of ϕv from the previous step.
Overall, since the stack size is naturally bounded by m, the complexity of this algorithm is
O(md). In Section 5.2 we show the difference in the stack size in experiments under several
orderings of the input.

4 Greedy Swapping Algorithm

We now propose a second streaming algorithm that computes, stores, and updates a matching
in the hypergraph as the edges stream. It is conceptually similar to a streaming matching
algorithm for graphs [31]. It requires a constant amount of memory per vertex, has an
approximation factor that depends on the maximum size of a hyperedge d and a parameter
α and obtains high-quality matchings in practice.

The proposed approach is described in Algorithm 2. We store for every vertex v a
reference to the current matching hyperedge containing v; the ⊥ sign symbolizes that no
matching hyperedge contains v. For simplifying the presentation, we define W (⊥) = 0. When
we inspect a hyperedge e, we compute the sum of the weights of its adjacent hyperedges
that are currently in the matching. If the weight of the incoming hyperedge is larger than
(1 + α) times the previous conflicting hyperedges, we first remove the previous hyperedges
from all their vertices. Afterwards we can set the reference to the new incoming hyperedge.
The overall space consumption of this algorithm is O(n). There are n references involved,
and each hyperedge of size d holds the d vertices referencing it. Removing a hyperedge
is linear in d, because up to d vertices in Bv must be set to ⊥; it follows that the total
work is O(d · |E|).

We show its approximation guarantee of 1
(1+α)( d−1

α +d) , which is optimal for α=
√

(d− 1)/d,
in the Appendix of the full version. In our experimental evaluation, we look at various values
of α ∈ {0, 0.1, 1} and α =

√
(d− 1)/d. Note that for α = 0 the algorithm has no guarantee.
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Algorithm 2 Swapping streaming algorithm.

1: procedure SwapSet((H = (V, E, W ), α))
2: ∀v ∈ V : Bv = ⊥{ Initialize best hyperedge to empty}
3: W (⊥) := 0
4: for e ∈ E in arbitrary order do
5: C ←

⋃
v∈e Bv

6: Φe ←W (C){ weight of hyperedges to be removed.}
7: if W (e) ≥ (1 + α) · Φe then
8: for v ∈ e do
9: if Bv ̸= ⊥ then

10: for w ∈ Bv do
11: Bw ← ⊥ { Unmatch vertices in B.}
12: end for
13: end if
14: Bv ← e

15: end for
16: end if
17: end for
18: M ←

⋃
v∈V Bv

19: return M

20: end procedure

5 Experimental Evaluation

We now evaluate our algorithms with respect to solution quality, running time, and memory
usage. Specifically, we address the following research questions:

RQ1: How does the ordering of the hyperedges affect our metrics (memory, running
time, and quality)?
RQ2: How do other instance properties affect our algorithms in their memory needs?
RQ3: How do our algorithms compare with offline greedy or naive streaming approaches?

5.1 Setup and Data Set
We implemented our approaches in C++ using g++-14.2 with full optimization turned on
(-O3 flag). We tested on two identical machines, equipped with 128 GB of main memory
and a Xeon w5-3435X processor running at 3.10 GHz having a L3 cache of 45 MB each. We
repeat each experiment three times, and the results are compared only if experiments are
run on the same machine and the same compute job. For memory consumption, we used
the jemalloc malloc implementation [13]. The time needed for loading the hypergraph is
not measured. We scheduled eight experiments (RQ1) and ten experiments (RQ2) to run in
parallel, and the order of the experiments was randomized. In order to compare the results
we use performance profiles as suggested by Dolan and Moré [9]. We plot the fraction of
instances that could be solved within a factor τ < 1 of the best result per instance. In the
plot (Figure 7), the algorithm towards the top left corner is the best performer.

Our benchmark includes general hypergraphs that are primarily used for partitioning
and social link hypergraphs generated from question-answering websites. In social link
hypergraphs, a hypergraph matching can be used to summarize the overall websites, as
it represents a subset of disjoint pages from different categories or users. In hypergraph
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partitioning, matchings can be used to contract the hypergraph in a multilevel scheme. In a
social hypergraph, each page (e.g., a post on StackOverflow or an article in Wikipedia) is
considered as a hyperedge. The (Threads) graphs model participating users as vertices,
whereas the (Tags) ones model the tags of the posts as vertices. We use three stackexchange
networks by Benson et al. [3], and set the number of views as weights from [39]. For the
StackOverflow instance, the weights are set by querying the public dataset from BigQuery [19].
We created an additional instance from this source. We also generated a new hypergraph
from the English Wikipedia dump, where the categories represent the vertices and the articles
represent the hyperedges. We selected a category as a vertex if it has at least 25 mentions,
which resulted in 293K vertices for 8M articles. The access frequency of each article in
December 2024 is set as weight. We answer RQ1 and RQ3 with this data set.

We use the hypergraph data set LHG collected earlier [20] for hypergraph partitioning to
address RQ2 and RQ3. The set consists of 94 instances, spanning a wide range of applications
from DAC routability-driven placement [41], general matrices [8] to SAT solving [2]. As
weights we use max |e| − |e|. This function maximizes the cardinality (number of edges
matched). These instances have up to 1.4 × 108 hyperedges/-vertices and a maximum
hyperedge size of 2.3× 106 vertices. More statistics are in the Appendix of the full version.

For the stack-based approach of Section 3, we implemented the Guarantee and Lenient
update functions. For simplicity, we refer to the algorithm with the stricter Guarantee
function as Stack and the one with the lenient function as StackLenient. Both approaches
can be configured by their ε parameter. The algorithms from Section 4 are named SwapSet.
The SwapSet algorithm has a parameter α ≥ 0. For comparison, we use a non-streaming
Greedy algorithm that sorts the hyperedges based on weight in descending order and greedily
adds them to a matching. We also implemented a Naive streaming algorithm that maintains
a maximal hypergraph matching (i.e, it includes a hyperedge if it is feasible w.r.t the current
matching) in the order that they are streamed.

5.2 Impact of Streaming Order
We now investigate the impact of different streaming orders on our algorithms (RQ1). To
this end, we stream the hyperedges of the social-link hypergraphs in three ways: by ascending
weight, descending weight, and the original input order. The original input order is the order
given by either the original files [3] or, in the case of the wikipedia instance, the order that
the articles appear in the dump.

Memory. Figure 2 shows the geometric mean memory consumption for all approaches
grouped by the ordering. Interestingly, for lower values of ε, the memory consumption is
significantly higher for the ascending order, up to 2.97 times over the descending order
(StackLenient ε = 0). For the swapping based algorithms (SwapSet) the differences between
the orderings are only minimal, nearly reaching the memory consumption of the Naive
algorithm. The Greedy algorithm utilizes the same amount of memory for all orderings,
13.43 times more memory than the stack approaches in the geometric mean. The ordering
heavily affects our stack-based algorithms, but they still require less memory than the Greedy
approach. The SwapSet algorithms are not significantly impacted by the order. Both results
are in line with the theoretical results derived in Section 3.3 and 4.

Running time. In Figure 3 the geometric mean of the running times of the compared
algorithms are shown. The Naive streaming algorithm is the fastest, requiring similar time
over every ordering. The ascending ordering requires more time for both greedy swapping and
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Figure 2 Geometric mean of the memory consumption on the social-link hypergraphs. Note the
log -scale on the y-axis.

stack-based approaches since more replacements in the swapping algorithm and placements
in the stack happen in that order. The stack-based approaches have a running time only
26% higher than the Naive. We observe that preordering the hyperedges speeds up the offline
Greedy algorithm by a factor of 2.73 in comparison to the original ordering, but it is still
slower than the stack-based algorithms. This is due to our use of std::sort that is partly
optimized for ordered data. The running time of the SwapSet algorithms is comparable to
the running time of Greedy with natural ordering. The cost for voiding edges in the SwapSet
algorithm is higher than simply pushing edges on the stack. In general, the streaming process
of Stack and StackLenient is similar to that of Naive. The small overhead is rooted in the
required pass through the stack to build the matching. The ordering affects how many edges
are added to the stack (see the following Memory section) and so the running time as well,
but not as much as in the Greedy algorithm.

Quality. We present the geometric mean of the weights of matchings in Figure 4. As
expected, the Greedy algorithm is not affected by the ordering since it computes its own
order in the beginning. The quality of Naive algorithm is heavily affected by orderings,
where the best weight is achieved when the hyperedges are streamed in descending order.
On ascending and original order, the quality of the Naive is significantly worse. Under the
descending orderings, the swapping algorithm (SwapSet) produces the same results as the
Greedy algorithm, whereas the ascending order produces worse quality results in the SwapSet
algorithm. The Stack and StackLenient approaches are more robust under different orderings
and compute better quality matchings in the adversarial ascending order compared to other
algorithms..
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Figure 3 Geometric mean of running times on the social-link hypergraphs.

Naive

ε = 0 ε = 0.1 ε = 0.5︸ ︷︷ ︸
Stack

ε = 1 ε = 0 ε = 0.1 ε = 0.5︸ ︷︷ ︸
StackLenient

ε = 1 α = 0 α = 0.1︸ ︷︷ ︸
SwapSet

α = 1 α = best

Greedy

0

2

4

6

8

1e7 Weight

Ascending

Descending

Original

Figure 4 Geometric mean of weights on the social-link hypergraphs.
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Figure 5 Geometric mean of the memory consumption on hypergraphs from partitioning plotted
against the number of vertices.

5.3 Impact of Other Properties
We now test whether some other properties of the instances have an impact on the memory
consumption of the algorithm (RQ2). Namely, we check if the number of vertices and the
number of pins (sum of all edge sizes) are correlated with the memory consumption. We
use the data set by Gottesbüren et al. [20] from hypergraph partitioning, which contains
many larger-scale instances. This data set contains 94 diverse instances, making it more
suitable for statistical testing. The ordering is the original ordering as given by the files
in [20]. Instance details can be found in the Appendix of the full version. A hyperedge e

in these instances has a weight of (maxe∈E |e|)− |e|, optimizing the number of hyperedges
matched. We set ε (and also α) to {0, 1} since they represent the two extremes in terms of
memory usage.

Number of Vertices. Figure 5 shows the memory consumption plotted against the number
of vertices in each instance. The plot is on a log-log-scale. Naturally, Naive requires the least
amount of memory. Our SwapSet algorithm follows, as well as the Stack algorithm and the
StackLenient. Finally, the offline Greedy requires even more memory. This is also backed by
the theoretical results of Sections 3.3 and 4. The higher the number of vertices, the smaller is
the difference in magnitudes between the approaches. This is due to the additional memory
needed for the list of finally matched hyperedges and the overhead in some allocations. The
measured peak allocation may contain some overallocated memory caused by the growing
result vectors.

Number of Pins. In Figure 6, a plot of the geometric mean memory consumption against
the number of pins (sum of all edge sizes) for our approaches and the competitors is shown.
Additionally, we added a linear regression line for the Greedy algorithm’s memory consumption.
The linear model achieves an R2 score of 0.96 when (randomly) splitting the data set into a
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Figure 6 Geometric mean of the memory consumption on the hypergraphs from partitioning.
Linear Regression line for the offline Greedy algorithm.

training (n = 75) and evaluation test set (n = 19), on the latter. This shows that the greedy
algorithm requires memory linear in the number of pins since it loads the whole hypergraph
at the start. Our proposed algorithms require less memory, especially the SwapSet algorithms
nearly match the memory consumption of the Naive approach.

Other Properties. We also tested the dependence of the memory consumption on the
average hyperedge size and the number of hyperedges, but found no pattern. Note that the
number of pins is equal to the product of the number of edges and the average hyperedge
size.

5.4 Comparison with Offline Greedy and Naive Streaming
In this section, we compare the algorithms on the instances stemming from hypergraph
partitioning (RQ3). The Results on the social set of instances can be found in Section 5.2.
Figure 7 shows a performance profile for the cardinality/size of the matchings for our
algorithms as well as the Naive streaming and offline Greedy algorithm. The StackLenient
variant with ε = 0 computes the biggest matchings and is the best performing algorithm,
followed by SwapSet α = 0. The Greedy algorithm has similar results to StackLenient ε = 1.
The Stack ε = 1 and SwapSet α = 1 are our worst-performing algorithms, having results
very close to the Naive streaming algorithm. Their higher parameters (α = ε = 1) cause the
algorithm to converge to the naive algorithm.

6 Conclusion

We have proposed two (semi-)streaming algorithms for hypergraph matching. The first,
inspired by Paz-Schwartzman [33], uses a stack and adds hyperedges to it, based on dual
variables it keeps track of and updates according to an update function. The approximation
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guarantee for this algorithm is 1
d(1+ε) , and its running time per hyperedge is linear in hyperedge

size. We have proposed two other update functions to be used in this algorithm. The proposed
update functions result in a space complexity of O((1/ε)n log2 n) and O((1/ε)nd log2 n)
bits. The second proposed algorithm works by greedily swapping out hyperedges and
maintaining only one solution, requiring only O(n) memory. Inspired by McGregor’s 1

3+2
√

2 -
approximation guarantee [31], we have shown that if every swap increases the weight by
at least (1 + α), the algorithm has an approximation guarantee of 1

(1+α)( d−1
α +d) . The best

choice is α =
√

(d− 1)/d.
In extensive experiments, we have shown the competitiveness of the proposed algorithms

in comparison to the standard non-streaming Greedy and a Naive streaming approach with
respect to running time, memory consumption, and quality. We showed that the order of the
hyperedges in the stream directly impacts the solution quality and that our stack algorithms
handle worst-case orderings (like ascending weights for the Naive algorithm) even better than
the offline Greedy algorithm. The running times of our Stack algorithm are only 26% higher
than the Naive algorithm. Furthermore, we validated that the memory consumption for both
families of algorithms is not linear in the number of pins, as it is for the Greedy algorithm;
for the Stack approaches on the social link hypergraphs it is 13 times lower than Greedy.
Lastly, we report that our algorithm obtains considerably better cardinality matchings in
general hypergraphs from partitioning tasks.

Avenues of future work include improving the solution quality and extending to problems
with relaxed capacity constraints. We aim to develop a streaming algorithm that can
efficiently handle instances with capacity b(v) > 1 at each vertex, while maintaining a
reasonable approximation ratio and computational overhead.
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