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Abstract
The tree edit distance is a natural dissimilarity measure between rooted ordered trees whose nodes
are labeled over an alphabet Σ. It is defined as the minimum number of node edits – insertions,
deletions, and relabelings – required to transform one tree into the other. The weighted variant
assigns costs ≥ 1 to edits (based on node labels), minimizing total cost rather than edit count.

The unweighted tree edit distance between two trees of total size n can be computed in O(n2.6857)
time; in contrast, determining the weighted tree edit distance is fine-grained equivalent to the All-Pairs
Shortest Paths (APSP) problem and requires n3/2Ω(

√
log n) time [Nogler, Polak, Saha, Vassilevska

Williams, Xu, Ye; STOC’25]. These impractical super-quadratic times for large, similar trees
motivate the bounded version, parameterizing runtime by the distance k to enable faster algorithms
for k ≪ n.

Prior algorithms for bounded unweighted edit distance achieve O(nk2 log n) [Akmal & Jin;
ICALP’21] and O(n + k7 log k) [Das, Gilbert, Hajiaghayi, Kociumaka, Saha; STOC’23]. For
weighted, only O(n + k15) is known [Das, Gilbert, Hajiaghayi, Kociumaka, Saha; STOC’23].

We present an O(n + k6 log k)-time algorithm for bounded tree edit distance in both weight-
ed/unweighted settings. First, we devise a simpler weighted O(nk2 log n)-time algorithm. Next,
we exploit periodic structures in input trees via an optimized universal kernel: modifying prior
O(n)-time O(k5)-size kernels to generate such structured instances, enabling efficient analysis.
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1 Introduction

The edit distance between two strings – the minimum cost of insertions, deletions, and
substitutions needed to transform one string into the other – is one of the most widely used
string similarity measures with numerous algorithmic applications. It provides a robust
model for comparing sequential data and underpins techniques in fields such as computational
biology, natural language processing, and text correction. Nevertheless, many data types
exhibit hierarchical rather than linear structure. For example, RNA secondary structures,
syntactic parse trees of natural language sentences, and hierarchical representations of
documents and code all store information in tree-like forms. One can linearize such data and
still use string edit distance, but the resulting alignments disregard the original hierarchical
structure, and thus more expressive similarity measures are needed in most scenarios.

First introduced by Selkow [38], tree edit distance generalizes the notion of string edit
distance to rooted ordered trees and forests with nodes labeled over an alphabet Σ. It
quantifies the dissimilarity between two forests as the minimal cost of a sequence of node
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edits – insertions, deletions, and relabelings – required to transform one forest into the other.
This distance naturally captures both structural and label-based differences and serves as a
core primitive in various algorithmic and applied domains, including computational biology
[22, 39, 23, 45], analysis of structured data (such as XML and JSON files) [9, 13, 12, 20, 44],
image processing [5, 26, 25, 36], and information extraction [16, 48]; see [6, 2] for surveys.

Tai [41] proposed the first polynomial-time algorithm for computing the tree edit distance:
a dynamic programming procedure running in O(n6) time, where n is the total number of
nodes in the input forests. In the following decades, a sequence of works progressively improved
the runtime. Zhang and Shasha [49] introduced an O(n4)-time algorithm, and then Klein [24]
brought the complexity down to O(n3 log n). Subsequently, Demaine, Mozes, Rossman,
and Weimann [17] presented an O(n3)-time solution, whereas Bringmann, Gawrychowski,
Mozes, and Weimann [8] proved that a hypothetical n3−Ω(1)-time algorithm would violate
the All-Pairs Shortest Paths (APSP) hypothesis in fine-grained complexity. Very recently,
Nogler, Polak, Saha, Vassilevska Williams, Xu, and Ye [33] showed that computing the tree
edit distance is, in fact, equivalent to the APSP problem, and the n3/2Ω(

√
log n) running

time can be inherited from the state of the art for the latter task [46].
The aforementioned conditional lower bounds apply to the weighted tree edit distance only,

where the cost of each edit depends on the involved labels. In the unweighted version with
unit costs, a series of recent results achieved truly subcubic running time using fast matrix
multiplication. Mao [29] presented an O(n2.9546)-time solution, which was subsequently
improved by Dürr [18] to O(n2.9148) and by Nogler et al. [33] to Õ(n(3+ω)/2) = O(n2.6857),
where ω is the fast matrix multiplication exponent and Õ(·) hides poly log n factors. The
state-of-the-art conditional lower bound, inherited from string edit distance [4] and assuming
the Orthogonal Vectors Hypothesis, prohibits n2−Ω(1)-time algorithms already if |Σ| = 1.

Bounded Tree Edit Distance. Even though the decades of research resulted in significantly
faster tree edit distance algorithms, they also revealed fundamental challenges that explain
the difficulty of this problem. A natural way of circumventing these barriers, paved by
classical work for string edit distance [43, 31, 28], is to parameterize the running time not
only in terms of the length n of the input forests but also the value k of the computed
distance. This version of tree edit distance has originally been studied in the unweighted
setting only. Touzet [42] adapted the ideas of Zhang and Shasha [49] to derive an O(nk3)-time
algorithm, whereas Akmal and Jin [1] improved the running time to O(nk2 log n) based on
the approach of Klein [24]. The latter running time remains the state-of-the-art for medium
distances. In the low-distance regime, Das, Gilbert, Hajiaghayi, Kociumaka, Saha, and
Saleh [15] achieved an Õ(n + k15)-time solution and subsequently improved the running time
to O(n + k7 log k) [14]. They also studied the weighted version of the problem and presented
an O(n + k15)-time algorithm assuming that the weight function is normalized (each edit
costs at least one unit; this prohibits arbitrary scaling) and satisfies the triangle inequality.

Still, the Õ(n + poly(k)) running times for tree edit distance are much larger than for
string edit distance and the related Dyck edit distance problem, which asks for the minimum
cost of edits needed to make a given string of parentheses balanced (so that it represents
a node-labeled forest). In the unweighted setting, the state-of-the-art running times are
O(n + k2) for string edit distance [28] and O(n + k5.442) for Dyck edit distance [21]. In
the presence of weights, these complexities increase to Õ(n +

√
nk3) ≤ Õ(n + k3) [10] and

O(n+k12) [14], respectively. Thus, tree edit distance is a natural candidate for improvements.
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Our Results. As the main contribution, we bring the time complexity of tree edit distance to
Õ(n + k6). Even for unit weights, this improves upon the state of the art if n1/7 ≪ k ≪ n1/4.

▶ Theorem 1.1. There exists a deterministic algorithm that, given two forests F and G with
n nodes in total, each with a label from an alphabet Σ, and oracle access to a normalized
weight function w : (Σ ∪ {ε})2 → R≥0 satisfying the triangle inequality, determines the tree
edit distance k := tedw(F, G) in O(n + k6 log k) time.

We also prove that the O(nk2 log n) running time by Akmal and Jin [1] remains valid in
the presence of weights. This approach gives the best complexity when n1/4 ≪ k ≪ n.

▶ Theorem 1.2. There exists a deterministic algorithm that, given two forests F and G,
with n nodes in total, each with a label from an alphabet Σ, and oracle access to a normalized
weight function w : (Σ ∪ {ε})2 → R≥0, determines k := tedw(F, G) in O(nk2 log n) time.

We believe that the original approach of Akmal and Jin [1] supports the weighted setting
with minimal adjustments; nevertheless, we prove Theorem 1.2 using a slightly different
algorithm that is better-suited for further optimizations. Both solutions are variants of
Klein’s dynamic programming [24] with some states pruned. The main difference is that we
view the input forests as balanced sequences of parentheses and cast the tree edit distance
as the minimum cost of a string alignment satisfying a certain consistency property. In our
interpretation (Section 3), it is almost trivial to see that the classic pruning rules, originally
devised to compute string edit distance in O(nk) time [43, 31], can be reused for tree edit
distance in O(nk2 log n) time. In contrast, Akmal and Jin [1, Lemma 9] spend over four
pages (on top of the analysis of [24]) to bound the number of states surviving their pruning
rules.

Theorem 1.2 combined with the results of [14] lets us derive an O(n + k7 log k)-time
algorithm for weighted tree edit distance, matching the previously best running time for unit
weights. This is due to the universal kernel that transforms the input forests to equivalent
forests of size O(k5) preserving the following capped tree edit distance value:

tedw
≤k(F, G) =

{
tedw(F, G) if tedw(F, G) ≤ k,

∞ otherwise.

▶ Theorem 1.3 ([14, Corollary 3.20]). There exists a linear-time algorithm that, given forests
F, G and an integer k ∈ Z+, constructs forests F ′, G′ of size O(k5) such that tedw

≤k(F, G) =
tedw

≤k(F ′, G′) holds for every normalized weight function w satisfying the triangle inequality.

To bring the time complexity from Õ(n + k7) to Õ(n + k6), we adapt both Theorems 1.2
and 1.3. The main novel insight is that the dynamic-programming procedure behind The-
orem 1.2 behaves predictably while processing regions with certain repetitive (periodic)
structure. Upon an appropriate relaxation of the invariant that the dynamic-programming
values satisfy, processing each repetition of the period can be interpreted as a single min-plus
matrix-vector multiplication. When the period repeats many times, the same matrix is used
each time, and thus we can raise the matrix to an appropriate power (with fast exponentia-
tion) and then compute a single matrix-vector product; see Section 4 for details. This can be
seen as a natural counterpart of an optimization used in [10] for string edit distance.1

1 The matrices arising in the string edit distance computation in [10] are O(k) × O(k) Monge matrices,
which allows for computing each matrix-vector product in O(k) time and each matrix-matrix product
in O(k2) time. In the context of tree edit distance, the Monge property is no longer satisfied, so the
complexities increase to O(k2) and O(k3) respectively; in fact, computing the (weighted) tree edit
distance is, in general, as hard as computing the min-plus product of two n × n arbitrary matrices [33].

ESA 2025
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Intuitively, the worst-case instances for the kernelization algorithm of Theorem 1.3 are
close to having the necessary structure for our optimization to improve the worst-case running
time. Unfortunately, the implementation in [14] controls the forest sizes only, and it needs
to be modified to keep track of the more subtle instance difficulty measure. The biggest
challenge is that the original algorithm proceeds in logarithmically many steps, each shrinking
the forests by a constant fraction. In every step, the forests are partitioned into O(k) pieces
of size O(n/k), and a constant fraction of pieces is shrunk to size O(k4) each. A partition into
pieces of equal “difficulty” would be much more challenging, so we instead take a different
approach that lets us implement the reduction in a single step; see Section 5 for details.
Notably, the kernelization algorithms for weighted string and Dyck edit distance already have
single-step implementations in [14], but they crucially rely on the fact that the unit-weight
variants of these problems can be solved faster, unlike for tree edit distance.

Related Work

The classical definition of tree edit distance [38] involves labeled rooted trees (or forests)
with node labels. Many other variants have also been studied allowing, among others,
unordered [47, 40], unrooted [40], and edge-labeled [3] trees; see also the surveys [2, 6].

The tree edit distance problem becomes easier not only when the computed distance is
small but also when the input forests are of small depth [49, 11] or when the approximate
distance suffices [3, 7, 37]. There is also a body of work focusing on practical performance
and empirical evaluation, including sequential [34, 35] and parallel [19] implementations.

2 Preliminaries

Consistently with [14], we identify forests with the underlying Euler tours, interpreted as
balanced strings of parentheses. This representation is at the heart of space-efficient data
structures on trees [30, 32], and it allows for a simple definition of tree edits and a seamless
transfer of many tools from strings to forests. Notably, Klein’s algorithm [24] already uses
substrings of the Euler tours of the input forests to identify the dynamic-programming states.

For an alphabet Σ, let PΣ :=
⋃

a∈Σ{(a, )a} denote the set parentheses with labels in Σ.
As formalized next, a forest with node labels over Σ is a balanced string of parentheses in PΣ.

▶ Definition 2.1. The set of forests with labels over Σ (balanced strings over PΣ) is the
smallest subset FΣ ⊆ P∗

Σ satisfying the following conditions:
ε ∈ FΣ,
F ·G ∈ FΣ for every F, G ∈ FΣ,
(a · F · )a ∈ FΣ for every F ∈ FΣ and a ∈ Σ.

For a forest F , we define the set of nodes VF as the set of intervals [i . . j] ⊆ [0 . . |F |) such
that F [i] is an opening parenthesis, F [j] is a closing parenthesis, and F (i . . j) is balanced. A
forest F is a tree if [0 . . |F |) ∈ VF . For a node u = [i . . j] ∈ VF , we denote the positions of
the opening and the closing parenthesis by o(u) := i and c(u) := j. The label of u, that is,
the character a ∈ Σ such that F [o(u)] = (a and F [c(u)] = )a, is denoted by lbl(u). A simple
inductive argument shows that VF forms a laminar family and, for every i ∈ [0 . . |F |), there
is a unique node u ∈ VF such that i ∈ {o(u), c(u)}; we denote this node by nodeF (i). We
also write mateF (i) for the paired parenthesis, that is, mateF (i) = j if {i, j} = {o(u), c(u)}.

We say that a node u ∈ VF is contained in a fragment F [i . . j) of a forest F if i ≤ o(u) <

c(u) < j; we denote by VF [i. .j) ⊆ VF the set of nodes contained in F [i . . j). Moreover, u

enters F [i . . j) if o(u) < i ≤ c(u) < j and u exits F [i . . j) if i ≤ o(u) < j ≤ c(u). In either of
these two cases, we also say that u straddles F [i . . j).
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We denote by F[i. .j) the subforest of F induced by F [i . . j), which we obtain from F by
deleting (the parentheses corresponding to) all nodes except for those contained in F [i . . j).
Alternatively, one can obtain F[i. .j) from F [i . . j) by deleting the opening parenthesis of
every node that exits F [i . . j) and the closing parenthesis of every node that enters F [i . . j).

2.1 Tree Edits, Forest Alignments, and Tree Edit Distance
For an alphabet Σ, we define Σ̄ := Σ ∪ {ε}, where ε is the empty string. We say that a
function w : Σ̄2 → R≥0 is normalized if w(a, a) = 0 and w(a, b) ≥ 1 hold for distinct a, b ∈ Σ̄.

Tree edit distance is classically defined using elementary edits transforming F ∈ FΣ:
Node insertion produces F [0 . . i) ·(a ·F [i . . j) ·)a ·F [j . . |F |) for a balanced fragment F [i . . j)

and a label a ∈ Σ, at cost w(ε, a).
Node relabeling produces F [0 . . o(u))·(a ·F (o(u) . . c(u))·)a ·F (c(u) . . |F |) for a node u ∈ VF

and a label a ∈ Σ, at cost w(lbl(u), a).
Node deletion produces F [0 . . o(u)) · F (o(u) . . c(u)) · F (c(u) . . |F |) for a node u ∈ VF , at

cost w(lbl(u), ε).
The tree edit distance tedw(F, G) of two forests F, G ∈ FΣ is then defined as the minimum
cost of a sequence of edits transforming F to G. In this context, without loss of generality, we
can replace w by its transitive closure. If, say w(a, ε) > w(a, b) + w(b, ε), instead of directly
deleting a node with label a, it is more beneficial to first change its label to b and only then
perform the deletion. When w satisfies the triangle inequality, we are guaranteed that an
inserted or relabeled node is never modified (deleted or relabeled) again. Consistently with
modern literature [8, 14, 33], we use a more general alignment-based definition of tedw(F, G)
that enforces the latter condition even if w does not necessarily satisfy the triangle inequality.

▶ Definition 2.2 (Alignment Graph [10]). For strings X, Y ∈ Σ∗ and a weight function
w : Σ̄2 → R≥0, we define the alignment graph AGw(X, Y ) as a grid graph with vertices
[0 . . |X|]× [0 . . |Y |] and the following directed edges:

horizontal edges (x, y)→ (x + 1, y) of cost w(X[x], ε) for (x, y) ∈ [0 . . |X|)× [0 . . |Y |],
vertical edges (x, y)→ (x, y + 1) of cost w(ε, Y [y]) for (x, y) ∈ [0 . . |X|]× [0 . . |Y |), and
diagonal edges (x, y)→ (x+1, y +1) of cost w(X[x], Y [y]) for (x, y) ∈ [0 . . |X|)× [0 . . |Y |).

The alignment graph allows for a concise definition of a string alignment.

▶ Definition 2.3 (Alignment). For strings X, Y ∈ Σ∗ and a weight function w : Σ̄2 →
R≥0, an alignment of X[x . . x′) onto Y [y . . y′), denoted by A : X[x . . x′) ⇝⇝ Y [y . . y′), is a
path from (x, y) to (x′, y′) in AGw(X, Y ), interpreted as a sequence of vertices. The cost
edw

A(X[x . . x′), Y [y . . y′)) of the alignment A is the total costs of the edges that belong to A.
We write A(X[x . . x′), Y [y . . y′)) for the set of all alignments of X[x . . x′) onto Y [y . . y′).

The edges of an alignment A = A(X[x . . x′), Y [y . . y′)) can be interpreted as follows:
If A includes an edge (x̂, ŷ) → (x̂ + 1, ŷ) for some x̂ ∈ [x . . x′) and ŷ ∈ [y . . y′], then A
deletes X[x̂], denoted by X[x̂] ⇝⇝ A ε.
If A includes an edge (x̂, ŷ) → (x̂, ŷ + 1) for some x̂ ∈ [x . . x′] and ŷ ∈ [y . . y′), then A
inserts Y [ŷ], denoted by ε ⇝⇝ A Y [ŷ].
If A includes an edge (x̂, ŷ)→ (x̂ + 1, ŷ + 1) for some x̂ ∈ [x . . x′) and ŷ ∈ [y . . y′), then
A aligns X[x̂] to Y [ŷ], denoted by X[x̂] ⇝⇝ A Y [ŷ]. If X[x̂] ̸= Y [ŷ], then A substitutes
X[x̂] for Y [ŷ]. If X[x̂] = Y [ŷ], then A matches X[x̂] with Y [ŷ].

Insertions, deletions, and substitutions are jointly called character edits.

ESA 2025
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The weighted edit distance of fragments X[x . . x′) and Y [y . . y′) with respect to a weight
function w : Σ̄2 → R≥0 is defined as the minimum cost of an alignment:

edw(X[x . . x′), Y [y . . y′)) = min
A∈A(X[x. .x′),Y [y. .y′))

edw
A(X[x . . x′), Y [y . . y′)).

We often consider alignments of the entire string X onto the entire string Y ; we then used
simplified notation including A(X, Y ), edw

A(X, Y ), and edw(X, Y ).

▶ Definition 2.4 (Forest alignment). Consider forests F, G ∈ FΣ. An alignment A ∈
A(F [f . . f ′), G[g . . g′)) is a forest alignment if it satisfies the following consistency condition:

For every two aligned characters F [f̂ ] ⇝⇝ A G[ĝ], also F [mateF (f̂)] ⇝⇝ A G[mateG(ĝ)].

We write FA(F [f . . f ′), G[g . . g′)) ⊆ A(F [f . . f ′), G[g . . g′)) for the set of forest alignments.

▶ Remark 2.5. Consider a forest alignment A ∈ FA(F [f . . f ′), G[g . . g′)). Then,
A deletes every character F [f̂ ] with f̂ ∈ [f . . f ′) and mateF (f̂) /∈ [f . . f ′),
A inserts every character G[ĝ] with ĝ ∈ [g . . g′) and mateG(ĝ) /∈ [g . . g′).

Define PΣ = PΣ ∪ {ε} and a mapping λ : PΣ → Σ̄ such that λ((a) = λ()a) = a for each
a ∈ Σ, and λ(ε) = ε. For a weight function w : Σ̄2 → R≥0, we define a corresponding weight
function w̃ : PΣ

2 → R≥0 so that w̃(p, q) = 1
2 w(λ(p), λ(q)) for all p, q ∈ PΣ. The cost of a

forest alignment A ∈ FA(F [f . . f ′), G[g . . g′)) with respect to a weight function w is defined
as tedw

A(F [f . . f ′), G[g . . g′)) := edw̃
A(F [f . . f ′), G[g . . g′)). Moreover, we define

tedw(F [f . . f ′), G[g . . g′)) = min
A∈FA(F [f. .f ′),G[g. .g′))

tedw
A(F [f . . f ′), G[g . . g′)).

For a threshold k ∈ R≥0, we set

tedw
≤k(F [f . . f ′), G[g . . g′)) =

{
tedw(F [f . . f ′), G[g . . g′)) if tedw(F [f . . f ′), G[g . . g′)) ≤ k,

∞ otherwise.

By Remark 2.5, the following value is non-negative for every A ∈ FA(F [f . . f ′), G[g . . g′)):

t̃edw
A(F [f . . f ′), G[g . . g′)) :=

tedw
A(F [f . . f ′), G[g . . g′))−

∑
f̂∈[f. .f ′):

mateF (f̂)/∈[f. .f ′)

w̃(F [f̂ ], ε)−
∑

ĝ∈[g. .g′):
mateG(ĝ)/∈[g. .g′)

w̃(ε, G[ĝ]).

We naturally generalize this value to t̃edw(F [f . . f ′), G[g . . g′)).

▶ Observation 2.6. For all forests F, G ∈ FΣ, fragments F [f . . f ′) and G[g . . g′), and weight
functions w : Σ̄2 → R≥0, we have t̃edw(F [f . . f ′), G[g . . g′)) = tedw(F[f. .f ′), G[g. .g′)).

3 O(nk2 log n)-Time Algorithm

In this section, we reinterpret Klein’s algorithm [24] and develop its O(nk2 log n)-time variant.
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3.1 Klein’s Algorithm
Klein’s algorithm [24] uses dynamic programming to compute ted(F[lF . .rF ), G[lG. .rG)) =
t̃ed(F [lF . . rF ), G[lG . . rG)) for O(n log n) selected fragments F [lF . . rF ) of F and all O(n2)
fragments G[lG . . rG) of G. We modify the algorithm slightly so that the computed value
ted(F [lF . . rF ), G[lG . . rG)) includes the costs of deleting the single parentheses of nodes
straddling F [lF . . rF ) and inserting the single parentheses of nodes straddling G[lG . . rG).

Algorithm 1 Klein(lF , rF , lG, rG): Klein’s algorithm for computing the tree edit distance.

Input: Two fragments F [lF . . rF ) and G[lG . . rG) of the input forests
Output: Compute and store the value of dp[lF , rF , lG, rG]

1 if lF = rF then result←
∑

i∈[lG. .rG) w̃(ε, G[i]);
2 else if lG = rG then result←

∑
i∈[lF . .rF ) w̃(F [i], ε);

3 else
4 uF = nodeF (lF ), vF = nodeF (rF − 1), uG = nodeG(lG), vG = nodeG(rG − 1);
5 if uF /∈ VF [lF . .rF ) or ( vF ∈ VF [lF . .rF ) and size(uF ) ≤ size(vF ) ) then
6 result← dp[lF + 1, rF , lG, rG] + w̃(F [lF ], ε);
7 result min← dp[lF , rF , lG + 1, rG] + w̃(ε, G[lG]);
8 if uF ∈ VF [lF . .rF ) and uG ∈ VG[lG. .rG) then
9 result min← w̃(F [lF ], G[lG]) + dp[lF + 1, c(uF ), lG + 1, c(uG)]

+ w̃(F [c(uF )], G[c(uG)]) + dp[c(uF ) + 1, rF , c(uG) + 1, rG];
10 else
11 result← dp[lF , rF − 1, lG, rG] + w̃(F [rF − 1], ε);
12 result min← dp[lF , rF , lG, rG − 1] + w̃(ε, G[rG − 1]);
13 if vF ∈ VF [lF . .rF ) and vG ∈ VG[lG. .rG) then
14 result min← dp[lF , o(vF ), lG, o(vG)] + w̃(F [o(vF )], G[o(vG)])

+ dp[o(vF ) + 1, rF − 1, o(vG) + 1, rG − 1] + w̃(F [rF − 1], G[rG − 1]);
15 dp[lF , rF , lG, rG]← result

The algorithm’s implementation is provided in Algorithm 1. We use an operator x
min← y

that assigns x← y if y < x. We also remember which of these assignments were applied so
that we can later trace back the optimal alignment based on this extra information stored.

In the corner case when F [lF . . rF ) or G[lG . . rG) is empty, then the unique (and thus
optimal) forest alignment pays for inserting or deleting all characters in the other fragment.
If both F [lF . . rF ) and G[lG . . rG) are non-empty, the algorithm considers nodes uF =
nodeF (lF ), uG = nodeG(lG), vF = nodeF (rF − 1), and vG = nodeG(rG − 1).

Let us first suppose that uF and vF are contained in F [lF . . rF ). If the subtree of vF is at
least as large as the subtree of uF , that is, size(vF ) ≥ size(uF ), where size(x) = c(x)−o(x)+1,
then algorithm considers three possibilities: F [lF ] is deleted, G[lG] is inserted, or F [lF ] is
aligned with G[lG]. In the first two possibilities, we can pay for the deleted or inserted
opening parenthesis and align the remaining fragments; see Lines 6–7. In the third possibility,
the consistency condition in the definition of the forest alignments requires that F [mateF (lF )]
is also aligned with G[mateG(lG)]. In particular, the node uG needs to be contained in
G[lG . . rG) so that mateG(lG) = c(uG) and mateF (lF ) = c(uF ). Thus, we align F (lF . . c(uF ))
with G(lG . . c(uG)), align F (c(uF ) . . rF ) with G(c(uG) . . rG), and pay for aligning uF with
uG, that is F [lF ] with G[lG] and F [c(uF )] with G[c(uG)]; see Line 9. If size(vF ) < size(uF ),
the algorithm handles vF and vG in a symmetric way; see Lines 10–14.

If uF /∈ VF [lF . .rF ), we follow Lines 5–9 and effectively consider deleting F [lF ] and inserting
G[lG]. Else, if vF /∈ VF [lF . .rF ), we follow the symmetric Lines 10–14.
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Zhang and Shasha [49] use a very similar dynamic programming; in a baseline version,
their algorithm always constructs the alignment from left to right instead of picking the
side depending on uF and vF . Klein’s optimization allows for an improved running time of
O(n3 log n) instead of O(n4). In the full version [27], we recall the proof of the following
lemma.

▶ Lemma 3.1. The recursive implementation of Algorithm 1 visits O(n log n) fragments of F .

Akmal and Jin’s Algorithm. Akmal and Jin [1] reduce the time complexity of Klein’s
algorithm to O(nk2 log n) when computing ted≤k(F, G). Their solutions prunes some dynamic
programming states so that, in the surviving states, the differences between the sizes
of the subforests F[lF . .rF ) and G[lG. .rG) is at most k. This condition also holds for the
difference between the sizes of F[0. .rF ) \ F[lF . .rF ) and G[0. .lG) \G[lG. .rG), as well as between
F[lF . .|F |) \ F[lF . .rF ) and G[lG. .|G|) \ G[lG. .rG); see [1, Lemma 12]. As shown in [1, Lemma
13], for each subforest F[lF . .rF ), there are O(k2) subforests G[lG. .rG) satisfying these three
conditions. With a careful implementation, the total number of states becomes O(nk2 log n).

3.2 Our Algorithm
Our variant of Klein’s algorithm simply prunes all states with |lF − lG| > 2k or |rF −rG| > 2k.
In other words, we modify Algorithm 1 so that dp[lF , rF , lG, rG] is set to∞ if either condition
holds, and the existing instructions are executed otherwise. This does not increase the number
O(n log n) of visited fragments F [lF . . rF ); see Lemma 3.1. For each of these fragments,
trivially, at most O(k2) fragments of G survive pruning, so the total number of states is
O(nk2 log n). The correctness of the pruning rules follows from the fact that, for all forests
F, G, the width of any alignment in FA(F, G) does not exceed twice its cost, where the width of
an alignment A ∈ A(X[x . . x′), Y [y . . y′)) is defined as width(A) = max{|x̂− ŷ| : (x̂, ŷ) ∈ A}.

In the full version [27], we formalize this intuition using the notion of bounded forest
alignments.

▶ Definition 3.2. Let us fix a threshold k ∈ Z+ and consider fragments F [f . . f ′) and G[g . . g′)
of forests F, G ∈ FΣ. We call a forest alignment A ∈ FA(F [f . . f ′), G[g . . g′)) bounded if
width(A) ≤ 2k. The family of bounded forest alignments is BFAk(F [f . . f ′), G[g . . g′)) ⊆
FA(F [f . . f ′), G[g . . g′)). For a weight function w : Σ̄2 → R≥0, we denote

btedw
k (F [f . . f ′), G[g . . g′)) = min

A∈BFAk(F [f. .f ′),G[g. .g′))
tedw

A(F [f . . f ′), G[g . . g′)).

▶ Lemma 3.3. The dp values computed using the pruned version of Algorithm 1 satisfy

tedw(F [lF . . rF ), G[lG . . rG)) ≤ dp[lF , rF , lG, rG] ≤ btedw
k (F [lF . . rF ), G[lG . . rG)).

In particular, the dp[0, |F |, 0, |G|] entry stores a value between tedw(F, G) and btedw
k (F, G).

The following observation implies that this is enough to retrieve tedw
≤k(F, G).

▶ Observation 3.4. If tedw(F, G) ≤ k, then tedw(F, G) = btedw
k (F, G).

Proof. Consider the optimal forest alignment A ∈ FA(F, G) with tedw
A(F, G) ≤ k. For each

edge (f, g)→ (f ′, g′), either f−g = f ′−g′ (if the edge is diagonal) or
∣∣(f−g)−(f ′−g′)| = 1 and

the edge cost is at least 1
2 (if the edge is vertical or horizontal). Since (0, 0) ∈ A and the total

cost of edges in A is at most k, every (f, g) ∈ A satisfies |f − g| ≤ 2k, i.e., width(A) ≤ 2k and
A ∈ BFAk(F, G). Hence, btedw

k (F, G) ≤ tedw
A(F, G) = tedw(F, G). The converse inequality

tedw(F, G) ≤ btedw
k (F, G) holds trivially due to BFAk(F, G) ⊆ FA(F, G). ◀
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With minor implementation details needed to avoid logarithmic overheads for memoization
using a sparse table dp (Akmal and Jin [1] ignore this issue), we achieve the following result.

▶ Theorem 1.2. There exists a deterministic algorithm that, given two forests F and G,
with n nodes in total, each with a label from an alphabet Σ, and oracle access to a normalized
weight function w : (Σ ∪ {ε})2 → R≥0, determines k := tedw(F, G) in O(nk2 log n) time.

4 Faster Algorithm for Repetitive Inputs

In this section, we present an optimized version of our O(nk2 log n)-time algorithm capable
of exploiting certain repetitive structures within the input forests F and G. The following
notion of free pairs captures the structure that our algorithm is able to utilize.

▶ Definition 4.1 (Free pair, free block). Consider forests F, G ∈ FΣ and a fixed threshold
k ∈ Z+. We call a pair of fragments F [pF . . qF ) and G[pG . . qG) a free pair if
|pF − pG| ≤ 2k, and
there exists a balanced string R ∈ FΣ with 4k ≤ |R| < 8k such that F [pF−|R| . . qF +|R|) =
Re+2 = G[pG − |R| . . qG + |R|) holds for some integer exponent e ∈ Z+.

For that free pair, we call the fragment F [pF . . qF ) a free block with period R and exponent e.

Our improved algorithm assumes that the input forests F and G are augmented with a
collection F of disjoint free blocks F [pF . . qF ), each associated with the underlying period R,
exponent e, and the corresponding fragment G[pG . . qG). The speed-up compared to the
algorithm of Section 3 is noticeable if the free blocks in F jointly cover most of the characters
of F , that is, the number of remaining non-free characters is asymptotically smaller than |F |.

▶ Theorem 4.2. There exists a deterministic algorithm that, given forests F, G ∈ FΣ of total
length n, oracle access to a normalized weight function w : Σ̄2 → R≥0, a threshold k ∈ Z+,
and a collection F of t disjoint free blocks in F such that m characters of F are not contained
in any free block, computes tedw

≤k(F, G) in O(n log n + mk2 log n + tk3 log n) time.

Intuitively, the algorithm skips all the free blocks, which allows reducing the O(nk2 log n)
running time of Theorem 1.2 to O(mk2 log n), i.e., the algorithm needs to pay for non-free
characters only. Nevertheless, processing each free block takes O(k3 log n) extra time, and
O(n log n)-time preprocessing time is still needed to avoid overheads for memoization.

Processing Free Blocks. To understand our speed-up, let us consider a free pair with
period R and exponent e, that is, F [pF . . qF ) = Re = G[pG . . qG). We picked the parameters
so that |R| ≥ 4k ≥ width(A) + |pF − pG|, and thus every alignment A ∈ BFAk(F, G) aligns
F [pF . . qF ) = Re with a fragment G[p′

G . . q′
G) contained in G[pG−|R| . . qG + |R|) = Re+2. By

the same argument, the image of every copy of R within F [pF . . qF ) = Re is contained within
the corresponding copy of R3 within G[pG − |R| . . qG + |R|) = Re+2. Moreover, when we
align F [pF . . qF ) to G[p′

F . . q′
F ) ⊆ G[pG − |R| . . qG + |R|), it suffices to partition G[p′

F . . q′
F )

into e fragments and independently optimally align each copy of R in F [pF . . qF ) with the
corresponding fragment of G[p′

F . . q′
F ). This is because R is balanced, so every node of Re

is contained within a single copy of R, and thus the consistency condition in Definition 2.4
does not impose any constraints affecting multiple copies of R.

The optimal costs of aligning R with relevant fragments of R3 can be encoded in the
following matrix, constructible in O(|R|3 log |R|) time using Algorithm 1 (Klein’s algorithm).
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▶ Definition 4.3. For a balanced string R ∈ FΣ, we define a matrix MR of size (2|R|+ 1)×
(2|R|+ 1) with indices i, j in the range [−|R| . . |R|] as follows:

MR[i, j] =
{

tedw(R, R3[|R|+ i . . 2|R|+ j)) if |R|+ i ≤ 2|R|+ j,

∞ otherwise.

In order to derive the optimal costs of aligning Re = F [pF . . qF ) with the relevant
fragments of Re+2 = G[pG − |R| . . qG + |R|), we simply compute the e-th power of MR with
respect to the min-plus product. Formally, the min-plus product of matrices A ∈ RI×J and
B ∈ RJ×K is a matrix C ∈ RI×K such that C[i, k] = minj∈J A[i, j]+B[j, k] for (i, k) ∈ I×K.

For each free block F [pF . . qF ) = Re ∈ F, we construct the matrix Me
R in O(k3 log n) time

using Algorithm 1 followed by fast exponentiation, which reduces to computing O(log e) min-
plus products. We apply the matrix whenever we are tasked with filling a dp[lF , rF , lG, rG]
entry such that F [pF . . qF ) is a prefix or a suffix of F [lF . . rF ). Formally, if lF ≤ pF < qF =
rF , then we use the following formula instead of following Algorithm 1:

dp[lF , rF , lG, rG]← min
p′

G
∈[pF −|R|. .pF +|R|]

dp[lF , pF , lG, p′
G] + Me

R[p′
G − pG, rG − qG]. (1)

In the symmetric case of lF = pF < qF ≤ rF , we apply

dp[lF , rF , lG, rG]← min
q′

G
∈[qF −|R|. .qF +|R|]

dp[qF , rF , q′
G, rG] + Me

R[lG − pG, q′
G − qG]. (2)

In the full version [27], we formalize the intuition above to prove that Equations (1)
and (2) preserve the invariant of Lemma 3.3, that is,

tedw(F [lF . . rF ), G[lG . . rG)) ≤ dp[lF , rF , lG, rG] ≤ btedw
k (F [lF . . rF ), G[lG . . rG)).

For (1), this boils down to the following lemma; the case of (2) is symmetric.

▶ Lemma 4.4. Consider fragments F [lF . . rF ), G[lG . . rG) of forests F, G ∈ FΣ, a normalized
weight function w : Σ̄2 → R≥0, and a threshold k ∈ Z+ such that |rF − rG| ≤ 2k. If there is a
free pair F [pF . . qF ) = G[pG . . qG) = Re such that F [pF . . qF ) is a suffix of F [lF . . rF ), then

btedw
k (F [lF . . rF ), G[lG . . rG))
≥ min

p′
G

∈[pF −|R|. .pF +|R|]
btedw

k (F [lF . . pF ), G[lG . . p′
G)) + Me

R[p′
G − pG, rG − qG]

≥ min
p′

G
∈[pF −|R|. .pF +|R|]

tedw(F [lF . . pF ), G[lG . . p′
G)) + Me

R[p′
G − pG, rG − qG]

≥ tedw(F [lF . . rF ), G[lG . . rG)).

We further argue in the full version [27] that the recursive implementation of Algorithm 1
augmented with the optimizations of (1) and (2) visits O(m log n) fragments F [lF . . rF ),
where m is the number of non-free characters, including O(t log n) fragments F [lF . . rF ) for
which (1) or (2) apply. Specifically, our optimized algorithm visits fragments F [lF . . rF )
visited by the original Algorithm 1 and satisfying the following additional property: every
free block F [pF . . qF ) ∈ F is either disjoint with F [lF . . rF ) or contained in F [lF . . rF ).
Our implementation takes O(n log n) extra preprocessing time to list fragments visited by
Algorithm 1 and filter those satisfying the aforementioned property.



T. Kociumaka and A. Shahali 94:11

5 Universal Kernel with Improved Repetitiveness Guarantees

In this section, we outline our approach to strengthen Theorem 1.3 into the following result:

▶ Theorem 5.1. There exists a linear-time algorithm that, given forests F , G and an integer
k ∈ Z+, constructs forests F ′, G′ of size O(k5) such that tedw

≤k(F ′, G′) = tedw
≤k(F, G) holds

for every normalized quasimetric w (weight function satisfying the triangle inequality), and
a collection of O(k3) disjoint free blocks in F ′ with O(k4) non-free characters.

Compared to Theorem 1.3, we require the presence of O(k3) free blocks that jointly
capture all but O(k4) characters of the output forest F ′; consult Definition 4.1. At the very
high level, the proofs of both Theorems 1.3 and 5.1 consist in three steps: decomposing the
input forests F and G into several pieces, identifying pieces that can be matched exactly,
and replacing (pairs of) identical pieces with smaller equivalent counterparts.

Forest Decompositions and Piece Matchings. Following [14], we say that a piece of a
forest F is a subforest – a balanced fragment F [i . . j) – or a context – a pair of fragments
⟨F [i . . i′); F [j′ . . j)⟩ such that F [i . . j) is a tree and F [i′ . . j′) is balanced. We denote the set
of pieces contained in a fragment F [i . . j) of F by P(F [i . . j)); we set P(F ) = P(F [0 . . |F |)).

In isolation from F , a context can be interpreted as a pair of non-empty strings C =
⟨CL; CR⟩ ∈ P+

Σ × P+
Σ such that CL · CR is a tree. The composition of contexts C, D results

in a context C ⋆ D := ⟨CL ·DL; DR · CR⟩. Moreover, the composition of a context C and a
forest H results in a tree C ⋆ H := CL ·H · CR. For any decomposition of a forest F into
disjoint pieces, one can recover F using the concatenation and composition operations.

We define the depth of a context C = ⟨CL; CR⟩ to be the number nodes of CL · CR with
the opening parenthesis in CL and the closing parenthsis in CR. Note that the depth of the
context C ⋆ D is equal to the sum of the depths of C and D.

The following notion formalizes the concept of a matching between pieces of F and G.

▶ Definition 5.2. For two forests F and G and a fixed threshold k ∈ Z+, a piece matching
between F and G is a set of pairs M⊆ P(F )× P(G) such that:

across all pairs (f, g) ∈M, the pieces f ∈ P(F ) are pairwise disjoint, and
there exists a forest alignment A ∈ FA(F, G) of width at most 2k (i.e., A ∈ BFAk(F, G))
that matches f to g perfectly for every (f, g) ∈M.

The kernelization algorithm behind Theorem 1.3 repeatedly identifies a piece matching
M of size |M| = O(k) covering Ω(n) vertices of F and replaces each pair of matching pieces
(f, g) ∈M with a pair of “equivalent” pieces (f ′, g′) of size O(k4). After O(log n) steps, this
yields forests of size O(k5). Our strategy relies on the following new result:

▶ Theorem 5.3. There exists a linear-time algorithm that, given forests F, G ∈ FΣ and a
threshold k ∈ Z≥0, either certifies that ted(F, G) > k or constructs a size-O(k) piece matching
M between F and G that leaves O(k4) unmatched characters.

The proof of Theorem 5.3, presented in the full version [27], reuses a subroutine of [14]
to construct a decomposition D ⊆ P(F ) of F into O(n/k3) pieces of size O(k3) each. The
next step is to build a piece matching M ⊆ D × P(G) that leaves at most k pieces of D
unmatched. We modify a dynamic-programming procedure from [14] so that, additionally,
the unmatched characters of G form O(k) fragments. As a result, even though the obtained
matching is of size |M| = O(n/k3), it is possible to reduce its size to O(k). For this, it
suffices to repeatedly identify pairs of adjacent pieces f, f ′ ∈ P(F ) matched to adjacent
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pieces g, g′ ∈ P(G), and then replace these pieces with their unions f ∪ f ′ and g ∪ g′ (as
formalized in the full version [27], two disjoint pieces are adjacent if their union, consisting
of the characters contained in at least one of these pieces, can be interpreted as a piece).

Periodic Blocks and Red Characters. The main ingredient of our kernelization algorithm
is a procedure that replaces a pair of matching pieces (f, g) ∈M with a pair of “equivalent”
smaller pieces (f ′, g′). Unlike [14], where the goal was to reduce the piece size to O(k4), we
aim to identify O(k2) disjoint free blocks with O(k3) non-free nodes within the replacement
piece f ′. Unfortunately, free blocks lack a canonical construction, and it would be tedious to
maintain a specific selection while the forests change. Instead, we use the following notions:
▶ Definition 5.4. For a fixed threshold k ∈ Z+, we say that a string S ∈ P∗

Σ forms a periodic
block if it satisfies the following properties:
|S| ≥ 42k, that is, the fragment is of length at least 42k, and
S has a string period of length at most 4k with equally many opening and closing
parentheses.

For a string T ∈ P∗
Σ, we denote by Bk(T ) the set of fragments of T that are periodic blocks.

For a context C = ⟨CL; CR⟩, we denote by Bk(C) the disjoint union of Bk(CL) and Bk(CR).
We partition the characters of T ∈ P∗

Σ into black and red based on the family Bk(T ).
▶ Definition 5.5. A character T [i] of a string T ∈ P∗

Σ is black if there exists a periodic
block T [l . . r) ∈ Bk(T ) such that i ∈ [l + 5k . . r− 5k). The remaining characters are red. We
denote by blackk(T ) and redk(T ) the sets of black and red characters of T .

For a context C = ⟨CL; CR⟩, the sets blackk(C) = blackk(CL)⊔blackk(CR) and redk(C) =
redk(CL) ⊔ redk(CR) are defined as disjoint unions.

Piece Reduction. The following definitions in [14] formalize the concept of equivalent
pieces.
▶ Definition 5.6 ([14, Definition 3.4]). For a threshold k ∈ Z≥0 and a weight function w,
forests P, P ′ are called tedw

≤k-equivalent if

tedw
≤k(F, G) = tedw

≤k(F [0 . . lF ) · P ′ · F [rF . . |F |), G[0 . . lG) · P ′ ·G[rG . . |G|))

holds for all forests F and G with matching pieces F [lF . . rF ) = P = G[lG . . rG) satisfying
|lF − rG| ≤ 2k.
▶ Definition 5.7 ([14, Definition 3.9]). For a threshold k ∈ Z≥0 and a weight function w,
contexts P = ⟨PL; PR⟩ and P ′ = ⟨P ′

L; P ′
R⟩ are called tedw

≤k-equivalent if

tedw
≤k(F, G) = tedw

≤k(F [0 . . lF ) · P ′
L · F [l′

F . . r′
F ) · P ′

R · F [rF . . |F |),
G[0 . . lG) · P ′

L · G[l′
G . . r′

G) · P ′
R · G[rG . . |G|))

holds for all forests F and G with matching pieces ⟨F [lF . . l′
F ); F [r′

F . . rF )⟩ = P = ⟨G[lG . . l′
G);

G[r′
G . . rG)⟩ satisfying |lF − lG| ≤ 2k and |rF − rG| ≤ 2k.

In the full version [27], we slightly modify the arguments of [14] to prove the following results:
▶ Lemma 5.8 (see [14, Lemma 3.17]). There is a linear-time algorithm that, given a forest
P and a threshold k ∈ Z+, computes a forest P ′ with |P ′| ≤ |P | and |redk(P ′)| ≤ 158k2 such
that P and P ′ are tedw

≤k-equivalent for every normalized quasimetric weight function w.

▶ Lemma 5.9 (see [14, Lemma 3.18]). There is a linear-time algorithm that, given a context
P and a threshold k ∈ Z+, computes a context P ′ with |P ′| ≤ |P | and |redk(P ′)| ≤ 1152k3

such that P and P ′ are tedw
≤k-equivalent for every normalized quasimetric weight function w.
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Complete Kernelization Algorithm. In the full version [27], we combine the above ingre-
dients to formally prove Theorem 5.1. Our procedure first applies Theorem 5.3. Then, for
every pair of matched pieces (f, g) ∈M, we use Lemma 5.8 or 5.9 (depending on piece type)
to obtain an equivalent piece P ′ with O(k3) red characters. The remaining (black) characters
in P ′ can be traced back to O(k2) periodic blocks and each periodic block within P ′ yields a
free block in the output forest F ′ that covers the underlying black characters.

6 Summary

▶ Theorem 1.1. There exists a deterministic algorithm that, given two forests F and G with
n nodes in total, each with a label from an alphabet Σ, and oracle access to a normalized
weight function w : (Σ ∪ {ε})2 → R≥0 satisfying the triangle inequality, determines the tree
edit distance k := tedw(F, G) in O(n + k6 log k) time.

Proof. First, suppose that the task is to compute tedw
≤k(F, G) for a given threshold k. In

this case, we use the algorithm of Theorem 5.1, resulting in a pair of forests F ′, G′ of size
O(k5) such that tedw

≤k(F ′, G′) = tedw
≤k(F, G), as well as a collection of O(k3) free blocks in

F ′ with O(k4) non-free characters. Based on this, the algorithm of Theorem 4.2 computes
tedw

≤k(F ′, G′) = tedw
≤k(F, G) in O(k5 · log k5 + k4 · k2 log k5 + k3 · k3 log k5) = O(k6 log k)

time. Including the O(n) running time of Theorem 5.1, we get O(n + k6 log k) total time.
In the absence of a given threshold, we consider a geometric sequence of thresholds

(di)i∈Z≥0 , with di = 2i · ⌈(n/ log n)1/6⌉, and we compute tedw
≤di

(F, G) for subsequent i ∈ Z≥0
until tedw

≤dj
(F, G) ≤ dj holds for some j ∈ Z≥0, which indicates tedw(F, G) = tedw

≤dj
(F, G).

Since d0 = O((n/ log n)1/6), the initial iteration costs O(n + d6
0 log d0) = O(n) time.

Consequently, if k ≤ d0, then the whole algorithm runs in O(n) time.
Due to di ≥ d0 ≥ (n/ log n)1/6, the running time of the ith iteration iteration is

O(d6
i log di). This sequence grows geometrically, so the total running time of the algo-

rithm is dominated by the running time of the last iteration, which is O(d6
j log dj). If k > d0,

then j > 0 and, since the algorithm has not terminated one iteration earlier, dj = 2dj−1 < 2k.
Consequently, the overall running time is O(k6 log k) when k > d0. ◀
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