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Abstract
We study a planted clique model introduced by Feige [18] where a complete graph of size c · n
is planted uniformly at random in an arbitrary n-vertex graph. We give a simple deterministic
algorithm that, in almost linear time, recovers a clique of size (c/3)O(1/c) · n as long as the original
graph has maximum degree at most (1− p)n for some fixed p > 0. The proof hinges on showing
that the degrees of the final graph are correlated with the planted clique, in a way similar to (but
more intricate than) the classical G(n, 1/2) + K√

n planted clique model. Our algorithm suggests a
separation from the worst-case model, where, assuming the Unique Games Conjecture, no polynomial
algorithm can find cliques of size Ω(n) for every fixed c > 0, even if the input graph has maximum
degree (1− p)n. Our techniques extend beyond the planted clique model. For example, when the
planted graph is a balanced biclique, we recover a balanced biclique of size larger than the best
guarantees known for the worst case.
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1 Introduction

Finding large cliques in a graph is a notoriously hard problem. Its decision version was
among the first problems shown to be NP-complete [31]. In fact, it turns out that for any
ε > 0 it is NP-hard to find a clique of size nε even in graphs containing cliques of size n1−ε

[26, 39, 32].
A large body of work [14, 25, 2, 30, 17, 9, 29] focused on designing polynomial time

algorithms to find large cliques given an n-vertex graph containing a clique of size cn . When
c < 1/ log n, the best algorithm known only returns a clique of size Õ(log(n)3) [17]. For
larger values of c it is possible to find a clique of size O(cn)O(c), which is of order nΩ(1)

when the largest clique in the graph contains a constant fraction of the vertices [9, 2]. The
current algorithmic landscape further suggests a phase-transition phenomenon around c = 1

2 .
For sufficiently small ε > 0 and c = 1

2 − ε there exists an algorithm finding a clique of size
n1−O(ε) [30]. Instead, when c = 1

2 + ε, one can efficiently find a complete graph of size 2εn

via a reduction to the classical 2-approximation algorithm for vertex cover. Finally, finding a
clique of size Ω(εn) for c = 1

2 − ε was shown to be UGC-hard in [33, 7].
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11:2 On Finding Randomly Planted Cliques in Arbitrary Graphs

Table 1 Performance of state-of-the-art efficient algorithms for clique when a clique of size cn

exists in the graph (note that c can depend on n).

Regime Output clique References

c ≥ 1
2 + ε 2ϵn [14]

c ≥ Ω(1) (cn)Ω(c) [2]

c ≥ 1/ log n Ω
(

nc

c

)
[9, 25]

any c > 0 Ω
(

log3(cn)
log2 log(cn)

)
[17]

Given the grim worst-case picture, a substantial body of work has focused on designing
algorithms that perform well under structural or distributional assumptions on the input
graph. One research direction has investigated clique and related problems on graphs
satisfying expansion or colorability properties [4, 15, 34, 6]. Another line of work has explored
planted average case models [31, 27, 35, 3, 20, 19, 13, 22]. In the planted clique model, the
input graph is generated by sampling a graph from the Erdős-Rényi distribution ER(n, 1

2 )
and then embedding a clique of size cn by fully connecting a randomly chosen subset of
vertices. Here, basic semidefinite programming relaxations [20, 21], as well a simple rounding
of the second smallest eigenvector of the Laplacian [3], are known to efficiently recover the
planted clique whenever c ≥ 1/

√
n . Lower bounds against restricted computational models

further provide evidence that these algorithmic guarantees may be tight [23, 8].
In an effort to bridge the worst-case settings and the average-case settings, Feige and

Kilian [19] introduced a semi-random model in which the above planted clique instance is
further perturbed by: (i) arbitrarily removing edges between the planted clique K and the
remainder of the graph G \K, and (ii) arbitrarily modifying the subgraph induced by G \K.
The randomness of this model lies in the cut (K, G \K) which separates the clique from
the rest of the graph. A flurry of works [12, 37, 10] led to an algorithm that, leveraging the
randomness of this cut, can recover a planted clique of size n

1
2 +ε in time nO(1/ε) . This picture

suggests that, from a computational perspective, this semi-random model may be closer to
the planted average case model than to worst-case graphs. (Information theoretically the
semi-random model differs drastically from the planted clique model [38].)

To better understand the role of randomness in the clique problem, Feige [18] proposed
another model in which a clique is randomly planted in an arbitrary graph, and asked what
approximation guarantees are efficiently achievable in this setting. In comparison to the
aforementioned semi-random case, here the randomness only affects the location of the clique
but not the topology of the rest of the graph.

Investigating this model is the main focus of this paper. We provide a first positive answer
to Feige’s question, showing that a surprisingly simple deterministic algorithm achieves
significantly stronger guarantees than those known for the worst-case settings, for a wide
range of parameters. Our results suggest that this model may sit in between the average
case and the worst case regimes.

1.1 Results
To present our contributions we first formally state our random planting model. In fact, as
our results extend beyond clique, the model we state is a generalization of the one in [18].
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▶ Definition 1 (Random planting in arbitrary graphs). Let G and H be graphs with |V (H)| ≤
|V (G)|. G(G, H) describes the following distribution over graphs:

1. Sample a random uniform injective mapping ϕ : V (H)→ V (G).

2. Return Ĝ with V (Ĝ) = V (G) and E(Ĝ) = E(G) ∪ {{ϕ(u), ϕ(u′)} : {u, u′} ∈ E(H)} .

When H is the cn-sized complete graph Kcn, Definition 1 corresponds to the planted clique
model of [18]. In this specific setting we obtain the following result.

▶ Theorem 2 (Simplified version). There exists a deterministic algorithm A with the following
guarantees. For every c ∈ (0, 1) and every n-vertex graph G, if Ĝ ∼ G (G, Kcn) then A(Ĝ)
with probability at least 1− 1

n2 returns a clique of size at least:

n

5 ·
( c

3

) 4
c log 2

p

where p = 1− ∆
n and ∆ is the maximum degree of G. Moreover A runs in time Õ

(
∥Ĝ∥

)
.

To appreciate the guarantees of Theorem 2 consider the setting p = Ω(1), so that ∆ = (1−p)n
is bounded away from n. In this case, for every fixed c > 0 the algorithm of Theorem 2
finds with high probability a clique of size Ω(n). In the worst case, however, this is not
possible unless the Unique Games Conjecture fails. More precisely, assuming UGC, no
polynomial-time algorithm can find a clique of size ε · n even when one of size

( 1
2 − ε

)
· n

exists [33, 7]; indeed, state-of-the-art algorithms [2, 9, 25] are only known to return cliques
of size nO(c). By adding n p

1−p isolated vertices to the graph, it also follows that under UGC
one cannot efficiently find a clique of size ε · n even when one of size

( 1−p
2 − ε

)
· n exists

and the input graph has degree ∆ ≤ (1 − p)n, as in the statement of Theorem 2. Thus,
unless UGC fails, we cannot expect Theorem 2 to hold in the worst case. We remark that
Theorem 2 also guarantees to recover cliques of size nΩ(1) for c ≥ Ω

(
log log n

log n

)
, a regime in

which worst-case algorithms are only known to find cliques of size poly log(n). Finally, as one
can expect, the failure probability can be actually made smaller than n−a for any desired
a ≥ 1; see the full formal version of Theorem 2 in Section 5.

Note that the performance of our algorithm deteriorates as p approaches 0; that is, as the
maximum degree approaches n. While it remains an open question whether some assumption
on the degree is inherently necessary, we provide some preliminary evidence in Theorem 5,
see Section 2 and Section 7.

Our results extend beyond the case where the planted graph is a complete graph. To
illustrate this, we also consider the balanced biclique problem, where the goal is to find a
largest complete balanced bipartite subgraph. The balanced biclique problem has a long
history [24, 28, 1] and a strong connection to clique [11]. Assuming the Small Set Expansion
Hypothesis, there is no polynomial-time algorithm that can find a balanced biclique within a
factor n1−ε of the optimum for every ε > 0, unless NP ⊆ BPP [36]. Remarkably, in the worst
case, the bicliques that existing algorithms are known to return are significantly smaller than
the complete graphs found in the context of clique. In fact, the best algorithm known [11]
works through a reduction to clique which constructs an instance with a complete graph of
size O(c2 · n) from a balanced biclique instance with a biclique of size c · n .

In comparison, under Definition 1, we obtain the following guarantees.

APPROX/RANDOM 2025
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▶ Theorem 3 (Simplified version). There exists a deterministic polynomial-time algorithm
A with the following guarantees. For every c ∈ (0, 1) and every n-vertex graph G, if
Ĝ ∼ G

(
G, K cn

2 , cn
2

)
then A(Ĝ) with probability at least 1− 1

n2 returns a balanced biclique of
size at least:

c

48 · 2
√

c log n
2 .

Moreover A(Ĝ) runs in time Õ(∥Ĝ∥).

The main point of Theorem 3 is again the difference with the worst case bounds. In the worst
case, existing algorithms are known to find a biclique of size (log n)ω(1) only if there exists

one of size c · n ≥ ω

(
log log n√

log n

)
· n in the input graph. In contrast, Theorem 3 states that

in typical instances from G
(
G, K cn

2 , cn
2

)
we can efficiently find a biclique of size (log n)ω(1)

whenever there exists one of size c ·n ≥ ω
(

(log log n)2

log n

)
·n; that is, for value of c up to log log n√

log n

times smaller than for the worst case. Furthermore, unlike the bounds of Theorem 2, the
ones of Theorem 3 are insensitive to the structure of G, and in particular to its maximum
degree.

2 Techniques

This section gives an intuitive description of our techniques, using the planted clique problem
as a running example. Let G be an arbitrary n-vertex graph, and let Ĝ ∼ G(G, Kcn). For
simplicity, we suppose that c > 0 and p > 0 are fixed constants, and that G has maximum
degree ∆ ≤ (1 − p)n. Let ϕ : V (Kcn) → V (G) be the injective mapping sampled in the
process of constructing Ĝ . Because we have almost no knowledge of the global structure of
G , it appears difficult to recover the planted clique via the topology of Ĝ without running
into any of the barriers observed in worst-case instances.

On the other hand, since the clique is planted randomly, we can expect certain basic
statistics to change in a convenient and somewhat predictable way between G and Ĝ . Our
approach focuses on perhaps the simplest such statistic – the degree profile – guided by
the intuition that vertices with higher degree in Ĝ are more likely to belong to the planted
clique than those with lower degree. For notational convenience we use the degree in the
complement graph, which we call slack. To be precise, for a vertex v ∈ V (G), the slack of v

in G is sv = (n− 1)− dv where dv is the degree of v in G. In the same way we define the
slack of v in Ĝ as ŝv = (n− 1)− d̂v, where d̂v is the degree of v in Ĝ.

To formalize the intuition above, suppose G contains a subset V ′ ⊆ V such that (i) the
vertices of V ′ have approximately the same slack, in the sense that if s := minv∈V ′ sv, then
any v ∈ V ′ satisfies

sv

(
1− c

2
)

< s ,

and (ii) the set V<s(G) of vertices in G with slack smaller than s has size at most, say,
c

10 · |V
′| . Because the map ϕ is chosen uniformly at random, we expect a c fraction of V ′

will be in the image of ϕ . Furthermore, every v ∈ V ′ in the image of ϕ acquires csv new
neighbors in expectation, which by (i) gives:

Eϕ [ŝv] ≤ sv · (1− c) < s .

In fact, as long as |V ′| and s are large enough (roughly Ω(c−1 log n)), by standard concentra-
tion bounds at least c

2 |V
′| vertices of V ′ will be in the image of ϕ, and all those vertices v will

satisfy ŝv < s. Under these circumstances, by (ii) we conclude that, in Ĝ, the set |V<s(Ĝ)|
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of vertices having slack smaller than s has size at least c
10 |V

′|, and moreover a fraction at
least 1/2

1/2+1/10
> 0.8 of those vertices form a clique. We can then immediately recover a clique

of size Ω(c|V ′|) via the standard reduction to vertex cover applied to the subgraph of Ĝ

induced by |V<s(Ĝ)| .
The above discussion suggests our intuition is correct whenever a sufficiently large set

satisfying (i) and (ii) exists.1 While arbitrary graphs may not contain such a set, it turns
out that the only obstacle towards the existence of a linear size set V ′ is the presence of a
large set of vertices of slack strictly smaller than s. Choosing V ′ so that s ≤ p · n we deduce
that such a V ′ must exists.

▶ Remark 4. The above reasoning works beyond the parameters regime of our example and,
in fact, does not require the planted graph to be a clique. In the context of balanced
biclique the existence of a large set with slack < s makes the problem easier. Therefore, we
are able to drop the assumption on the maximum degree in G .

We complement the intuition above with a lower bound on the performance of degree profiling.
Essentially this states that, if we have no guarantees on the maximum degree of G, then the
degree profile of Ĝ ∼ G(G, Kcn) is uncorrelated with Kcn. Formally:

▶ Theorem 5. For every c ∈ (0, 1
2 ) and n ≥ 3 there exists an n-vertex graph G such that

Ĝ ∼ G(G, Kcn) satisfies what follows with probability at least 1 − 1
n . For every ordering

v1, . . . , vn of the vertices of Ĝ by nonincreasing degree, and for every j ∈ [n], the largest
clique in the induced subgraph Ĝ[{v1, . . . , vj}] has size at most

O

(√
n ln n

c
+ c j

)
. (1)

To appreciate Theorem 5 let t = Ω(c−2
√

n ln n). Then the theorem says that, if one takes
the first t vertices of Ĝ in order of degree, the largest clique therein has size O(ct) with
high probability. In other words, for all t not too small compared to n, the t vertices of
highest degree have roughly the same clique density of the entire graph. This suggests that,
using degree statistics alone, one has little hope to find cliques larger than Õ(

√
n) even for

constant c. Note that there is no contradiction with the upper bounds of Theorem 2: those
bounds become trivial for large ∆, and the graph behind the proof of Theorem 5 has indeed
a large ∆.

3 Preliminaries

Let G be a graph. We let V (G) be its set of vertices and E(G) its set of edges. For
V ′ ⊆ V (G) we let G[V ′] be the subgraph induced by V ′ . We often use n = |V (G)|. We let
∥G∥ = |V (G)|+ |E(G)|. For v ∈ V (G) , let dv be its degree and sv := n− 1− dv its slack.
For V ′ ⊆ V (G) , let sV ′ := minv∈V ′ sv . We write V<s(G) := {v ∈ V (G) | sv < s} . We do
not specify the graph when the context is clear and we define V<s(Ĝ) as V̂<s. We let Kn

be the complete graph of size n and Ka,b be the biclique with sides of size a and b. We let
[n] := {1, . . . , n} , log = log2 and ln = loge.

The computational model is the standard RAM model with words of logarithmic size.
Unless otherwise stated, all our graphs are given as adjacency list. By performing a O(n)
preprocessing we henceforth assume the adjacency lists are sorted, so that one can perform
binary search and check the existence of any given edge in time O(log n).

1 We remark that our algorithm does not need to find this set.

APPROX/RANDOM 2025
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The following theorem says that, for every fixed c > 1
2 , one can efficiently find a clique of

size Ω(n) in an n-vertex graph that contains one of size cn.

▶ Theorem 6. There exists an algorithm, DenseCliqueFinder, with the following guaran-
tees. For every ε > 0, if A is given in input an n-vertex graph G = (V, E) that contains a
clique of size ( 1

2 + ε)n, then A finds in deterministic Õ(n2)-time a clique of size 2εn.

The proof is folklore – take the complement of G, find a 2-approximation of the smallest
vertex cover through a maximal matching, and return its complement. See also [14].

4 Slackness profile and densification

In this section we prove our structural results on the degree and slackness profile of graphs
from Definition 1. We start with a definition.

▶ Definition 7 (Bulging set). Let G = (V, E) be a graph and α, β > 0. A set U ⊆ V is
(α, β)-bulging if:
1. sv < sU

1−β for all v ∈ U .

2. |V<sU
| < 1

α |U | .

The next statement characterizes the existence of (α, β)-bulging sets in any graph based
on the value of α and β and the slackness of its vertices.

▶ Lemma 8. Let G = (V, E) be an n-vertex graph. Then for every β ∈ (0, 1/2), α ≥ 2, and
s ∈ R>0 at least one of the following facts holds:

(i) |V<s| ≥ n

α
2+ 1

β
log n

s
.

(ii) G contains an (α, β)-bulging set U such that |U | ≥ n

α
1+ 1

β
log n

s
and sU ≥ s.

Proof. Let η = β
1−β > 0 and h =

⌈
log1+η

n
s

⌉
. We define a partition of V into h + 1 possibly

empty sets, as follows:

V0 := V<s (2)
Vj := V<s(1+η)j \ V<s(1+η)j−1 =

{
v ∈ V

∣∣ s(1 + η)j−1 ≤ sv < s(1 + η)j
}

j ∈ [h] (3)

It is immediate to see that this is indeed a partition of V , since 0 ≤ sv < n for every v ∈ V .
We prove the statement by contradiction. Suppose (ii) does not hold. Then it must be that
for j ≥ 1:

|Vj | <
n

α2+ 1
β log n

s

· αj , (4)

Indeed, if this was not the case, then one can check that for the smallest j ∈ [h] violating
Equation (4) the set Vj would be (α, β)-bulging, and moreover every vertex in Vj would have
slack at least s (since j ≥ 1). Suppose further (i) is not verified. Then as the sets Vj form a
partition of V , and as α ≥ 2,

n =
h∑

j=0
|Vj | <

n

α2+ 1
β log n

s

·
h∑

j=0
αj <

n

α2+ 1
β log n

s

· αh+1 (5)

Now observe that

h ≤ 1 +
log n

s

log(1 + η) ≤ 1 + 1 + η

η
log n

s
= 1 + 1

β
log n

s
(6)
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where we used the facts that log(1 + x) ≥ x
1+x for all x ≥ 0, and that η

1+η = β. Substituting
this bound in Equation (5) yields the absurd n < n. Thus at least one among (i) and (ii)
holds. ◀

Our next key result states that the subgraph of Ĝ induced by the set of vertices v with slack
ŝv < sU , where U ⊆ V is the bulging set that exists in G for Lemma 8, will contain a large
number of vertices of H with high probability.

▶ Lemma 9 (Densification Lemma). Let G be an n-vertex graph, α ≥ 2 and c ∈ (0, 1) .

Let H be a regular graph with |V (H)| ≤ n and minimum degree at least cn ≥ 10. Let U

be an (α, c
2 )-bulging set of G with min{sU , |U |} ≥ 12+29a ln n

c for some a ≥ 1. Finally, let
Ĝ ∼ G(G, H), and let Ĥ be the image of H in Ĝ. Then, with probability at least 1− n−a the
set V̂<sU

satisfies:

(i)
∣∣V̂<sU

∩ Ĥ
∣∣ > c

2 · |U |.
(ii)

∣∣V̂<sU
∩ Ĥ

∣∣ > cα
2 ·
∣∣V̂<sU

\ Ĥ
∣∣.

Proof. First, we claim that Ĥ ∩ U ⊆ V̂<sU
with high probability. Consider any v ∈ U , and

note that v /∈ V̂<sU
means ŝv ≥ sU . Now, if v ∈ Ĥ, then ŝv = sv −X, where X =

∑sv

i=1 Xi

is the sum of non-positively correlated Bernoulli random variables of parameter c′ = c− 1
n .

The event ŝv ≥ sU is therefore the event X ≤ sv − sU ; since sv − sU ≤ c
2 sv, as v ∈ U

and U is (α, c
2 )-bulging, this implies the event X ≤ c

2 sv. Now, as cn ≥ 10, then c′ ≥ 9
10 c,

and c
2 sv ≤ 5

9 c′sv. Since moreover EX = c′sv, we conclude that ŝv ≥ sU implies the event
X ≤ (1− 4/9)EX. We then use Lemma 16 with ε = 4/9. To this end note that:

EX = c′ sv ≥
9
10c sU > 10 + 26a ln n ≥ 13 (ln 2 + (1 + a) ln n) = 13 ln

(
2na+1) (7)

Therefore:

Pr
[
v /∈ V̂<sU

]
= Pr[ŝv ≥ sU ] ≤ Pr[X ≤ (1− 4/9)EX] ≤ e

− (4/9)2

2+4/9 EX
< e− EX

13 <
1

2na+1 (8)

By a union bound over all v ∈ U we conclude that Pr
[
Ĥ ∩ U ̸⊆ V̂<sU

]
≤ 1

2 n−a.

Next, consider |Ĥ ∩ U |. Note that |Ĥ ∩ U | = X where again X =
∑|U |

i=1 Xi is the sum of
non-positively correlated Bernoulli random variables of parameter c. Using again Lemma 16
with ε = 4/9, and noting as done above that EX = c′|U | > 13 ln

(
2na+1), we obtain:

Pr
[∣∣Ĥ ∩ U

∣∣ ≤ c

2 |U |
]

= Pr
[
X ≤

(
1− 4/9

)
EX
]

<
1

2na+1 <
1
2n−a (9)

Finally, let S := V̂<sU
. The bounds above show that, with probability at least 1− n−a,

we have U ∩ Ĥ ⊆ S ∩ Ĥ and |U ∩ Ĥ| > c
2 |U |, which implies |S ∩ Ĥ| > c

2 |U |, that is, (i).
Moreover S \ Ĥ ⊆ V<sU

, which implies |S \ Ĥ| < 1
α |U | as U is (α, c

2 )-bulging. Together
with (i) we conclude that:

|S ∩ Ĥ|
|S \ Ĥ|

>
cα

2 (10)

which proves (ii). ◀

APPROX/RANDOM 2025
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5 Application to clique

In this section we prove Theorem 2, which we restate in a fully formal way and with more
general probabilistic guarantees.

▶ Theorem 10. There exists a deterministic algorithm A with the following guarantees. Fix
any a ≥ 1. Let c := c(n) ∈ ω

(
1

log n

)
, and define:

K(n, c, p) := n

5 ·
( c

3

)2+ 2
c log 2

p
.

Then for every n large enough and every n-vertex graph G what follows holds. Letting
p = 1− ∆

n where ∆ is the maximum degree of G, if K(n, c, p) ≥ 1 + 2a ln n, then A on input
Ĝ ∼ G (G, Kcn) returns a clique of Ĝ whose size is at least K(n, c, p) with probability at least
1− n−a. Moreover A(Ĝ) runs in time Õ(∥Ĝ∥) for every input graph Ĝ.

Proof. We start by proving that Algorithm 1 runs in time Õ(n3) and guarantees a clique
of size 7

5 K(n, c, p) with the prescribed probability. We then show how to lower the running
time to Õ(∥Ĝ∥) while reducing the clique size to K(n, c, p).

Algorithm 1 CliqueFinder(Ĝ).

1: S ← ∅
2: v1, . . . , vn ← vertices of Ĝ in nonincreasing order of degree
3: for 1 ≤ i ≤ n: do
4: T ← DenseCliqueFinder

(
Ĝ [{v1, . . . , vi}]

)
5: if |T | > |S|: then
6: S ← T

7: end if
8: end for
9: return S

The inequalities we are going to claim assume n is indeed sufficiently large (formally,
larger than some n0 that may depend on a). To begin with, observe that if c ≤ 1

log n or
p ≤ n−1/2 then K(n, c, p) ≤ 1 and therefore our algorithm certainly satisfies the bound of
Theorem 10. Indeed, if c ≤ 1

log n then the second multiplicative term in the expression of
K(n, c, p) satisfies:

( c

3

)2+ 2
c log 2

p ≤
(

1
3 log n

)2+2 log n

< 9− log n ≤ 5
n

(11)

If instead p ≤ n−1/2 then the same term satisfies:

( c

3

)2+ 2
c log 2

p ≤
(

1
3

)2 log
√

n

= 3− log n ≤ 5
n

(12)

Thus we may assume cp ≥ 1√
n log n

, and therefore:

cp ≥ 13 + 29a ln n

n
≥ 12 + 29a ln n

n
+ c

n
(13)
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Now let s = pn− 1. Then s = (n− 1)−∆; hence all vertices of G have slack at least s, and
therefore |V<s| = 0. Now apply Lemma 8 with α = 3

c and β = c
2 . Note that item (i) fails,

thus item (ii) holds. Therefore G contains a ( 3
c , c

2 )-bulging set U such that:

|U | ≥ n( 3
c

)1+ 2
c log n

s

= n ·
( c

3

)1+ 2
c log n

s ≥ n ·
( c

3

)1+ 2
c log 2

p ≥ 15
c
·K(n, c, p) (14)

where we used the fact that p ≥ 1√
n

and that n is large enough to obtain that n
s ≤

2
p . Thus,

when K(n, c, p) ≥ 1 + 2a ln n we have |U | ≥ 12+29a ln n
c .

Moreover sU ≥ s = pn; using Equation (13) this yields sU ≥ 12+29a ln n
c , too. We can then

apply Lemma 9. It follows that, with probability at least 1−n−a, we have
∣∣V̂<sU

∩H
∣∣∣∣V̂<sU

\H
∣∣ > cα

2 > 3
2 .

We deduce that G[V̂<sU
] contains a clique whose density is at least:∣∣V̂<sU

∩H
∣∣∣∣V̂<sU

∣∣ =
∣∣V̂<sU

∩H
∣∣∣∣V̂<sU

∩H
∣∣+
∣∣V̂<sU

\H
∣∣ >

∣∣V̂<sU
∩H

∣∣( 2
3 + 1

)∣∣V̂<sU
∩H

∣∣ = 1
2 + 1

10 . (15)

With the same probability we have simultaneously that
∣∣V̂<sU

∣∣ ≥ c
2 |U | > 7 ·K(n, c, p). Now

consider the invocation of DenseCliqueFinder on G[V̂<sU
]. By Theorem 6, that invocation

finds a clique of size at least:

7 ·K(n, c, p) ·
(

2 · 1
10

)
= 7

5 ·K(n, c, p) (16)

Next, we bring the running time in Õ(n2) while ensuring an output clique of size K(n, c, p). To
this end, change the loop at line 3 so as to iterate only over i in the form i = (1+η)j for some
η > 0. For the smallest i = (1 + η)j such that V<sU

⊆ {v1, . . . , vi} the subgraph Ĝ[v1, . . . , vi]
will then have clique density

1
2 + 1

10
1+η and will contain V̂<sU

plus at most η
∣∣V̂<sU

∣∣ other vertices.
By choosing η > 0 sufficiently small one can then ensure that DenseCliqueFinder when
ran on Ĝ[v1, . . . , vi] returns a clique of size at least K(n, c, p). The total number of iterations
is in O(log1+η n) = O(log n), and by Theorem 6 every iteration takes time Õ(n2), giving a
total time of Õ(n2) too.

To finally bring the running time in Õ(∥Ĝ∥), upon receiving Ĝ we check whether ∥Ĝ∥ ≤(
n/ log n

2
)
. If that is the case then c ≤ 1

log n and K(n, c, p) ≤ 1 as shown above; in this case we
return any vertex of Ĝ. Otherwise, we run the algorithm above. In both cases the bounds
are satisfied and the running time is in Õ(∥Ĝ∥). ◀

6 Application to balanced biclique

In this section we restate and prove a more formal and general version of Theorem 3:

▶ Theorem 11. There exists a deterministic polynomial-time algorithm A with the following
guarantees. Fix any a ≥ 1. Let c := c(n) ∈ ω

(
1

log n

)
. For every n large enough and every

n-vertex graph G, when given Ĝ ∼ G
(
G, K cn

2 , cn
2

)
in input, A with probability at least 1−n−a

returns a balanced biclique of size at least:

c

48 · 2
√

c log n
2 .

Moreover A(Ĝ) runs in time Õ(∥Ĝ∥) for every input graph Ĝ.
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11:10 On Finding Randomly Planted Cliques in Arbitrary Graphs

The algorithm behind the theorem, Algorithm 2, is based on the following intuition. Observe
that our main technical result, Lemma 8, essentially says that every graph G contains either
(i) a large number of vertices of small slack (and thus large degree), or (ii) a large bulging set.
If (i) holds, then we can hope to find a large biclique by just intersecting the neighborhoods
of those vertices (namely, of the k vertices with largest degree for some suitable value of
k). If (ii) holds, then we can hope to find a large biclique by exploiting the “densification”
phenomenon used by our clique algorithm (see Section 5). The structure of the algorithm
follows this intuition, with a first phase that finds a large biclique if (i) holds and a second
phase that finds a large biclique if (ii) holds.

Algorithm 2 BalancedBicliqueFinder(Ĝ).

1: v1, . . . , vn ← vertices of Ĝ in non-increasing order of degree
2: L, R← ∅
3: for 1 ≤ i ≤ n: do ▷ Phase 1
4: L′ ← {v1, . . . , vi}
5: R′ ←

⋂
v∈L′ Nv

6: if min{|L′|, |R′|} > min{|L|, |R|} then
7: L, R← L′, R′

8: end if
9: end for

10: for 1 ≤ i < j ≤ n: do ▷ Phase 2
11: L′, R′ ← BicliqueExtractor(Ĝ, {vi, . . . , vj})
12: if min{|L′|, |R′|} > min{|L|, |R|} then
13: L, R← L′, R′

14: end if
15: end for
16: return L, R

Before delving into the proof, we need a certain subroutine that “extracts” a large balanced
biclique of a graph G when given a subset S of vertices of some (larger) balanced biclique of
G. This is the subroutine BicliqueExtractor appearing at line 11 of Algorithm 2, and it
plays a role similar to the one played by DenseCliqueFinder in the case of clique.

▶ Lemma 12. There exists a deterministic algorithm A with the following guarantees. Let
G = (V, E) be an n-vertex graph containing a balanced biclique with sides A and B. Given
in input G and S ⊆ A ∪ B, algorithm A returns a biclique of G with sides L, R such that
min(|L|, |R|) ≥ |S|

3 . The running time of A is O(|S| · n log n).

Proof. We prove that Algorithm 3 satisfies the statement.

Algorithm 3 BicliqueExtractor(G, S).

1: compute the complement Ḡ[S] of G[S]
2: compute G1, . . . , Gr, the connected components of Ḡ[S] in nonincreasing order of vertex size
3: if |V (G1)| > |S|

3 then
4: return L = V (G1) and R = ∩u∈V (G1)NG(u)
5: else
6: compute the smallest i ∈ [r] such that

∑i

j=1 |V (Gi)| > |S|
3

7: return L =
⋃i

j=1 V (Gj) and R =
⋃r

j=i+1 V (Gj)
8: end if
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First, let us prove that the algorithm returns sets L, R that are sides of a complete
biclique and such that min(|L|, |R|) > |S|

3 . We begin by noting the following crucial fact:
for each i = 1, . . . , r we have V (Gi) ⊆ A or V (Gi) ⊆ B. Suppose, in fact, that there exist
u ∈ V (Gi) ∩A and v ∈ V (Gi) ∩B. Since Gi is connected, along any path from u to v in Gi

there must exist an edge whose vertices belong to A and B, respectively. Without loss of
generality we can thus assume that u and v are such vertices. By definition of Gi this means
that u and v are not adjacent in G, a contradiction. Now we distinguish the two cases on
which the algorithm branches.
1. |V (G1)| > |S|

3 .
In this case, as V (G1) ⊆ A or V (G1) ⊆ B, by construction of R we have R ⊇ B or R ⊇ A.
Therefore:

|R| ≥ |A| = |A ∪B|
2 ≥ |S|2 ≥

|S|
3 (17)

Hence, min(|L|, |R|) > |S|
3 . Moreover note that L, R are sides of a biclique by construction

of R.
2. |V (G1)| ≤ |S|

3 . Then by the ordering of G1, . . . , Gr we have |V (Gi)| ≤ |S|
3 for all

i = 1, . . . , r. Note how this implies that the index i computed by the algorithm satisfies:∣∣∣∣∣∣
i−1⋃
j=1

V (Gj)

∣∣∣∣∣∣ ≤ |S|3 (18)

Therefore:

|S|
3 <

∣∣∣∣∣∣
i⋃

j=1
V (Gj)

∣∣∣∣∣∣ =

∣∣∣∣∣∣
i−1⋃
j=1

V (Gj)

∣∣∣∣∣∣+ |V (Gi)| ≤
|S|
3 + |S|3 = 2|S|

3 (19)

This implies again min(|L|, |R|) ≥ |S|
3 . Moreover L, R form again the sides of a biclique;

this is because G1, . . . , Gr are connected components of Ḡ[S], hence in G all edges are
present between V (Gj) and V (Gj′) for every distinct j, j′.

We now analyze the running time of the algorithm. Computing Ḡ[S] takes time O(|S|2 log n)
by checking for each of the edges in the sorted adjacency lists of G. Computing and sorting
the connected components G1, . . . , Gr takes time O(|S|2 +|S| log |S|). The case |V (G1)| > |S|

3
requires time O(|V (G1)| · n) = O(|S| · n) if the intersection of the neighborhoods is done
using a bitmap indexed by V (G). The case |V (G1)| ≤ |S|

3 takes time O(|S|). We conclude
that the algorithm runs in time O(|S|2 log n + |S| · n) = O(|S| · n log n). ◀

We are now ready to prove Theorem 11.

Proof of Theorem 11. We prove the biclique size guarantees and the running time bounds
separately.

Guarantees. Let β = c
2 , and define:

f(α, n, s) := n

α2+ 1
β log n

s

(20)

We begin by showing that, whenever s ≤ n
f(α,n,s) and α ≥ max(2, f(α, n, s)),

1. If item (i) of Lemma 8 holds, then the first phase of Algorithm 1 finds a biclique with at
least ⌊ 2

3 · f(α, n, s)⌋ vertices per side.
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2. If item (ii) of Lemma 8 holds, then the second phase of Algorithm 1 finds with high
probability a biclique with at least c

6 · f(α, n, s) vertices per side.
Since by Lemma 8 itself at least one of items (i) and (ii) holds, the algorithm finds with high
probability a balanced biclique of size Ω(c · f(α, n, s)). We will then choose α, s that satisfy
the constraints above while (roughly) maximizing f(α, n, s).

We prove 1. To ease the notation let f = f(α, n, s). If item (i) of Lemma 8 holds, then
|V<s| ≥ f , hence in G (and thus in Ĝ) there are at least f vertices of slack smaller than
s ≤ n/f. By a simple counting argument, any k of those vertices have at least n− k(s + 1)
neighbors in common. Choosing k = ⌊ 2f

3 ⌋, and using the fact that s ≤ n/f, the common
neighbors are at least n− 2f

3 (n/f + 1) = n−2f
3 . Now observe that, since α ≥ 2, then n ≥ 4f ,

hence n−2f
3 ≥ 2f

3 . We conclude that the loop at line 3 of Algorithm 2 eventually returns a
biclique whose smallest side has at least ⌊ 2f

3 ⌋ vertices.
We prove 2. If item (ii) of Lemma 8 holds, then G contains an (α, c/2)-bulging set U of

size at least αf . Let S = V̂<sU
. Leveraging Lemma 9 through the same arguments used in

the proof of Theorem 10, as long as αf and s are in Ω(c−1a log n) and sufficiently large, with
probability at least 1− n−a we have |S ∩H| > c

2 |U | and |S ∩H| > cα
2 |S \H|, where H is

the set of vertices of the planted biclique. Now consider any ordering of S (in particular the
one given by the degrees). If |S \H| = ∅, then the ordering itself is a sequence of elements of
H of length |S| = |S ∩H| > c

2 |U | ≥
cαf

2 . If instead |S \H| ≠ ∅, as |S ∩H| > cα
2 |S \H| the

pigeonhole principle implies that the ordering contains a contiguous sequence of vertices of
H of length at least cα

2 , and therefore are least cf
2 as we are assuming α ≥ f . We conclude

that in any case the ordering of S contains a contiguous sequence of vertices of H of length
min

(
cf
2 , cαf

2

)
= cf

2 . By construction Algorithm 2 eventually runs BicliqueExtractor on
that sequence and thus, by Lemma 12, finds a biclique with at least cf

6 vertices per side.
It remains to choose suitable values of α, s so as to approximately maximize f subject

to the constraints s ≤ n
f(α,n,s) and α ≥ max(2, f(α, n, s)). The argument above then yields

with probability 1− n−a a biclique with Ω(cf(α, n, s)) vertices per side. We set:

s = n

f
(21)

α = f (22)

This yields the equation:

α = f(α, n, s) = n

α2+ 1
β log n

s

= n

α2+ 1
β log α

(23)

Recalling that β = c/2, rearranging, and taking logarithms yields:
2
c

log2 α + 3 log α− log n = 0. (24)

Solving for log α gives:

log α =
−3 +

√
9 + 8 log n

c

4
c

=
√

9
16c2 + c

2 log n− 3
4c >

√
c

2 log n− 1 (25)

We conclude that:

α > 2
√

c
2 log n−1 (26)

Notice that by definition s, α satisfy the constraint α ≥ max(2, f(α, n, s)) as long as α = f ≥ 2.
Since we are assuming that c ∈ ω

( 1
log n

)
, Equation (26) guarantees that f = α ≥ 2 holds for

large enough n.
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Finally, the lower bound above on the size of each side of the biclique is thus:

cf

6 = cα

6 >
c

12 · 2
√

c
2 log n (27)

Running time. We describe a variant of BalancedBicliqueFinder that runs in time
Õ(∥Ĝ∥) and finds a biclique of size at least 1/4-th of that of the original algorithm. As a first
thing, we compute |E(Ĝ)|. If |E(Ĝ)| <

(
cn
2
)2, then necessarily c ≤ 1

log n , and the bound of
Theorem 11 is smaller than 1. In this case we immediately return any edge of G, satisfying
the bounds. If instead |E(Ĝ)| ≥

(
cn
2
)2 then we run the Õ(n2)-time variant of Algorithm 2

described below. This makes the running time in Õ(∥Ĝ∥) in every case. As a byproduct, the
lower bound on the biclique size will shrink by a factor 4

5 .
The variant of Algorithm 2 is as follows. First, observe that the loop of line 3 can be

implemented in Õ(n2) total time by computing R′ incrementally (this can be done either via
a bitmap or using binary search over the sorted adjacency lists). For the loop at line 10, we
reduce the running time by coarsening. Instead of iterating over all 1 ≤ i < j ≤ n, for each
h = 1, . . . , ⌈log n⌉ we iterate over all subsequences vi, . . . , vj with i = k2h and j = k2h +k−1,
for k = 0, 1, 2, . . .. Clearly, for every contiguous subsequence S of v1, . . . , vn, we will iterate
over some subsequence S′ ⊆ S with |S′| ≥ |S|/4. The bound on the size of the biclique thus
decreases by a factor of 4. The running time can be easily bounded by noting that, for every
h = 1, 2, . . ., the total cost of invoking BicliqueExtractor on all the subsequences of size
2i is in Õ(n2) by Lemma 12. As the loop iterates over O(log n) values of i, we conclude that
the second phase takes Õ(n2) time overall. ◀

7 A lower bound on densification

In this section we prove Theorem 5. This shows that, whenever c < 1/2, there exist arbitrarily
large graphs G such that the high degree profiles of typical instances from G(G, Kcn) are
essentially uncorrelated with the planted clique.

Throughout the section, for a graph G we let κ(G) be the size of the largest clique in G .

We start by defining a graph H that has between one and two vertex for every degree (or,
equivalently, every slack) from 1 to n− 1. Let H = (V, E) where V = [n] for n ≥ 3, and

E =
{
{u, v} : u, v ∈ V, u ̸= v, u + v ≤ n + 1

}
. (28)

Note that NH(u) = [1, n− u + 1] \ {u}; hence

su =
{

u− 1 u ≤ n+1
2

u− 2 u > n+1
2

(29)

This implies that, for every 0 ≤ s ≤ n− 1,

V≤s ∈ [s + 1, s + 2] . (30)

The graph G of Theorem 5 is a perturbation of H as given by the next result.

▶ Lemma 13. Let G be an n-vertex graph, let η ∈ [0, 1], and let G′ be obtained from G by
deleting each edge independently with probability η. For every a > 1, with probability at least
1− 2n1−a:
1. κ(G′) < 2a ln n

η + 1.
2. |V≤s| ≤ |V ′

≤s′ | for all s ≥ 0, where s′ = s + ηn +
√

an ln n.
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Proof. Item 1. Fix U ⊆ V on k ≥ 2a ln n
η + 1 vertices. Then:

Pr[G′[U ] is a clique] ≤ (1− η)(
k
2) < e−η(k

2) = e−k·η k−1
2 ≤ e−ka ln n = n−ak . (31)

Taking a union bound over all U yields Pr[κ(G′) ≥ k] < n(1−a)k ≤ n1−a.
Item 2. Fix u ∈ V . Then s′

u = su +
∑du

i=1 Xi, where the Xi are independent Bernoulli
random variables with parameter η. By Hoeffding’s inequality, for every t ≥ 0,

Pr[s′
u ≥ su + ηn + t] ≤ Pr[s′

u ≥ su + ηdu + t] ≤ e− t2
du < e− t2

n (32)

For t =
√

an ln n we obtain Pr[s′
u ≥ su + ηn +

√
an ln n] ≤ n−a. This implies that, for every

s ≥ 0, every v ∈ V≤s satisfies v ∈ V ′
≤s′ with probability 1−n−a, where s′ = s+ηn+

√
an ln n.

By a union bound we conclude that, with probability 1− n1−a, we have |V ′
≤s′ | ≥ |V≤s| for

all s ≥ 0. ◀

As a corollary we get the graph G used in the proof of Theorem 5:

▶ Corollary 14. For every η ∈ [0, 1] and every n ≥ 3 there exists an n-vertex graph G such
that:
1. κ(G) ≤ 4 ln n

η + 1.
2. s− ηn−

√
2n ln n ≤ |V≤s| ≤ s + 2 for all s ≥ 0.

Proof. Apply Lemma 13 to the graph H defined above for a = 2, noting that 1− 2n1−a >

0. ◀

The next result bounds the number of vertices of the planted clique that end up having a
certain slack in Ĝ.

▶ Lemma 15. Let c ∈ (0, 1), let G be any graph, and let Ĝ ∼ G(G, Kcn). With probability at
least 1− 3

n we have simultaneously for all s ≥ 0:

c · |V≤s| −
√

2n ln n ≤
∣∣K ∩ V̂≤s

∣∣ ≤ c · |V≤s∗ |+
√

2n ln n. (33)

where s∗ = s+
√

2n ln n
1−c .

Proof. Lower bound. Note that |K ∩ V̂≤s| ≥ |K ∩V≤s|, and |K ∩V≤s| =
∑|V≤s|

i=1 Xi where the
Xi are non-positively correlated Bernoulli random variables of parameter c. By Hoeffding’s
inequality, then, the probability that the lower bound of the claim fails is at most 1

n2 for any
given s ≥ 0. By a union bound, thus, the lower bound holds fails for some s with probability
at most 1

n .
Upper bound. Let v /∈ V≤s∗ , so sv > s∗. Note that ŝv = sv −

∑sv

i=1 Xi, with the Xi non-
positively correlated Bernoulli random variables of parameter c. Therefore E[ŝv] = (1− c)sv,
and:

s = (1− c)s∗ −
√

2n ln 2n < (1− c)sv −
√

2n ln n = E[ŝv]−
√

2n ln 2n (34)

By Hoeffding’s inequality we then get Pr
[
ŝv ≤ s

]
≤ 1

n2 . By a union bound this implies that,
with probability at least 1− 1

n ,

K ∩ V̂≤s ⊆ K ∩ V≤s∗ ∀s = 1, . . . , n− 1 (35)
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Consider then |K∩V≤s∗ |. Note that this is a sum of |V≤s∗ | non-positively correlated Bernoulli
random variables of parameter c. Another application of Hoeffding’s inequality yields with
probability at least 1− 1

n2 :∣∣K ∩ V≤s∗
∣∣ ≤ c · |V≤s∗ |+

√
2n ln n (36)

A final union bound over all s ≥ 0 and the three events above concludes the proof. ◀

We are now ready to prove Theorem 5.

Proof of Theorem 5. Let η = a · c−1
√

ln n
n for some a > 0 to be defined. Let G be the

corresponding graph given by Corollary 14, and let Ĝ ∼ G(G, Kcn). We begin by observing
that it is sufficient to prove Theorem 5 for the case {v1, . . . , vj} = V̂≤s for some s ≥ 0.

Consider indeed any ordering v1, . . . , vn of the vertices of Ĝ by nonincreasing degree.
Observe that for every j = 1, . . . , n there exists s ≥ 0 and Ŝ ⊆ V̂≤s \ V̂≤s−1 such that

{v1, . . . , vj} = V̂≤s−1 ∪̇ Ŝ (37)

Now suppose the bound of Lemma 15 holds. We claim that |Ŝ| ≤ (2 + a)
√

n ln n
c . Indeed:

|Ŝ| ≤ |V̂≤s| \ |V̂≤s−1| (38)

≤ |V̂≤s| \ |V≤s−1| V≤s−1 ⊆ V̂≤s−1 (39)

≤

(
c · s +

√
2n ln n

1− c
+
√

2n ln n

)
−
(
s− 1− ηn

) Lemma 15 and
Corollary 14 (40)

=
(

c · s +
√

2n ln n

1− c
+
√

2n ln n

)
−
(
s− 1− a

√
n ln n

c

)
definition of η (41)

≤ (2 + a)
√

2n ln n

c
(42)

where in the last inequality we used c ≤ 1
2 . Now notice that the upper bound of Theorem 5

has an O
(√

2n ln n
c

)
additive term. Therefore, as said, it is sufficient to prove the theorem

for the case {v1, . . . , vj} = V̂≤s for some s ≥ 0.
Consider then any 0 ≤ s ≤ n− 1. If

∣∣V̂≤s

∣∣ ≤ a · c−1
√

n ln n then Equation (1) is trivially
true. Suppose then

∣∣V̂≤s

∣∣ > a · c−1
√

n ln n. We have:∣∣K ∩ V̂≤s

∣∣ ≤ c · |V≤s∗ |+
√

2n ln n Lemma 15 (43)

≤ c · (s∗ + 2) +
√

2n ln n item 2 of Corollary 14 (44)

= O
(

cs +
√

n ln n
)

definition of s∗ and c ≤ 1
2 (45)

By item 1 of Corollary 14, and since V≤s ⊆ V̂≤s, we have s ≤
∣∣V̂≤s

∣∣. As
∣∣V̂≤s

∣∣ > a·
√

c−1 n ln n,
we have

√
n ln n < c

a

∣∣V̂≤s

∣∣. Plugging these bounds in the inequality above gives
∣∣K ∩ V̂≤s

∣∣ =
O(c|V̂≤s

∣∣). To conclude, observe that:

κ
(

Ĝ
[
V̂≤s

])
≤ κ(G) +

∣∣K ∩ V̂≤s

∣∣ (46)

and that κ(G) ≤ ln n
η = a c

√
n ln n by Corollary 14 and our choice of η. Together with our

bound on
∣∣K ∩ V̂≤s

∣∣ this gives the claim. ◀
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8 Conclusions and Future Work

In this paper, we considered Feige’s semi-random planted clique model, where the input graph
is obtained by planting uniformly at random a clique of size c · n in an arbitrary n-vertex
graph. We presented a simple, deterministic, almost-linear-time algorithm that successfully
recovers a clique of size (c/3)O(1/c) · n under the mild assumption that the original graph has
maximum degree at most (1− p)n for some constant p > 0. This result suggests a separation
from worst-case scenarios: assuming the Unique Games Conjecture, no polynomial-time
algorithm can recover cliques of size Ω(n) in general graphs, even when the maximum degree
bound holds. Our technique also extends to the case of planting balanced bicliques. Overall,
our results show that even the limited randomness provided by planting a clique or biclique
in an arbitrary graph can be successfully harnessed by rather simple algorithms.

We leave open three main questions. The first one had already been posed by Feige in
the original formulation of the problem: is it possible to prove any hardness result under any
complexity assumption? The main obstacle seems to be the presence of randomness in the
formulation of the problem, which makes the design of suitable reductions a non-trivial task.
The second one concerns removing the degree constraint: is it possible to retain guarantees
similar to our, but without any constraint on the maximum degree of the original graph? If
this the case, the results in Section 7 suggest that different techniques are required. The
third question is whether our results can be extended or generalized to other kinds of planted
subgraphs, beyond cliques and balanced bicliques. This may include dense or multipartite
graphs, potentially shedding light on how randomly planting a subgraph alone affects the
complexity of this kind of problems.
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A Concentration inequalities

The following bounds can be found in [5] or derived from [16]. Let X1, . . . , Xn be binary
random variables. We say that X1, . . . , Xn are non-positively correlated if for all I ⊆
{1, . . . , n}:

Pr (∀i ∈ I | Xi = 0) ≤
∏
i∈I

Pr (Xi = 0) (47)

and

Pr (∀i ∈ I | Xi = 1) ≤
∏
i∈I

Pr (Xi = 1) . (48)

Then:

▶ Lemma 16. Let X1, . . . , Xn be independent or, more generally, non-positively correlated
binary random variables. Let a1, . . . , an ∈ [0, 1] and X =

∑n
i=1 aiXi. Then, for any ε > 0,

we have:

Pr (X ≤ (1− ε)E [X]) ≤ e− ε2
2 E[X] (49)

and

Pr (X ≥ (1 + ε)E [X]) ≤ e− ε2
2+εE[X] (50)
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