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Preface

“If you knew Time as well as I do,” said the Hatter, “you wouldn’t talk about wasting it.”
— Lewis Carroll, Alice’s Adventures in Wonderland

We are delighted to welcome you to the 32nd International Symposium on Temporal
Representation and Reasoning (TIME 2025), hosted at Queen Mary University of London,
UK.

TIME has been for more than twenty years the only yearly multidisciplinary international
event dedicated to the topic of time in computer science. The purpose of the symposium
is to bring together active researchers in different scientific fields involving temporal and
spatio-temporal data, information and/or knowledge management. Such a concern arises in
a number of different though often related research domains, namely Artificial Intelligence
(both symbolic approaches based on explicit Logic or Constraint-based models, and numerical
data-based approaches such as Deep Learning and Large Language Models), Databases
and Data Mining, or System Specification and Verification. In an effort to broaden the
symposium program we have introduced in TIME 2025 three types of submissions:

Original long papers (12 pages), presenting unpublished theoretical (algorithms, models,
proofs) or applied (systems, evaluations, applications) work;
Survey papers (12 pages), offering concise overviews of established research areas; and
Extended abstracts (4 pages), initially intended to stimulate discussion and include
work-in-progress, project reviews, PhD summaries, or summaries of papers published
elsewhere.

This year, we received 27 submissions. Following a rigorous single blind peer-review
process, 19 papers were accepted for presentation: 11 as original 12-page long papers, which
were allocated a 30 minutes talk, and 8 as 4-page short papers (either as submitted extended
abstracts, or initial original long papers which received a more balanced assessment), which
were allocated a 20 minutes talk. Unfortunately this year submitted survey papers did not
meet our quality requirements, next editions will have to decide if that type of submission
will be maintained.

The program also features two invited talks:
Michael Zakharyaschev (Birkbeck, University of London, UK): Separation and inter-
polation problems related to linear temporal logic LTL
Michael Wooldridge (University of Oxford, UK): From Synthesis to Rational Verifica-
tion

Moreover, which is another novelty in TIME 2025, the program includes an invited
tutorial:

Nicola Gigante (Free University of Bozen-Bolzano, Italy): An Introduction to First-
Order Linear Temporal Logic

The conference program also includes social events themed around the notion of time.
We will host a welcome reception in the heart of London, near Big Ben – an iconic symbol
of both the city and the passage of time. In addition, we organise an excursion to the
Royal Observatory in Greenwich, home of the Prime Meridian and the historical centre of
timekeeping. There, participants will have the opportunity to explore the origins of modern
time measurement and stand on the zero longitude line.
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0:viii Preface

We are deeply grateful to the members of the programme committee for their diligence
and commitment to maintaining the scientific quality of the symposium, as well as to all
authors for the care taken in their submissions and final versions of their articles, and in
their oral presentations, including our invited speakers. In view of the high quality of these
contributions, we have decided this year to award two prizes:

The recipient of the best paper award is On the Complexity of the Realisability Problem
for Visit Events in Trajectory Sample Databases which authors are Arthur Jansen and
Bart Kuijpers.
The recipient of the best reviewer award is Emanuel Sallinger from the Technical
University of Wien.

We also thank the local organizing team for their dedication in making this event a
success, and express our appreciation to LIPIcs for publishing the proceedings and supporting
open-access dissemination of scientific knowledge.

We hope that TIME 2025 provides a stimulating and collaborative environment for all
participants, and contributes meaningfully to the advancement of temporal representation
and reasoning.

TIME 2025 Program Committee Chairs
Thierry Vidal, Technical University of Tarbes, France
Przemysław Wałęga, Queen Mary University of London, UK
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Interpolation and Separation Problems for Linear
Temporal Logics
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Abstract
The talk gives a survey of recent results on two types of problems for linear temporal logics: one is
related to the existence of a Craig interpolant for a given implication in a temporal logic, the other
to the existence of a temporal query separating two given sets of temporal data instances.
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1 Extended Abstract

This talk discusses two types of problems that have recently been posed and investigated in
the context of linear time temporal logics.

The first problem is related to Craig interpolation. Recall that a logic L has the Craig
interpolation property (CIP, for short) if, for any two formulas φ and ψ in the language of L,
whenever φ → ψ is valid in L, then there exists a formula χ, constructed from the common
non-logical symbols of φ and ψ, such that both φ → χ and χ → ψ are valid in L. Such a
formula χ is called an interpolant of φ and ψ in L. Classical and intuitionistic propositional
and first-order logics, standard modal and description logics as well as numerous other logics
enjoy the CIP. The vast majority of temporal logics do not, including all logics with the
operators ♢ (some time in the future) and □ (always in the future) interpreted over any
class of connected Kripke frames of unbounded depth, their Priorean extensions with the
past-time operators, and full linear temporal logic LTL over any interesting time line.

A different, non-uniform approach to Craig interpolation in logics L without the CIP
was suggested in [4] by posing the following interpolant existence problem (IEP): given any
formulas φ and ψ in the language of L, decide whether there exists an interpolant χ for φ
and ψ in L. For L with the CIP, interpolant existence reduces to validity; for L without the
CIP, the IEP is typically harder as far as computational complexity is concerned.

The first part of the talk gives a survey of the recent results on the IEP in temporal
logics obtained in [5, 6]. In particular, it discusses how a semantic criterion of interpolant
existence in terms of descriptive frames can be used to design a coNP-algorithm that is
capable of deciding the IEP for any given finitely axiomatisable temporal logic with the
operators ♢ and □. In this case, the IEP is as complex as the decision problem for the logic.
For LTL over finite strict linear orders, the talk discusses how the IEP can be reduced to the
following separation problem: given two regular languages L1 and L2, decide whether there
is a first-order definable (= star-free) language L separating L1 and L2 in the sense that
L1 ⊆ L and L2 ∩ L = ∅. A classical result of [7] shows that deciding first-order separability of
two regular languages is in 2ExpTime in the size of the DFAs specifying the given languages.
Thus, the IEP for LTL is decidable in 4ExpTime, being PSpace-hard. The same bounds
hold for LTL over (N, <). In both cases, the exact complexity remains open.
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The second part of the talk is concerned with the scenario where temporal models over
finite strict linear orders represent timestamped (qualitative) data. We discuss the reverse
engineering (or query-by-example) setting that deals with pairs (E+, E−) of finite sets of
“positive” and “negative” data examples. An LTL-formula (query) q separates (E+, E−) if
M, 0 |= q for all M ∈ E+, and M, 0 ̸|= q for all M ∈ E−. Based on the results from [1, 2, 3],
we give a survey of recent developments in the study of the following problems:

Given any pair (E+, E−) of positive and negative examples and a class Q of LTL-queries,
1. How hard is it to decide whether (E+, E−) is separable by a query in Q?
2. How hard is it to compute a Q-separator of (E+, E−), which is (i) shortest/longest or

(ii) most specific (logically strongest)/most general (weakest) Q-separator?
3. How hard is it to decide whether there is a unique most specific/general Q-separator?
4. Given a Q-separator q of (E+, E−), how hard is it to decide whether q is (i) shortest/

longest, (ii) most general/specific, (iii) unique, etc.?
5. Given any q ∈ Q, how hard is it to decide whether there is (E+, E−) that uniquely

characterises q in Q in the sense that q′ ∈ Q separates (E+, E−) iff q′ ≡ q?
6. Does there exist a polynomial-size unique characterisation of a given q ∈ Q?
Interesting and practically relevant classes Q consist of conjunctive LTL formulas. We also
outline generalisations of the problems above to combinations of LTL and description logics.
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Abstract
Linear temporal logic (LTL), most commonly defined as a propositional modal logic, is the de-facto
standard language for specifying temporal properties of systems in formal verification, artificial
intelligence, and other fields. First-order linear temporal logic (FOLTL) lifts LTL to the setting of
first-order logic, obtaining a remarkably flexible and expressive formalism. First-order modal and
temporal logics have a long history, but recent years have seen a rise of interest in (well-behaved
fragments of) FOLTL for the specification of complex infinite-state systems. This tutorial is a gentle
introduction to the field of first-order temporal logics, starting from classic results and exploring
recent directions.
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1 Introduction

Linear Temporal Logic (LTL) [16] is one of the most common formalisms to express temporal
properties of systems in many fields including formal verification and artificial intelligence.
In its classic form, LTL is a propositional modal logic interpreted over infinite linear orders
or words, although recently interest has risen in the artificial intelligence field for LTLf [3],
i.e. LTL interpreted over finite words.

The success of LTL stems from its intuitive syntax and semantics and the existence of
many efficient techniques for reasoning about the logic. Indeed, although satisfiability of LTL
formulas is PSPACE-complete [21], many efficient techniques are known [9,12,22], and the
same can be said for model checking [15].

However, in many scenarios, the propositional nature of LTL poses some limits to its
applicability. Consider the following classic example:

G(req → Fgrant)

The above formula states that at any given moment (G), if a request is received, then
eventually (F) an answer is granted. This kind of specification is quite common, but it is
rarely sufficient to express it in the above way. That is because the above formula makes no
connection between the answer that is granted and the request that is being answered. For
example, the formula is also satisfied by a single answer after many requests.

What one would really like to express is that each request gets its own answer. One may
wonder what the identity of requests consist in. Let us suppose requests have unique identifiers
that last for all the execution of the system, and suppose that, instead of propositions, we
can use the req(r) predicate to tell that the request r has been requested, and grant(r) to
tell that r has been answered. Then, we can write the following:

∀r . G(req(r) → Fgrant(r))
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The above specification is a sentence in first-order linear temporal logic (FOLTL). FOLTL
combines the usual temporal operators from LTL with classic first-order logic, obtaining a
remarkably expressive and sophisticated language. In what follows we introduce the semantics
of this language (Section 2), its major computational trade-offs (Section 3), and we describe
some current trends (Section 4).

2 Semantics

In first-order logic, once the signature Σ is fixed (i.e. the set of constant, predicate and
function symbols used), sentences (i.e. formulas with no free variables) are interpreted over
Σ-structures that interpret the signature’s symbols. In FOLTL, sentences are interpreted over
sequences of Σ-structures, representing the evolution over time of the symbols’ interpretation.
Classically, FOLTL has been studied over many different kind of sequences or linear orders
of Σ-structures: finite or infinite, discrete or dense, etc., with most classic results holding
independently of the nature of the underlying linear order [5]. Here, for simplicity, let us
assume discrete linear orders, either finite or infinite.

When formally defining the semantics of the satisfaction of FOLTL formulas, one im-
mediately encounters a non-trivial question about the meaning of existence of the objects
of first-order quantification. To see what this means, suppose we are modeling the human
resources of a company, and we care about the feelings of our employees. We may write a
sentence like the following.

ψ := ∀x.Ghappy(x) → G∀x.happy(x)

The above sentence is an instance of a scheme called the Barcan formula [14]. In this case,
it is saying that, in the company, if everyone is happy every day, then every day everyone is
happy. One may consider ψ to be obviously a valid FOLTL sentence or not, depending on
two different views:
1. the sentence is valid because the two mentions of “everyone” in the above phrase refer to

the same set of people, i.e. the domain of the two universal quantifiers is the same; or
2. the sentence is not valid because who is “everyone” today may include or not include

people that will be absent or present tomorrow, i.e. the domain of the two universal
quantifiers may differ.

Depending on our choice of point of view, we can identify a different semantics for FOLTL:
1. eternalist or constant-domain semantics: every and all objects in the quantification

domain always exist at any point in time, as the domain does not change;
2. presentist or varying-domain semantics: objects in the domain pop up into existence at

some time and cease to exist at some later time, as the domain varies over time.

In the eternalist semantics, the Barcan sentence is valid and we can swap the universal
quantifier with the always temporal operator (or, equivalently, the existential quantifier with
the eventually operator). In the presentist semantics, we cannot do that. The choice of
semantics affects the semantics of purely first-order sentences as well. Consider for example
the following sentence:

∀x.happy(x) → happy(Nik)

This is an instance of the universal instantiation axiom which is valid in classical first-order
logic for any formula in the place of happy(x). However, in the varying-domain semantics
the sentence is not valid anymore, because the constant Nik may refer to somebody that is
not currently in the domain (e.g. because he still has to be hired) and therefore may be not
happy. An axiomatization of FOLTL in both semantics can be found in McArthur’s book [14].



N. Gigante 2:3

Note that, in modeling terms, the constant-domains semantics is the most general: one
can simulate the varying-domain semantics in a constant-domain sentence by introducing an
existence predicate exists(x) guarding all occurrences of quantifiers.

3 Computational trade-offs

Depending on the signature Σ and the Σ-theory we consider, FOLTL can be extremely
expressive. Of course, this expressiveness is payed in terms of tractability, as both satisfiability
and validity are undecidable and not even semi-decidable [5]. This can be seen easily, for
example, by reducing the recurrent tiling problem [23] to FOLTL satisfiability.

Unfortunately, research has shown that decidable fragments of FOLTL are rare and far
apart [5]. A classic example of decidable fragment of FOLTL is the monodic fragment. A
sentence is monodic if any temporal subformula has at most one free variable. For example:

∀x[p(x) → Gp(x)]

is a monodic sentence, as is the Barcan sentence discussed above. Instead:

∀xy[r(x, y) → Gr(x, y)]

is not monodic. The monodic fragment is made of relational monodic sentences with no
equality symbol, and can be proved to be decidable over any kind of linear order through a
reduction to Büchi’s decidability result for monadic second-order logic [5] or, for discrete
linear orders, via first-order automata [7].

It is clear that the major restriction of the monodic fragment is the inability of transferring
relational information across time. As this is a major limitation for the modeling of many
scenarios, one may wonder whether more expressiveness can be recovered by accepting
semi-decidability. After all, many decades of research in the automated reasoning community
have proven that semi-decidable problems can be addressed in practice is suitably effective
semi-decision procedures are found. An example is that of constrained Horn clauses, a
semi-decidable fragment of first-order logic effectively solved in practice by property-directed
reachability techniques [11].

In this vein, one may prove (e.g., again via first-order automata [7]) that if one starts
from a combination of decidable first-order logic fragment and theory (e.g. the two-variable
fragment [10] or many decidable theories employed in satisfiability modulo theories (SMT) [2]),
then FOLTL over finite words is semi-decidable.

4 Recent trends

Recent trends go in the mentioned direction of accepting computational trade-offs in exchange
of more expressive power, unlocking the usage of (well-behaved fragments of) FOLTL in the
specification of infinite-state systems.

An example of work in this direction is LTLf modulo theories (LTLMT
f ) [6, 8], a recently-

introduced fragment of FOLTL interpreted over finite words that, although semi-decidable,
has a decision procedure effectively implementable in terms of modern SMT solvers.

LTLMT
f poses semantic and syntactic restrictions to FOLTL. Semantically, it is interpreted,

in the constant-domain semantics, over finite linear orders where the interpretation of
predicates and function symbols is rigid, i.e. arbitrary but fixed in time, and only the

TIME 2025
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interpretation of constants is allowed to change. Syntactically, it forbids the alternation of
quantifiers and temporal operators but allows the usage of a lookahead operator that, applied
to a constant, designates the value of the constant at the next time step. For example:

(▷ a = a+ 1) U (a = 42)

is a LTLMT
f sentence saying that the constant a increments by one at each time step until it

reaches the value 42. One may rewrite such a sentence in pure FOLTL as follows1:

(∃x.[X(x = a) ∧ x = a+ 1]) U (a = 42)

The LTLMT
f logic has been defined over finite words because its semi-decidability (under

the conditions mentioned in the previous section) cannot be proven in general if infinite
words are involved. However, some decidability conditions have been identified [8] which
hold for infinite words as well (i.e. LTLMT). These results complement the classic ones on the
monodic fragment: LTLMT

f can be translated into monodic FOLTL sentences, but the classic
decidability results mentioned above hold for rigid constants and non-rigid predicates, which
is exactly the opposite semantic setting than LTLMT

f , in addition to the fact that LTLMT
f

allows the equality symbol.
The structure of the logic has been designed in order to have its satisfiability problem

being easily reduced into a sequence of SMT calls that can be solved by standard solvers,
obtained by an SMT encoding of a suitable extension of Reynolds’ tree-shaped tableau for
LTL [9, 18]. Performance are promising in practice, although more work is still needed to
exploit the full potential of the approach.

Recently, interest has sparked about a task that goes beyond satisfiability and validity, i.e.
reactive synthesis. This is the task of synthesizing a controller that can ensure the satisfaction
of a temporal formula independently from the actions of an external antagonistic environment.
Reactive synthesis for propositional LTL and LTLf is already a hard problem (2EXPTIME-
complete [4, 17]), and is of course undecidable for FOLTL and for LTLMT

f as well.
However, progress has been made on addressing the problem in practice. In particular,

equirealizable Boolean abstractions have been found for LTLMT without lookaheads [20] which
can be given to propositional LTL synthesizers, whose produced strategies can be mapped
back to a strategy for the original LTLMT sentence. Then, the approach has been extended to
LTLMT with lookaheads by a counterexample-guided abstraction refinement procedure [19],
although unlocking full potential of this technique requires manual intervention in the loop.

5 Conclusions

The field of first-order temporal logics intersects with first-order modal logics, knowledge
representation, temporal description logics [1, 13], satisfiability modulo theories, and many
other corners of computer science, in a fascinating and intricate web of connections.

Because of its discouraging computational behavior, FOLTL has been studied during
the decades in mostly theoretical terms and with a focus on modeling and knowledge
representation rather than reasoning. Nevertheless, recent work has highlighted the possibility
of dealing in practice with reasoning tasks over expressive fragments of FOLTL, including
reactive synthesis. Progress in this field is encouraging and this short abstract also wants to
be a call to action for the community to invest resources in this promising direction.

1 The semantics given in [6] needs to be slightly tweaked for this translation to work in general.
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Abstract
We introduce strict first-time semantics for the Until operator from linear-time temporal logic
which makes assertions not just about some future moment but about the first time in the future
that its argument should hold. We investigate Metric Linear-Time Temporal Logic under this
interpretation in terms of expressive power, relative succinctness and computational complexity.
While the expressiveness does not exceed that of pure LTL, there are properties definable in this
logic which can only be expressed in LTL with exponentially larger formulas. Yet, we show that
the complexity of the satisfiability problem remains PSPACE-complete which is in contrast to the
EXPSPACE-completeness of Metric LTL. The motivation for this logic originates in a study of the
expressive power of State Space Models, a recently proposed alternative to the popular transformer
architectures in machine learning.
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1 Introduction

The linear-time temporal logic LTL is a well-known formalism for specifying properties of
runs of reactive systems [14]. Its model-theoretic and computational properties are well
researched and understood, for instance its satisfiability problem being PSpace-complete [17]
and its expressiveness coinciding with that of First-Order Logic [6], resp. star-free regular
expressions over ω-words or over finite words [7].

The relative weakness in expressive power has led to the study of several extensions of
LTL, some of which genuinely extend its expressiveness, typically to that of full (ω-)regularity,
for instance the Linear-Time µ-Calculus [3, 19], the industry standard PSL [5], Quantified
LTL [16], etc. Others extend LTL only pragmatically by providing further constructs without
extending the expressive power altogether, but providing means to express certain properties
more easily.

One such variant is the Metric Linear-Time Temporal Logic MTL [1]. The term “metric
temporal logic” does not uniquely identify one particular formalism, not even within the
linear-time framework. It describes temporal logics in which the temporal operators are
extended so that they do not simply make assertions about the future (or past) moments in
a linear sequence of events, but additionally constrain their distance to the current moment.
For example p U[3,5] q does not only demand that q holds at some point in the future with p

being continuously true up to that point, but this future point also has to occur within three
to five time units from now on. The exact semantics then depends on the underlying models
etc. Metric temporal logic has been developed for reasoning about real-time systems [9], but
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3:2 Metric LTL with Strict 1st-Time Semantics

it can also be used for systems evolving in discrete steps. Here we use MTL only as a logic
over discrete time, resp. (untimed) ω-words. Consequently, the intervals adorning the metric
operators are always interpreted over the natural numbers.

It is not hard to see that MTL does not exceed LTL in expressiveness: temporal operators
with metric constraints can easily be unravelled. The property above can be expressed as “p
holds now and in the next two steps; afterwards we have q or p followed by q or p followed
by another p, followed by q” using only the next-time operator (in this case). A general
translation from MTL to LTL is an easy exercise, and it incurs a blow-up that is polynomial
in the value of the involved interval bounds. Hence, when such bounds are encoded unarily,
MTL satisfiability is also PSpace-complete. The more reasonable assumption of binary
encodings then yields an exponential translation into LTL and therefore an ExpSpace upper
bound on its satisfiability problem. This is tight, satisfiability for MTL with binarily encoded
interval bounds is in fact ExpSpace-complete [10].

The lower bound uses a standard reduction from the word problem for exponentially
space bounded Turing Machines (TM). The key to the proof is then MTL’s ability to express
“something holds after 2n steps” which, using binary encodings, can be done with a formula
of size polynomial in n. This is used to express, for instance, that a symbol b is seen at that
distance, i.e. at the same cell on the tape in the next configuration, formalising a potential
writing operation of the TM. Clearly, the tape may contain more occurrences of that symbol,
so the one seen at distance 2n is usually not the first one to be seen in the future.

This paper is motivated by the study of the expressive power of a recent machine learning
model, so-called State-Space Models (SSM) [13]. They have been proposed as an alternative
to the well-known transformer architectures underlying prominent Large Language Model
tools, promising more efficient evaluation of long input strings. Here we do not go further
into the details of SSMs; they merely serve as a motivation for studying a particular variant
of MTL which is geared towards the expressive capabilities of SSMs. To motivate this variant,
we recall the well-known unfolding principles for temporal operators.

▶ Example 1. Suppose that, in the context of some decision procedure, we were to establish
the truth of the LTL formula G(pU q) at position i of some ω-sequence of events. By unfolding
the G-operator, this typically amounts to establishing truth of both (i) pU q and (ii) X G(pU q)
at moment i. To solve (i) we can either prove q or defer it to a later point by unfolding the
Until-formula and proving p as well as (iii) X(p U q) at moment i. Now, (ii) and (iii) both
start with a Next-operator, so they imply proving G(p U q) and (iii’) p U q at moment i+ 1.
The former can be handled as done at moment i; in particular it means proving p U q at
moment i+ 1 which is already the task identified as (iii’). In a sense, there are two reasons
for the need to prove p U q at moment i+ 1, and they just collapse to a single task.

Now suppose that the original formula was one of MTL, namely G(p U[3,5] q). Here the
reasoning can be done in the same way, but when unfolding the metric Until we obtain an
index shift: p U[3,5] q is established at moment i when X(p U[2,4] q) is established there. Hence,
when carrying out this kind of reasoning we obtain two tasks regarding moment i+ 1 that
do not collapse into one, namely to prove p U[2,4] q as well as p U[3,5] q there.

This can also be seen as an indication for MTL’s higher complexity: truth of a formula
at moment i does not just depend on the truth of its subformulas at moments i and i+ 1,
but also on variants of the subformulas obtained through index shifts.

The mechanisms in SSMs naturally suggest a comparison of their expressiveness with
formulas of metric linear-time temporal logic (on finite words), since SSMs can easily track
the distance between occurrences of events in a word, they seem to be unable to cope with
the blow-up in formulas that need to be tracked through unfolding.
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In this paper we initiate the study of a variant of MTL– called Metric Temporal Logic
with Strict First-Time Semantics here, MTL1– which is defined because of a certain similarity
to the mechanics in SSMs. It features the Metric Until operator φ U1

[x,y] ψ which does
not just demand that some future moment at distance between x and y satisfies ψ, but
this also has to be the first time (from the current moment on) that ψ is satisfied. Note
that this remedies the problem with a potential blow-up indicated by the example above:
while (p U[2,4] q) ∧ (p U[3,5] q) cannot be simplified into a formula using only a single metric
Until operator, (p U1

[2,4] q) ∧ (p U1
[3,5] q) is indeed equivalent to p U1

[3,4] q, suggesting that
the strict first-time semantics makes formulas easier to handle computationally. It is also
not hard to see that the proof of ExpSpace-hardness for MTL breaks down under the
strict first-time semantics, as suggested above. So apart from the obvious question about
MTL1’s expressiveness in relationship to the other variants of LTL, its complexity somewhere
between PSpace and ExpSpace is to be pinpointed as well. An ExpSpace upper bound
is obtained easily because of a simple linear translation into MTL, based on principles like
φ U1

[x,y] ψ ≡ (φ ∧ ¬ψ) U[x,y] ψ.
This paper is organised as follows. In Section 2 we formally recall known concepts needed

for this study, in particular LTL and its extension MTL. We also recall the definition of
Streett automata [18] which will serve as a main tool in a decision procedure for MTL1

which is formally introduced in Section 3. There, we also investigate its expressiveness and
succinctness relative to LTL. In Section 4 we construct a singly exponential translation from
MTL1 into Streett automata thus pinpointing the former’s complexity as being PSpace-
complete only. In Section 5 we conclude with remarks on further work in this area.

2 Preliminaries

We recall the necessary definitions from temporal logics and automata theory.

Linear-time temporal logic. Let P = {p, q, . . .} be a non-empty, countable set of atomic
propositions. Formulas of the linear-time temporal logic LTL are given by the following
grammar.

φ ::= q | φ ∧ φ | ¬φ | Xφ | φ U φ

where q ∈ P. Further Boolean operators like tt, ff,∨,→,↔ are introduced as abbreviations
in the usual way, and so are the temporal operators F φ := tt U φ, G φ := ¬ F ¬φ, φ R ψ :=
¬(¬φ U ¬ψ).

The set Sub(φ) of subformulas of φ is defined in the usual way. The size of a formula φ
is measured in terms of the number of its subformulas: |φ| := |Sub(φ)|. For our purposes
here, it makes no difference whether formulas with abbreviated operators are written out in
the original syntax or the abbreviated operators are seen as first-class citizens. The size in
the former case is only larger by a constant factor compared to the latter case.

Formulas of LTL are interpreted over traces of labelled transition systems which are
just ω-words over the alphabet 2P . Note that any formula can contain only finitely many
propositional symbols. Hence, the alphabet underlying any given formula can always be
assumed to be finite. Let w = a0a1 . . . ∈ (2P)ω and i ∈ N. Satisfaction of an LTL formula φ
in w at position i is explained inductively as follows.

w, i |= q iff q ∈ ai

w, i |= φ ∧ ψ iff w, i |= φ and w, i |= ψ
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w, i |= ¬φ iff w, i ̸|= φ

w, i |= Xφ iff w, i+ 1 |= φ

w, i |= φ U ψ iff there is j ≥ i s.t. w, j |= ψ and w, h |= φ for all h with i ≤ h < j

A word w satisfies a formula φ, written w |= φ, if φ is satisfied in its initial position, i.e.
w, 0 |= φ. The language of a formula φ is the set of all words satisfying it: L(φ) := {w |
w |= φ}. Two formulas are equivalent, written φ ≡ ψ, when their languages coincide, i.e.
L(φ) = L(ψ). Note that this is the case if and only if they are satisfied by exactly the
same positions in the same words, i.e. w, i |= φ iff w, i |= ψ. The “if”-direction is trivial
because two formulas that are satisfied by the same words at arbitrary positions are clearly
satisfied by the same words at initial positions. The “only if”-direction holds because LTL
has future-only operators, so we have a0a1 . . . , i |= φ iff aiai+1 . . . , 0 |= χ for any φ. Thus,
any position in a word is the initial position of another word, namely the suffix starting at
this position.

A formula is valid, written |= φ, if L(φ) = (2P)ω, i.e. it is satisfied by any word. The
satisfiability problem – given a formula φ, decide whether L(φ) ̸= ∅ – is well-known to be
decidable. We write SAT(L) for the satisfiability problem for logic L. We assume familiarity
with standard complexity classes, in particular the space complexity classes NLogSpace,
PSpace and ExpSpace. For further details we refer to standard textbooks in complexity
theory, e.g. [2].

▶ Proposition 2 ([17]). SAT(LTL) is PSpace-complete.

Metric linear-time temporal logic. The term “metric” temporal logic usually refers to
extensions of ordinary temporal logics (like LTL) with modifications of the temporal operators
that impose restrictions on the moments that witness their satisfaction in case of an Until or
a Finally, resp. relax the future moments under consideration of a Generally, resp. Release
formula. The logic MTL is obtained by extending the syntax of LTL with a metric version
of Until, written φ UI ψ for a non-empty interval I over the natural numbers.

We use standard notation for closed, half-open and open intervals like [x, y], (x, y], [x, y)
and (x, y) for x, y ∈ N∪ {∞} with x ≤ y. Because of the discrete nature of N and the lack of
a direct predecessor of ∞ in this structure, we can restrict our attention to intervals of the
form [x, y] for x, y ∈ N, and of the form [x,∞) for x ∈ N. Note that (x, y] = [x+ 1, y] etc.

Intervals of the form [0, y] or [x,∞) for some x, y ∈ N are called simple and written more
compactly as ≤y, resp. ≥x.

The semantics of formulas of MTL is extended accordingly for words w = a0a1 . . . ∈ (2P)ω

and i ∈ N by

w, i |= φ UI ψ iff there is j ≥ i s.t. j − i ∈ I and w, j |= ψ and
w, h |= φ for all h with i ≤ h < j

Hence, φ UI ψ note only requires a position i in w to satisfy φ U ψ in the usual sense that
some future moment satisfies ψ and all future moments before that satisfy φ. It additionally
requires that future moment to be found at a distance which falls into the interval I.

This clearly extends the non-metric version of LTL because φ U ψ ≡ φ U≥0 ψ. The metric
extension is then applied to the other derived temporal operators F, G and R accordingly.

Because of the use of natural numbers as interval bounds in temporal operators, number
of subformulas is not a realistic measure of the representation size of a formula anymore.
Note that F[x,y] p, stating that p occurs in a word at some distance between x and y would
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have constant size regardless of the values of x and y. We assume that such interval bounds
are given in binary encoding and therefore measure the size of a formula more appropriately
as follows. Let m(φ) :=

max{k ∈ N | ∃ψ1, ψ2 ∈ Sub(φ),∃h ∈ N s.t. ψ1 UI ψ2 ∈ Sub(φ) for I = [h, k] or I = [k,∞)}

denote the largest integer constant that is used as an interval bound in a subformula of φ.
Then |φ| := |Sub(φ)| · ⌈logm(φ)⌉.

▶ Proposition 3 ([10]). SAT(MTL) is ExpSpace-complete.

Finite automata on ω-words. Let P be a finite set of atomic propositions. A nondetermin-
istic Streett automaton (NSA) is an A = (Q,P, qI , δ,F) where Q is a finite set of states,
qI ∈ Q is the designated initial state, δ ⊆ Q× B(P) ×Q is a finite set of transition triples
(p, β, q) with B(P) denoting the set of Boolean formulas over P (with the usual Boolean
operators ∧, ∨, ¬, . . . ). Finally, F = {(F1, G1), . . . , (Fm, Gm)} with Fi, Gi ⊆ Q for all
i = 1, . . . ,m is the acceptance condition.

Note that here such finite automata have a symbolically represented transition table
instead of the general δ ⊆ Q × Σ × Q for a finite alphabet Σ. The reason for this choice
is their use in a decision procedure for a temporal logic whose formulas are naturally
interpreted over ω-words whose letters are finite sets of propositions, i.e. Σ = 2P . Instead of
enumerating all such possible sets and explaining the automaton’s one-step behaviour for
each step, the symbolic representation here is more convenient for such special cases. There
are straightforward translations for the transition relations between symbolic and explicit
representations, and for a fixed set of propositions, they are polynomial. Hence, we can safely
use Streett automata in this form and still appeal to known results about them, even though
they were perhaps formulated for the form with an explicit alphabet.

A run of the NSA A = (Q,P, qI , δ,F) with F = {(F1, G1), . . . , (Fm, Gm)} on a word
w = a0a1 . . . ∈ (2P)ω is a ρ = q0, q1, . . . ∈ Qω such that q0 = qI and for all i ∈ N there is
some (p, β, q) ∈ δ such that qi = p, ai |= β and q = qi+1. Here, satisfaction of a Boolean
formula β over P by a set a ⊆ P, a |= β, is explained in the usual way: β evaluates to true
when all q ∈ a are set to true and all q ̸∈ a are set to false.

We write Inf (ρ) to denote the set of all states that occur infinitely often in ρ. By finiteness
of Q, we always have Inf (ρ) ̸= ∅.

The run ρ is accepting if it satisfies the Streett condition F in the sense that for all
i = 1, . . . ,m: if Inf (ρ) ∩ Fi ̸= ∅ then Inf (ρ) ∩Gi ̸= ∅. As usual, L(A) is the language of the
NSA A, and it consists of all words on which A has an accepting run.

So both NSA and formulas of linear-time temporal logics defines languages of ω-words
which is why these different formalisms can be compared to one another in terms of express-
iveness, and satisfiability of a formula corresponds to non-emptiness of the language of an
automaton. Algorithms for non-emptiness problems for ω-automata are routinely used to
obtain decision procedures for linear-time temporal logics [21, 20, 4]. It has been shown
that non-emptiness for Streett automata can be decided in polynomial time [8, 12] and this
requires an explicit construction. A polynomial (equivalence-preserving) translation into
Büchi automata is not possible, let alone one computable in logarithmic space. This would
immediately transfer the upper bound of NLogSpace to Streett automata. Nevertheless, it
does hold, too; it simply needs to be shown directly.

▶ Theorem 4. The non-emptiness problem for NSA is decidable in NLogSpace.
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Proof. The key observation is the following. The language of an NSA A = (Q,P, qI , δ,F)
with n := |Q| and F = {(F1, G1), . . . , (Fk, Gk)} is non-empty iff there is an ultimately
periodic word w = uvω ∈ L(A). This follows from finiteness of n and k by the pigeon hole
principle. An accepting run on an arbitrary word must eventually traverse a state q for the
second time such that in between, for every i = 1, . . . , k, either no state from Fi or some
state from Gi has been seen.

This gives rise to a nondeterministic algorithm for deciding non-emptiness. It guesses,
step-by-step, the states of a run and also nondeterministically remembers some state q

occurring in this simulation. It then maintains 2k bits to remember, for each i = 1, . . . , k,
whether some state in Fi and some state in Gi has been seen. It accepts, when q occurs
again, and the bits indicate that the Streett condition has been met in between.

In order to terminate and reject on computation paths with unsuccessful guesses, it counts
the number of steps done in this simulation. It is not hard to see that the first occurrence of
q can be required to occur after at most n steps. The second occurrence can be expected to
occur after no more than a further 2nk steps, for otherwise the run contains parts that could
be skipped. Hence, the space needed for the counter is at most logarithmic in |A|. ◀

3 Metric LTL with First-Time Semantics

Syntax and Semantics. We introduce Metric Linear-Time Temporal Logic with Strict
First-Time Semantics (MTL1) which, instead of metric Until formulas of the form φ UI ψ,
features a special modification φ U1

I ψ that is interpreted under strict first-time semantics.
Intuitively, it does not just demand that some occurrence of ψ in the future happens at a
distance that falls into the interval I. Instead, it requires this to be the first time in the
future that this happens.

▶ Definition 5. Let P = {p, q, . . .} be a non-empty, countable set of atomic propositions as
usual. Formulas of the linear-time temporal logic MTL1 are built according to the following
grammar.

φ ::= q | φ ∧ φ | ¬φ | Xφ | φ U1
I φ

where q ∈ P and I is an interval over N as discussed above.
We also introduce its fragment sMTL1– Simple MTL1– which only features simple

intervals ≤k or ≥k in its formulas. Other Boolean and temporal operators, in particular the
strict first-time variants F1

I , G1
I and R1

I are introduced as abbreviations in the usual way. The
set Sub(φ) of subformulas of an MTL1 formula φ is defined as usual by induction over the
syntax tree of the formula.

The intuition behind the restriction to first-time occurrences is made formal as follows.

▶ Definition 6. Let P be given as above and w = a0a1 . . . ∈ (2P)ω. Satisfaction of an MTL1

formula φ at a position i of the word w is explained inductively over the structure of φ as
for LTL, apart from the following case.

w, i |= φ U1
I ψ iff there is j ≥ i s.t. j − i ∈ I, and w, j |= ψ and

w, h |= φ ∧ ¬ψ for all h s.t. i ≤ h < j
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Expressiveness. LTL trivially embeds into sMTL1 which trivially embeds into MTL1. The
reason for this is the fact whenever an Until-formula gets satisfied somewhere then there is
also a first time that this happens. A more interesting question concerns the other direction,
and therefore also the connection to MTL. Since LTL can trivially be embedded into MTL,
we immediately obtain a translation from MTL1 into MTL, from one from MTL1 into LTL.

We remark that the translations introduced in the following are not polynomial for
formula length, measure in terms of length of string representations, but only for formula
size, measured in terms of number of subformulas, as they often require the duplication of
subformulas.

The first observation about expressiveness is the expressive equivalence between MTL1

and sMTL1. This is perhaps a little bit surprising as this principle does not apply to MTL.

▶ Theorem 7. For every φ ∈ MTL1 there is a φ̂ ∈ sMTL1 of size O(|φ|) such that φ̂ ≡ φ.

Proof. We can define φ̂ inductively. The only non-trivial case is that of an Until formula.
Then we have

̂φ U1
[x,y] ψ := (φ̂ U1

≥x ψ̂) ∧ (φ̂ U1
≤y ψ̂)

for x, y ∈ N. Clearly, this increases the number of subformulas at most by factor 3. Correctness
of this translation is straightforward by inspection of the semantics. ◀

Because of Thm. 7 we can restrict our attention to sMTL1 formulas down below as this
simplifies the technical details of various constructions slightly.

One reason for considering numerical values in formulas to be represented in binary (as
opposed to unary), apart from this being natural, is the fact that the expressive power of
sMTL1– and that of MTL in fact – does not exceed that of LTL. However, translations back
into LTL are polynomial in the value of interval bounds only, i.e. they are in fact exponential
in the size of a formula.

▶ Theorem 8. For every sMTL1 formula φ there is an LTL formula φ̂ such that φ̂ ≡ φ and
|φ̂| = 2O(|φ|).

Proof. We define a translation ·̂ : sMTL1 → LTL as follows.

q̂ := q

φ̂ ∧ ψ := φ̂ ∧ ψ̂

¬̂φ := ¬φ̂
X̂φ := X φ̂

φ̂ U1
≤k ψ := ψ̂

�
∨ (φ̂ ∧ X(ψ̂

�
∨ . . .

�
∨ X(ψ̂

�
∨ (φ̂ ∧ X ψ̂︸ ︷︷ ︸

k occurrences of X

) . . .)))

φ̂ U1
≥k ψ := φ̂ ∧ ¬ψ̂ ∧ X(φ̂ ∧ ¬ψ̂ ∧ X(. . . X(φ̂ ∧ ¬ψ̂ ∧ X(φ U ψ))︸ ︷︷ ︸

k occurrences of X

. . .))

The translation of an operator U1
∼k clearly produces a formula whose size is linear in the

value k, i.e. exponential in the representation size of k. Replacing the abbreviated biased
disjunctions by plain Boolean formulas only incurs a further polynomial blow-up because
formula size is measured in terms of number of subformulas.

Correctness of the translation is proved by a straightforward induction on the structure
of φ, showing that for all w ∈ (2P)ω and all i ∈ N, we have w, i |= φ̂ iff w, i |= φ. ◀

Succinctness. The exponential blow-up predicted by Thm. 8 may seem like a downside
at first sight. However, it should be read as the possibility that certain properties, which
are definable in LTL, can be defined in sMTL1 with much shorter formulas. The same
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phenomenon is of course known from LTL. It is easy to show that every family of LTL
formulas equivalent to the MTL formulas φn := F≥2n q require size O(2n). The proof can be
re-used entirely to show that sMTL1 is also exponentially more succinct than LTL. Note
that | F1

≥2n q| = O(n).

▶ Theorem 9. There is a family of LTL-definable languages (Ln)n≥1 over a singleton P such
that each Ln is expressible in sMTL1 by a formula of size O(n) but every family (φn)n≥1 of
LTL formulas with L(φn) = Ln is such that |φn| = Ω(2n).

Proof. Consider the sMTL1 formulas φn := F1
≥2n q for n ≥ 1. Clearly, |φn| = O(n). By

a standard induction on the structure of LTL formulas we can show that formulas of size
< 2n cannot distinguish between the two words wn = ∅2n−1{q}∅ω and w′

n = ∅2n{q}∅ω. Since
wn |= φn but w′

n ̸|= φn for all n ≥ 1, we get that any presumed LTL-formula equivalent to
φn needs to have size 2n at least. ◀

4 An Automata-Theoretic Decision Procedure

We give an automata-theoretic decision procedure for MTL1. Decidability of its satisfiability
problem is not a surprise in the light of Thm. 8, stating that sMTL1– and therefore also
MTL1 according to Thm. 7 – can be translated into LTL at an exponential blow-up. This is
unavoidable according to Thm. 9. Then it is perhaps rather surprising that the complexity
of MTL1 is asymptotically no worse than that of LTL. We give an upper bound of PSpace,
based on a translation into Streett automata. According to Thm. 8, it suffices to do so for
sMTL1.

Temporal formulas and their unfoldings. For convenience, we work with sMTL1 formulas
in negation normal form (NNF), i.e. those that are built from literals q,¬q using the Boolean
operators ∧,∨ and the temporal operators X, U1 and R1 where φR1

∼k ψ := ¬(¬φU1
∼k ¬ψ). The

following is a standard observation about the ability to push negations inwards in formulas
to obtain NNF.

▶ Lemma 10. For every sMTL1 formula φ there is an sMTL1 formula φ in NNF of size
O(|φ|) such that φ ≡ φ.

The construction of a Streett automaton recognising L(φ) for some sMTL1 formula φ in
NNF then follows the same principles as the standard construction of a Büchi automaton
for an LTL formula. Temporal operators are typically handled by unfolding, not just in
automata-theoretic decision procedures. The term denotes the two equivalences

φ U ψ ≡ ψ ∨ (φ ∧ X(φ U ψ)) and φ R ψ ≡ ψ ∧ (φ ∨ X(φ R ψ)) .

These can be extended to the temporal operators in sMTL1 as follows. The proof is just
by close inspection of the semantics of MTL1.

▶ Lemma 11. Let φ,ψ ∈ sMTL1, k ≥ 0. We have

φ U1
≤0 ψ ≡ ψ φ R1

≤0 ψ ≡ ψ

φ U1
≥0 ψ ≡ ψ ∨ (φ ∧ X(φ U1

≥0 ψ)) φ R1
≥0 ψ ≡ ψ ∧ (φ ∨ X(φ R1

≥0 ψ))
φ U1

≤k+1 ψ ≡ ψ ∨ (φ ∧ X(φ U1
≤k ψ)) φ R1

≤k+1 ψ ≡ ψ ∧ (φ ∨ X(φ R1
≤k ψ))

φ U1
≥k+1 ψ ≡ ¬ψ ∧ φ ∧ X(φ U1

≥k ψ) φ R1
≥k+1 ψ ≡ ¬ψ ∨ φ ∨ X(φ R1

≥k ψ)
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A formula χ of the form on one of the left-hand sides in these equations is called a
temporal formula and we use unf (χ) to denote the corresponding right-hand side. Temporal
formulas of the form φ U1

≥k ψ, i.e. Until-formulas whose metric parameter is a half-open
interval to the right, are called critical.

Later on we will need a second observation about temporal formulas. The proof is
straightforward from an inspection of the semantics of MTL1. The lemma already holds for
MTL in fact.

▶ Lemma 12. Let φ,ψ be sMTL1 formulas and k, ℓ ∈ N such that k ≤ ℓ. Then we have

|= (φ U1
≤k ψ) → (φ U1

≤ℓ ψ) |= (φ R1
≤ℓ ψ) → (φ R1

≤k ψ)
|= (φ R1

≥k ψ) → (φ R1
≥ℓ ψ) |= (φ U1

≥ℓ ψ) → (φ U1
≥k ψ)

The Fischer-Ladner closure of a formula χ is a collection of all subformulas and perhaps
others derived from them that may play a role in determining the truth of χ at some point
in a word.

▶ Definition 13. Let χ ∈ sMTL1 be in NNF. Its Fischer-Ladner closure is the least set FL(χ)
that contains χ and is closed under the following operations.

If φ ∧ ψ ∈ FL(χ) or φ ∨ ψ ∈ FL(χ) then {φ,ψ} ⊆ FL(φ).
If Xφ ∈ FL(χ) then φ ∈ FL(χ).
If φ ∈ FL(χ) for a temporal φ, then unf (φ) ∈ FL(χ).

The key concept in an automata construction for sMTL1 formulas is that of a Hintikka
set – a set of formulas that is closed under propositional logic consequence. We need to refine
the standard definition slightly in order to obtain the intended complexity bound in the end.

▶ Definition 14. Let χ ∈ sMTL1 be in NNF. A Φ ⊆ FL(χ) is called a Hintikka set for χ if
it satisfies the following conditions.

If φ ∧ ψ ∈ Φ then {φ,ψ} ⊆ Φ.
If φ ∨ ψ ∈ Φ then {φ,ψ} ∩ Φ ̸= ∅.
If φ ∈ Φ for a temporal φ then unf (φ) ∈ Φ.

Φ is called (propositionally) consistent if there is no q ∈ P such that {q,¬q} ⊆ Φ. It is called
lean if for all φ,ψ there is at most one temporal formula φ U1

≤k ψ ∈ Φ for any k ≥ 0, and
likewise for temporal formulas of the three other forms with operators U1

≥k, R1
≤k and R1

≥k.
We write H(χ), resp. Hln(χ) for the set of all lean, propositionally consistent Hintikka sets
for χ, resp. those that are additionally lean.

While the Fischer-Ladner closure of an sMTL1 formula χ is generally exponential in
|χ| and there are, thus, doubly exponentially many Hintikka sets, there are only singly
exponentially many lean Hintikka sets.

▶ Lemma 15. Let χ ∈ sMTL1 be in NNF. Then |Hln(χ)| = 2O(|χ|2).

Proof. Note that there are at most O(|χ|) many formula schemes, i.e. members of FL(χ)
modulo concrete metric parameters. A lean set can then be seen as a mapping for each
such formula scheme to a value in {⊥, 0, . . . ,m(χ)}, indicating (non-)inclusion in the set
and giving a concrete parameter value for a temporal formula. Since m(χ) ∈ 2O(|χ|) due to
binary encoding, there are at most (2O(|χ|))O(|χ|) = 2O(|χ|2) many lean (Hintikka) sets. ◀
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Streett automata for sMTL1 formulas. We are now in a position to define a Streett
automaton of singly exponential size that recognises exactly the models of an sMTL1 formula
in NNF.

Fix an sMTL1 formula χ in NNF over some finite P. We will need three constructions
on (lean) Hintikka sets for χ. The first one collects all literals in a lean Hintikka set.

Now(Φ) :=
∧
q∈Φ

q ∧
∧

¬q∈Φ
¬q

It can be seen as the extraction of a propositional formula determining the letter at a position
in a word where all formulas in Φ are supposed to be true. On the other hand,

Nxts(Φ) := {ln(Ψ) | Ψ ∈ H(χ) and ∀ Xψ ∈ Φ : ψ ∈ Ψ}

collects all “leanifications” of Hintikka sets that are potential successors to Φ in the sense that
they contain all formula ψ which Φ needs to be true at the next position. The leanification
ln(Ψ) of Ψ is obtained by successively replacing temporal formulas as follows until no further
steps are applicable.

If {φU1
≤k ψ,φU1

≤ℓ ψ} ⊆ Ψ or {φR1
≥k ψ,φR1

≥ℓ ψ} ⊆ Ψ for some φ,ψ and k < ℓ then replace
all occurrences of the latter that do not occur under the scope of a X-operator by the
former.
If {φU1

≥k ψ,φU1
≥ℓ ψ} ⊆ Ψ or {φR1

≤k ψ,φR1
≤ℓ ψ} ⊆ Ψ for some φ,ψ and k < ℓ then replace

all occurrences of the former that do not occur under the scope of a X-operator by the
latter.

It should be clear that Nxts(Φ) is indeed a set of lean Hintikka sets for χ.
The important observation about the leanification process is the preservation of the

semantics in a strong sense.

▶ Lemma 16. Let χ ∈ sMTL1 be in NNF and Φ ∈ H(χ). For every φ ∈ Φ there is φ′ ∈ ln(Φ)
such that φ′ differs from φ only in the values of metric parameters and |= φ′ → φ.

Proof. This is proved in a straight-forward induction on the structure of φ. The only
non-trivial cases are those of temporal formulas. These are covered by Lemma 12. Since
leanification also replaces subformulas, we also need the fact that χ (and all its subformulas)
are given in NNF. Hence, if |= φ′ → φ then also |= ψ → ψ[φ/φ′] for any ψ, i.e. all formulas
are monotonic. ◀

The acceptance condition of the NSA Aχ is determined by the set of all critical temporal
formulas that can occur in lean Hintikka sets for χ. However, unfolding decreases interval
bounds by one, so the number of critical temporal formulas in FL(χ) is exponential: if χ
contains the subformula φ U1

≥k ψ for some k ∈ N, then FL(χ) contains φ U1
≥h ψ for all h ≤ k,

i.e. exponentially many in |χ| because of binary encodings of interval bounds.
The exact interval bounds are irrelevant for the acceptance condition. It is only used to

ensure that no critical temporal formula φU1
≥k ψ gets unfolded forever without ever satisfying

its right argument ψ. We introduce the notion of a critical formula scheme φ U1
≥∗ ψ and write

(φ U1
≥∗ ψ) ∈ Φ if there is some k ∈ N such that (φ U1

≥k ψ) ∈ Φ.
Note that there is no need to treat the other three kinds of temporal formulas in the same

way. A temporal Release-formula is a greatest fixpoint, and unfolding it infinitely often is a
legitimate way of determining its truth. A non-critical, temporal Until-formula of the form
φ U1

≤k ψ cannot get unfolded infinitely often because each unfolding step decreases the metric
parameter in it until it eventually becomes 0, and the formula is replaced by ψ anyway. Note



E. Alsmann and M. Lange 3:11

that this is not the case for critical Until-formulas. Unfolding them still decreases the metric
parameter. However, the leanification process can increase it again, whereas leanification for
non-critical Until-formulas can only decrease it further.

Let {γ1, . . . , γn} be the set of all schemes of critical temporal Until-formulas in FL(χ),
i.e. γi = αi U1

≥∗ βi for some αi, βi. We define the NSA Aχ as (Hln(χ),P, I, δ,F) where
I := {Φ ∈ Hln(χ) | χ ∈ Φ},
δ := {(Φ,Now(Φ),Ψ) | Ψ ∈ Nxts(Φ)},
F := {(F1, G1), . . . , (Fn, Gn)} with Fi := {Φ | γi ∈ Φ} and Gi := {Φ | βi ∈ Φ}. Note
that βi may contain other temporal formulas, so βi is to be understood as a scheme
potentially, and βi ∈ Φ means that some formula deviating from βi in metric parameters
only is contained in Φ.

The next two lemmas are devoted to the soundness and completeness of the construction.

▶ Lemma 17. Let χ ∈ sMTL1 over P be in NNF and Aχ as above. Then L(Aχ) ⊆ L(χ).

Proof. Let w = a0a1 . . . (2P)ω be such that there is an accepting run ρ = Φ0,Φ1, . . . of Aχ on
w. By the construction of Aχ we have (i) χ ∈ Φ0 and, for all i ≥ 0, (ii) ai |= Now(Φi) and (iii)
there is Ψi+1 ∈ H(χ) such that ψ ∈ Ψi+1 for all Xψ ∈ Φi and Φi+1 = ln(Ψi+1) ∈ Nxts(Φi).

We show by induction on the structure of formulas φ that for all i ∈ N and all φ ∈ Φi

we have w, i |= φ. For literals q or ¬q this follows immediately from (ii). For conjunctions
and disjunctions this follows by the hypothesis for both conjuncts, resp. one disjunct and
the fact that each Φi is a lean Hintikka set that behaves like a Hintikka set in this case,
i.e. it contains both conjuncts of a conjunction etc. This is the case because leanification
replaces either none or all occurrences that are not under the scope of a X-operator. Hence,
a replacement takes place in a conjunction iff it takes place in both conjuncts etc.

Suppose φ is of the form Xψ. Because of (iii), there is a Ψi+1 ∈ H(χ) with ψ ∈ Ψi+1
with Φi+1 = ln(Ψi+1). According to Lemma 16, there is ψ′ ∈ Φi+1 that is structurally not
greater than ψ. Hence, we can apply the induction hypothesis to it and obtain w, i+ 1 |= ψ′.
According to Lemma 16, we then also have w, i+ 1 |= ψ and therefore w, i |= φ.

Suppose φ is of the form ψ1 U1
≤k ψ2. By inspection of the unfolding rule (Lemma 11)

and successive applications of the principles (ii) and (iii) with the same kind of reasoning
using Lemma 16, we get some k′ ≤ k and a sequence Ψi+1, . . . ,Ψi+k′ of Hintikka sets such
that Φi+j = ln(Ψi+j), ψ′ ∈ Ψi+k′ for some ψ′ with |= ψ′

2 → ψ2 and ψ′′
h ∈ Φi+h for some

ψ′′
0 , . . . , ψ

′′
k′−1 such that |= ψ′′

h → ψ1. Applying the induction hypothesis to ψ′
2 at position

i+ k′ and for ψ′′
0 , . . . , ψ

′′
k′−1 at positions i, . . . , i+ k′ − 1 shows that these are satisfied at the

respective positions in w. Lemma 16 then yields w, i + k′ |= ψ2 and w, i + h |= ψ1 for all
h = 0, . . . , k′ − 1. Thus, w, i |= φ.

Suppose φ is of the form ψ1 U1
≥k ψ2. Note that it is a critical temporal formula in this

case. We can apply the same reasoning as in the previous case using Lemmas 11 and 16.
However, here the leanification process may replace metric parameters by larger ones. Hence,
this alone does not guarantee the existence of a k′ ≥ k such that ψ2 ∈ Φi+k′ . This is where
Aχ’s acceptance condition comes into place. Since ρ is accepting, it must either contain
finitely many lean Hintikka sets containing φ or infinitely many containing ψ2. The latter
case immediately implies the existence of such a k′ ≥ k. The former case does so, too, by
inspection of Lemma 11 and the construction of Hintikka sets. It is only possible to have
(the scheme) φ finitely often only when some Φi+k′ contains ψ1 U1

≥k ψ2 and therefore also ψ2.
The rest of this case is handled as the previous one.

The remaining two cases of temporal Release-formulas are also handled in a way that is
analogous to those of the Until-formulas.
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At last, (i) says that χ ∈ Φ0. By the reasoning above we then have w, 0 |= χ, i.e. w ∈ L(χ)
which completes the claim. ◀

▶ Lemma 18. Let χ ∈ sMTL1 over P be in NNF and Aχ as above. Then L(χ) ⊆ L(Aχ).

Proof. Suppose w = a0a1 . . . ∈ L(χ). We need to construct an accepting run Φ0,Φ1, . . . of
Aχ on w. To this end, we construct a sequence Φ′

0,Φ′
1, . . . via Φ′

i := {φ ∈ FL(χ) | w, i |= φ}.
It is not hard to see that each Φ′

i is indeed a propositionally consistent Hintikka set. Moreover,
if Xφ ∈ Φi then φ ∈ Φi+1. This therefore determines a sequence of lean Hintikka sets by
leanification: Φi := ln(Φ′

i) for all i ≥ 0, forming a run ρ = Φ0,Φ1, . . ..
It remains to be seen that it is indeed an accepting run. Take some critical Until-formula

scheme γ = α U1
≥∗ β and suppose that ρ contains an infinite subsequence Φi1 ,Φi2 , . . . with

γj := (αU1
≥kj

β) ∈ Φij
for all j ≥ 1. By construction, we have w, ij |= γj . By the semantics of

MTL1 there are k′
1, k

′
2, . . . with k′

j ≥ kj such that w, ij + k′
j |= β and, again, by construction

β ∈ Φ′
ij+k′

j
. Since i1 < i2 < . . ., the set {ij + k′

j | j ≥ 1} is infinite. Hence, the sequence
Φ′

0,Φ′
1, . . . has an infinite subsequence in which every Hintikka set contains β. Then the run

ρ has an infinite subsequence in which every lean Hintikka set either contains β itself or an
instantiation of the scheme β. In any case, the run ρ satisfies the Streett pair associated
with γ. Since this is the case for any critical γ, ρ is indeed accepting and so we have
w ∈ L(Aχ). ◀

Putting all of the above together we obtain that MTL1 is not just decidable but that its
satisfiability problem is no worse than that of ordinary LTL (and therefore exponentially
easier than that of MTL), even though there is an exponential succinctness gap between
MTL1 and LTL.

▶ Theorem 19. SAT(MTL1) is PSpace-complete.

Proof. The lower bound is straightforwardly inherited from LTL. For the upper bound, note
that every MTL1 formula χ can be translated into an equivalent sMTL1 formula in NNF at a
linear blow-up only (Thm. 7 and Lemma 10). This can in turn be translated into an equivalent
NSA (Lemmas 17 and 18) of exponential size in |χ| (Lemma 15). Language equivalence
entails particularly that its language is non-empty iff χ is satisfiable. Non-emptiness for
NSA can be decided in NLogSpace (Thm. 4) which is NPSpace measured in the size of χ.
Savitch’s Theorem [15] then gives a PSpace upper bound. ◀

5 Conclusion

We have investigated the expressiveness and computational complexity of MTL1, a variant of
Metric Linear-Time Temporal logic MTL in wich the metric parameters do not constrain the
occurrence of some event but their first occurrence (in an Until formula). The resulting logic
is still exponentially more succinct than LTL. Unlike full MTL whose satisfiability problem
is ExpSpace-complete, we obtained a PSpace upper bound for MTL1 by the construction
of equivalent Streett automata of exponential size.

The main motivation for the study of this logic is given by links to State-Space Models in
machine learning. Further work will elaborate on the connections between these formalisms.
On the side of temporal logics, there is obvious further work in terms generalisations of the
strict first-time semantics to a strict n-th time semantics, constraining further moments in
which an Until-formula gets satisfied. We suspect that for every fixed n, the resulting logic
MTLn remains PSpace-complete.
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There are also obvious connections to Counting LTL [11], a variant of LTL with a counting
operator. The first-time semantics is clearly expressible using counting operators by stating
that the number of positions beforehand is zero. The relative succinctness between the two
formalisms remains to be investigated, as is the case for MTL and MTL1.
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Abstract
The logical reasoning skills of Large Language Models (LLMs) is poorly understood and often over-
stated. Current evaluation suites rely on algebraic or commonsense puzzles that mix reasoning with
symbolic manipulation and/or provide static datasets that quickly saturate or leak into pretraining
corpora. In purely logical terms, the most relevant reasoning skill is the meta-mathematical task
of valid formula recognition, which is at the foundation of higher-level reasoning tasks (including
deduction and minimization of assertions, to name just a few). In the current landscape of LLMs
benchmarking, puzzles are most often stated in propositional or first-order logic, with a few ex-
ceptions for point-based temporal logic, such as LTL; yet, in the real world, event-based temporal
statements are prevalent, and they are more naturally expressed in interval-based temporal logic.
Interval temporal logic offers a much richer (w.r.t. point-based temporal logic, for example) variety
of problems, and not only do different languages present different expressive powers, but also the
computational complexity of the validity problem can vary widely. In this paper, we tackle the
problem of assessing the ability of LLMs to reason about interval-based statements in the form
of validity recognition. We explore whether their accuracy is sensible to the underlying language,
the computational complexity of the associated validity problem, and the intrinsic hardness of the
problem in terms of formula length and modal depth of the problem. We benchmark several frontier
LLMs (Gemma 3 27b It, Llama 4 Maverick, DeepSeek Chat V3 release 0324, Qwen 3 32b, and Qwen
3 235b) and show that, despite apparently impressive performance on algebraic or commonsense
benchmarks, they falter on logically rigorous tasks.
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1 Introduction

Large Language Models (LLMs) have achieved remarkable success across a wide range of
natural language tasks in recent years. Models like GPT-3 [7] and its successors demonstrated
emergent capabilities in reasoning and problem-solving when prompted appropriately [33].
Notably, benchmarks such as GSM8K [10] and MATH [16] spurred progress in arithmetic
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and mathematical reasoning by encouraging multi-step chain-of-thought solutions. However,
the question of whether LLMs can reliably perform logical reasoning, in the rigorous sense
of formal logic, remains underexplored and challenging [27, 25]. Logical consistency and
deductive inference are critical for advanced AI reasoning, yet even state-of-the-art models
often stumble on tasks requiring strict logical entailment, especially in the presence of
negation or complex rules [25, 21].

There is growing evidence that current LLMs struggle with basic logical deductive
questions that humans find trivial. For example, a recent evaluation called SimpleBench
showed that non-expert humans significantly outperform frontier LLMs on a set of 200
straightforward reasoning questions involving spatial-temporal reasoning and logical trick
questions [2]. Similarly, general intelligence tests like the Abstraction and Reasoning Corpus
(ARC) [8], which requires solving abstract visual puzzles independent of prior knowledge,
remain far from solved by machines, underscoring the gaps in core reasoning abilities. These
observations highlight the need for systematic evaluation of LLMs’ logical reasoning skills,
beyond the realms of arithmetic or commonsense reasoning.

In this work we consider the problem of benchmarking the ability of LLMs to reason about
temporal events and their relationships. Our approach automatically generates instances
from first principles, using logic tautologies and formal inference rules, so that each example’s
label (valid or invalid formula) is guaranteed correct by construction. By leveraging the
well-defined semantics of formal logics, we avoid the ambiguities and potential errors of
human-crafted logical puzzles, providing a reliable ground truth for model evaluation. In
our specific testbed we focus on Halpern-Shoham interval temporal logic (HS) [14], which
can be considered a standard logical setting for event-based reasoning at the qualitative
level. Reasoning in HS can be considered a hard problem; depending on the specific subset
of operators that occur in a formula, establishing its validity status is a problem whose
complexity ranges from NP-complete, to PSPACE-complete, to EXPSPACE-complete, to
non primitive recursive (NPR)-complete, to undecidable. In the particular case of linear
models based on the set of natural numbers, the status of every possible syntactic fragment
is reported in [5].

Our approach fundamentally differs from existing work in three ways. First, we target
logical validity in a formal sense, rather than numerical or symbolic manipulation. Many
prior reasoning benchmarks for LLMs (e.g., math word problems in GSM8K/MATH, or code
execution tasks) involve algebraic reasoning or pattern matching that, while complex, do
not probe a model’s ability to apply abstract logical rules or handle operators like negation
and implication in a principled way. In contrast, our evaluation specifically stresses logical
consistency and the handling of negation, which has been identified as a stumbling block for
LLMs’ reasoning [25]. Second, we focus on event-based temporal reasoning, so far neglected
in the context of LLMs benchmarking. Third, we explore LLMs reasoning ability in relation
to problem length (i.e., number of involved symbols), problem abstraction level (i.e., modal
depth), and intrinsic problem complexity (i.e., computational class to which it belongs).
Fourth, we employ an algorithmic test generator that produces valid formulas, rather than a
fixed set of predetermined ones, avoiding the risk of future leaking into training datasets.
We validate our approach by conducting an extensive evaluation of several leading LLMs on
the generated logical reasoning tasks. In particular, we benchmark a suite of state-of-the-art
models, namely Gemma 3 27b It, Llama 4 Maverick, DeepSeek Chat V3 release 0324, Qwen 3
32b, and Qwen 3 235b. Through systematic experiments on these diverse systems, we analyze
their performance on problems that require genuine logical reasoning. As we show later, even
the best models struggle on logically challenging instances, confirming findings from recent
studies that current LLMs have not attained robust logical competence [21, 25, 30].
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In a sense, a test of reasoning capabilities as we designed it is a test of general intelligence
level. We can safely assume that an LLM does not know what interval-based temporal logic is
in the strict sense (the amount of existing and available material on this topic is exponentially
lower than, for example, linear time point-based temporal logic); for the test purposes such a
notion is therefore explained to the LLM (via prompting); finally the ability of the LLM to
reason about what was explained are tested. A positive result from a test so designed would
not be a proof that a model possesses general intelligence; a negative one would be a proof
that the model does not.

2 Related Work

The quest to measure and improve reasoning in LLMs has led to a variety of benchmarks
targeting different reasoning facets.

On the numerical side, the Grade School Math 8K dataset (GSM8K) [10] and the MATH
competition dataset [16] have become standard tests for arithmetic and mathematical
problem solving. These datasets require multi-step reasoning and have spurred innovations
like chain-of-thought prompting [17, 33] to elicit latent reasoning steps from models. More
generally, BIG-bench and related efforts compiled diverse reasoning tasks, like commonsense
and symbolic, to probe emerging capabilities of large models [28]. However, formal logical
reasoning was not a primary focus in these early benchmarks. Notably, ARC challenge [8]
targeted abstract pattern reasoning via visual puzzles to evaluate general intelligence; LLMs
have struggled with ARC-style tasks unless augmented with specialized tools, reflecting a gap
in out-of-distribution reasoning. Recently, the SimpleBench evaluation explicitly highlighted
fundamental reasoning gaps in frontier models: on a suite of basic logic, spatial, and trick
questions, human participants achieved over 80% accuracy while even top-tier LLMs (e.g.,
o3, Claude Sonnet, Gemini, Grok 3, and DeepSeek R1) remained far lower (30–50% range),
often failing on problems requiring careful logical consistency. These findings motivate the
development of dedicated logical reasoning benchmarks.

A different line of work has emerged to directly evaluate (and train) models on logical
deduction tasks using controlled datasets. A pioneering example is RuleTaker [9], which gener-
ated synthetic natural language facts and rules and quizzed models on deductive conclusions.
Remarkably, transformers fine-tuned on RuleTaker showed the ability to correctly answer
many queries, even generalizing to some deeper inference chains, hinting at the possibility of
learned logical reasoning. Subsequent efforts extended this approach: LogicNLI [31] expanded
the scope to first-order logic, and ProofWriter [29] augmented the RuleTaker paradigm by
asking models not only for yes/no answers but also to generate explicit natural language
proofs for their conclusions. ProofWriter demonstrated that models could produce plausible
step-by-step derivations for synthetic logic puzzles, though evaluation of proof correctness
remained difficult. Saparov and He proposed PrOntoQA [27], another synthetic QA dataset
that encodes formal deductive reasoning problems, used it to formally analyze how models
reason, and founding that LLMs tend to be superficial reasoners often jumping to conclusions
that are logically invalid if they appear superficially plausible. In addition to fully synthetic
data, there have been expert-crafted datasets to test logical reasoning. A notable benchmark
is FOLIO [15], introduced by Han et al., which consists of logically complex natural language
puzzles written by experts and annotated with first-order logic forms. FOLIO problems are
open-domain and diverse, covering, among others, quantifiers and implications, intended to
require genuine logical deduction from the given premises. Models like GPT-3 and PaLM were
reported to perform poorly on FOLIO, indicating that pretraining alone does not equip LLMs
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with robust logic skills [15]. Another example is the AR-LSAT corpus [35], which contains
analytical reasoning questions from law school admission tests; these are high-level logical
puzzles in natural language, and zero-shot GPT-4 still finds many of them challenging [34].
One last contribution is [18], that proposes an automatic test generator (ATG), similar to
our proposal, but limited to propositional logic. Overall, these works illustrate a spectrum
from purely synthetic logic exercises to realistic logical reasoning problems. Across the board,
negation and multi-step inference emerge as common pain points for current models [15, 25].

More recently, researchers have started assembling more systematic benchmarks to
thoroughly probe LLMs’ logical reasoning across multiple phenomena. Parmar et al. introduce
LogicBench [25], a collection of 25 distinct logical reasoning patterns expressed in natural
language. Each LogicBench question focuses on a single inference rule (e.g. modus ponens,
modus tollens, syllogism, transitivity, etc.) either in propositional, first-order, or non-
monotonic logic, presented as a small textual scenario with a yes/no question. This controlled
setup allows one to pinpoint which specific forms of inference a model handles or fails.
Testing GPT-4, ChatGPT, Gemini, Llama-2 and others, they found that existing LLMs do
not fare well on LogicBench – especially on instances involving more complex reasoning or
embedded negations, performance was near chance. Our work is closely aligned with this
goal of systematic evaluation, though we approach it by generating formula-based entailment
instances from formal semantics (as opposed to natural language templated questions).
Another recent benchmark, LTLBench [30], specifically targets temporal logic reasoning.
Tang and Belle developed a pipeline using random graph generation and an LTL model
checker to create 2,000 temporal reasoning challenges, and evaluated six LLMs on them.
Their results showed that while some LLMs exhibit basic competence on simple temporal
queries, they struggle as the complexity increases (e.g. more events or nested temporal
operators) and substantially underperform compared to what would be required for sound
temporal reasoning. LTLBench demonstrates the feasibility of combining formal verification
tools with LLM evaluation – an approach our work generalizes and extends to other logics.
In a similar vein, Morishita et al. present the Formal Logic Deduction benchmark (FLD) [21],
generated from a complete set of first-order logic deduction rules. They report that even
GPT-4 solves only about half of the problems in FLD, underlining that pure logical deduction
(even when posed in natural language) remains a serious challenge for LLMs.

Beyond temporal logic, reasoning about space and structured knowledge are important
dimensions of logical evaluation. Spatial relation formalisms such as RCC5 and RCC8 [26]
provide a calculus for qualitative spatial reasoning (e.g. relations like disjoint, overlap, and
containment between regions). These have not yet been widely used to evaluate LLMs, but
they present an attractive next step: one could generate spatial scenarios and queries in
natural language underpinned by RCC constraints, and test if LLMs can infer implied spatial
relations. We posit that our methodology can be applied here by generating spatial logic
formulas with known entailments. Similarly, Description Logics (DL) underpin knowledge
graphs and ontologies in the Semantic Web, enabling rigorous inference of subclass relations,
instance membership, etc. [4]. Traditional AI systems employ DL reasoners (like FaCT++ or
HermiT) to perform these inferences reliably. In contrast, an LLM might be used to answer
ontology queries or complete a knowledge graph, but concerns arise about whether it can
honor the formal logical constraints (e.g. avoid asserting mutually inconsistent facts). There
is ongoing research in combining LLMs with symbolic reasoners to ensure logical consistency
in knowledge-intensive applications. These neuro-symbolic approaches typically involve
translating natural language to a logical form, using a logic reasoner to derive conclusions or
check consistency, and then translating back to text [24, 23].



P. Bellodi, P. Casavecchia, A. Paparella, G. Sciavicco, and I. E. Stan 4:5

A consistent observation across these benchmarks is that negation and non-monotonic
reasoning are weak spots for LLMs. For instance, LogicBench finds that models often
misunderstand statements with negated conditions or conclusions [25]; similarly, PrOntoQA
analysis noted that models are apt to assume a fact is true unless explicitly contradicted, even
if logically it should be undetermined [27]. This tendency relates to the shallow heuristics
LLMs might pick up from text, which break down for logical constructs like negation that
require careful semantic interpretation. The broader implication is that purely neural models
alone may lack the guarantees of logical soundness that symbolic reasoning provides. By
developing benchmarks grounded in formal logic (as we do in this paper), we contribute
toward bridging this gap. A robust evaluation methodology for LLMs logical reasoning
is not only academically interesting but also practically vital as these models begin to be
deployed in areas like legal reasoning, safety-critical decision making, and knowledge graph
completion, where logical correctness is paramount. Our work specifically addresses this
by including a variety of entailment cases with negated formulas and ensuring that only
logically valid inferences count as correct. We thereby force models to confront the full
truth-functional meaning of negation and other operators. Another aspect is combinatorial
complexity: multi-step logical reasoning (combining several premises) taxes the models’
limited reasoning depth and working memory. Datasets like ProofWriter and FLD explicitly
vary the number of inference steps, and performance drops as steps increase [29, 21]. In
our evaluation, we similarly consider entailments that may require reasoning across multiple
temporal steps or combining multiple logical conditions. This allows us to examine whether
models can perform reasoning beyond one-hop inference in a formal setting.

3 Interval Temporal Logic

While several different interval temporal logics have been proposed in the recent literature [13],
Halpern and Shoham’s Modal Logic for Time Intervals (HS) [14] is certainly the formalism
that has received the most attention. Let D = ⟨D,<⟩ be a linear order with domain D; in the
following, we shall use D and D interchangeably. A strict interval over D is an ordered pair
[x, y], where x, y ∈ D and x < y. If we exclude the identity relation, there are 12 different
binary ordering relations between two strict intervals on a linear order, often called Allen’s
interval relations [3]: the six relations RA (adjacent to, also known as after), RL (later
than), RB (begins, also known as starts), RE (ends, also known as finishes), RD (during)
and RO (overlaps), depicted in Tab. 1, and their inverses, that is, RX = (RX)−1, for each
X ∈ {A,L,B,E,D,O}. We interpret interval structures as Kripke structures, with Allen’s
relations playing the role of accessibility relations. Thus, we associate an existential modality
⟨X⟩ with each Allen’s relation RX . Moreover, for each X ∈ {A,L,B,E,D,O}, the transpose
of modality ⟨X⟩ is the modality ⟨X⟩ corresponding to the inverse relation RX of RX . Now,
let X = {A,A,L, L,B,B,E,E,D,D,O,O}; well-formed HS formulas are built from a set of
propositional letters P, the classical connectives ∨ and ¬, and a modality for each Allen’s
interval relation, as follows:

φ ::= p | ¬φ | φ ∨ φ | ⟨X⟩φ,

where p ∈ P and X ∈ X . The other propositional connectives and constants (i.e., ψ1 ∧ ψ2 ≡
¬(¬ψ1 ∨ ¬ψ2), ψ1 → ψ2 ≡ ¬ψ1 ∨ ψ2 and ⊤ = p ∨ ¬p), as well as, for each X ∈ X , the
universal modality [X] (e.g., [A]φ ≡ ¬⟨A⟩¬φ), can be derived in the standard way. The set
of all subformulas of a given HS formula φ is denoted by sub(φ).
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Table 1 Allen’s interval relations and HS modalities.

HS modality Definition w.r.t. the interval structure Example

x y

w z

w z

w z

w z

w z

w z

⟨A⟩ (adjacent) [x, y]RA[w, z] ⇔ y = w

⟨L⟩ (later) [x, y]RL[w, z] ⇔ y < w

⟨B⟩ (begins) [x, y]RB [w, z] ⇔ x = w ∧ z < y

⟨E⟩ (ends) [x, y]RE [w, z] ⇔ y = z ∧ x < w

⟨D⟩ (during) [x, y]RD[w, z] ⇔ x < w ∧ z < y

⟨O⟩ (overlaps) [x, y]RO[w, z] ⇔ x < w < y < z

The strict semantics of HS is given in terms of interval models of the type M = ⟨I(D), V ⟩,
where D is a linear order, I(D) is the set of all strict intervals over D, and V is a valuation
function V : P → 2I(D) which assigns to every atomic proposition p ∈ P the set of intervals
V (p) on which p holds. The truth of a formula φ on a given interval [x, y] in an interval
model M , denoted by M, [x, y] ⊩ φ, is defined by structural induction on the complexity of
formulas, as follows:

M, [x, y] ⊩ p if and only if [x, y] ∈ V (p), for each p ∈ P,
M, [x, y] ⊩ ¬ψ if and only if M, [x, y] ̸⊩ ψ,

M, [x, y] ⊩ ψ1 ∨ ψ2 if and only if M, [x, y] ⊩ ψ1 or M, [x, y] ⊩ ψ2,

M, [x, y] ⊩ ⟨X⟩ψ if and only if there exists [w, z] s.t. [x, y]RX [w, z] and M, [w, z] ⊩ ψ,

where X ∈ X . Given a model M = ⟨I(D), V ⟩ and a formula φ, we say that M satisfies φ if
there exists an interval [x, y] ∈ I(D) such that M, [x, y] ⊩ φ. A formula φ is satisfiable if there
exists an interval model that satisfies it. Moreover, a formula φ is valid if it is satisfiable at
every interval of every (interval) model or, equivalently, if its negation ¬φ is unsatisfiable.

By setting D = N, we limit our attention to interval models based on the set of natural
numbers. This is not the only scenario that has been studied in the context of HS, but it is
a very common one; it is the interval counterpart to the typical interpretation of LTL on the
same domain. The satisfiability problem for HS is undecidable, and a great amount of effort
has been devoted to the search of well-behaved syntactic fragments of it. The result of such
an effort, in the case of natural numbers, is summarized in [5], and pictured in Fig. 1.

Interval temporal logic is an important tool in formal reasoning about temporal events.
It is applied in several areas of artificial intelligence and machine learning (see, e.g., [19, 20],
and being able to correctly reason in such a language can be of relevance. In the past, sound
and complete tableau systems have been introduced in prototypical form in [6, 11, 12, 22] for
variants, fragments, and generalizations of HS; however, the problem of reasoning in HS is
still open in practical terms. While reasoning tasks can vary, it is known that most of them
can be reduced to validity recognition, which is therefore representative of the reasoning
challenges that a specific logical system poses. The question we pose is whether LLMs are
able to establish if a given HS-formula is valid, and if their accuracy is sensible to the intrinsic
difficulty of the problem. Such difficulty can be measured in several ways, including the
length of the formula, its modal depth, and the computational complexity class to which the
smallest fragment that contains the formula belongs to.
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Complexity Class

1: Undecidable

2: Non-primitive recursive

3: EXPSPACE-complete

4: NEXPTIME-complete

5: NP-complete

AABB1

ABBL1 AAB1 AAB1

ABL1 ABL1

AAEE1

AAE1 AAE1 AEEL1

AE1 AE1

AEE1AEL1 AEL1

AB2 AB2

ABB2

ABBL3 AEEL3

AB3 AB3

ABB3 ABL3 ABL3

AE3 AE3

AEE3AEL3 AEL3AA4

A4 A4

AL4 AL4

B5 B5

BB5

BBL5 BBL5

BBLL5

BL5 BL5 BL5 BL5

BLL5 BLL5

E5 E5

EE5

EEL5 EEL5

EELL5

EL5 EL5EL5 EL5

ELL5 ELL5

L5 L5

LL5

Figure 1 Relative expressive power and computational complexity of fragments of HS interpreted
on models based on N; unreported fragments are undecidable.

4 Benchmark Generation

The key point of our problem generation approach is the observation that reasoning cor-
responds to validity recognition. By their own nature, LLMs convey the idea of natural
language reasoning, that is, the idea of reaching some logical conclusion from some set of
premises. In turn, this reflects the concept of logical reasoning. However, while in most cases
existing approaches to LLMs benchmarking relay on common sense logic, an automatic and
systematic approach suggests the uses of formal logic. As a consequence, one should be
easily convinced that testing reasoning capabilities corresponds to testing the ability of a
system to identify a valid assertion, which is, by definition, a valid formula. The nature of
LLMs to seemingly comprehend natural language should therefore not be seen as a limit,
i.e., by focusing on testing common sense, natural language reasoning instances, but as an
opportunity to explore their ability of following instructions, such as, given a sound and
complete explanation of a chosen formal logic system, identify whether a certain reasoning is
valid in it, that is, identify whether a given formula is valid. Moreover, the practice of testing
and using LLMs to deal with code, such as LaTex code, programming code, Markdown, and
tasking models with writing, correcting, completing, and modifying it, is now folklore. In the
same spirit, the idea of testing LLMs with formal logic should be considered natural, and it
should not be criticized as unnatural. The question we pose is: can formal reasoning tasks
be carried out with distributional semantics?

Automatic theorem generation is a simply defined problem: given a set of theorems,
produce a new theorem. However, it is also an ill-defined one, as it is unclear what constitutes
an interesting theorem, especially from the point of view of its proof. While there exist
attempts at solving this problem in propositional logic [18], automatic theorem generation
is at its initial research stage (unlike, for example, automatic theorem proving) and, as it
seems, there are no available systems for the case of modal, and in particular temporal case.

The starting point for theorem generation is existing theorems or axioms. In classic
axiomatic theory, new theorems are generated by applying sound deduction rules to existing
ones; classical deduction rules include modus ponens, universal generalization, and uniform
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substitution. For most modal, temporal, and spatial logics that do have a sound and complete
finite axiomatization, the latter is based on the above rules only; in some cases, such as that of
HS, other, non-standard, rules must be added. It is well-known that Hilbert-style deduction
system does not excel in producing very intuitive proofs, unlike other systems such as natural
deduction (however, while Hilbert-style axiomatic systems have been studied for several
logics, there exist essentially no natural deduction systems other than for propositional and
first-order logics, plus some few minor exceptions). The purpose of an axiomatic system is
to be able to produce a proof of a valid formula, and, as a consequence, to prove that in
fact a given formula is valid, while the purpose of an automatic theorem generator is that of
producing new valid formulas from existing ones, and an immediate algorithm reduces the
latter to the former. In the case of HS, known validities in the language of HS come from
three sources, that is, the original axiomatic system for HS [32], the axiomatic system for
the fragment AA [12], and the collection of inter-definability of operators presented in [1]
(examples of axioms can be seen in Tab. 2), and the process can be described as follows. Let
L be a collection of valid HS-formulas, and S a collection of random well-formed HS-formulas,
and apply one of the following rules:

i) uniform substitution: choose a random validity φ ∈ L, a random formula ψ ∈ S, and a
propositional letter p that occurs in φ, and produce the formula φ[p/ψ];

ii) universal generalization: choose a random validity φ ∈ L and a universal modality [X],
and produce the formula [X]φ;

iii) modus ponens: choose two random validities φ,φ → ψ ∈ L, and produce the formula ψ.

▶ Proposition 1. Given a set of valid HS-formulas L = {φ1, . . . , φn} and a set of well-formed
HS-formulas S, one application of the above algorithm produces a valid formula φn+1.

The above algorithm produces valid formulas of the type φ → ψ, with arbitrary syntactical
complexity. Well-knowingly, (modal, temporal) logical formulas with Boolean semantics can
be valid, if they are satisfied in every model (and world), contradictory, if they are never
satisfied, or contingencies, if they are not valid nor contradictory. In this work, we focused
on the ability of a LLM to distinguish between valid and contradictory formulas. In order to
generate a random contradictory formula, it suffices to negate a valid one generated by the
above algorithm; however, this creates a clear syntactic difference between the two classes,
which may create bias towards one of the two classes. To circumvent this problem, we applied
the following strategy:

i) we produced a set S of valid formulas of the type φ → ψ, randomly partitioned into two
sets Sv and Sc;

ii) we replaced every formula φ → ψ in Sv by its equivalent one ¬¬(φ → ψ);
iii) we replaced every formula φ → ψ in Sc by its opposite one ¬(φ → ψ);
iv) finally, for every resulting formula in both Sv and Sc, we applied standard transformation

rules to progressively push the negation symbols within the formula, up to a randomly
chosen level.

As a result, formulas in both Sv and Sc have a non-predefined syntactical aspect, eliminating
the risk of syntactic bias.

5 Results and Discussion

We approached this problem using the standard prompting techniques context (ctx), few
shots (fs) [7], and chain of thought (cot) [33], combining them in a systematic way. As a form
of baseline, we also prompted each model with no instructions, except the question itself; we
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Table 2 Examples of axioms used to generate HS-theorems.

Axiom Comment
all propositional validities
⟨A⟩⟨A⟩p → ⟨L⟩p definition of later
⟨B⟩⟨E⟩p ↔ ⟨D⟩p definition of during
⟨B⟩⟨E⟩p ↔ ⟨D⟩p definition of during
⟨B⟩⟨B⟩p ↔ ⟨B⟩p transitivity of starts
⟨A⟩⟨A⟩⟨A⟩p ↔ ⟨A⟩⟨A⟩p pseudo-transitivity of meets
⟨B⟩⟨E⟩p ↔ ⟨E⟩⟨B⟩p commutativity of starts/finishes

refer to this technique as barebone; on the other hand, chain of thought, few shots, and context
are combined in the 8 possible ways, whereas the minimal configuration corresponding to a
context without instructions is referred to as base, obtaining, in the end, 9 different prompts
per single problem.

Taken individually, the prompts we used are as follows. The barebone baseline:

Given an interval temporal logic formula in the language of Halpern and Shoham’s Modal
Logic of Allen’s Relations, reply with uppercase “[VALID]” if the formula is valid or uppercase
“[INVALID]” if it is not.

Then, we designed the following context, structured, in turn, into the sections purpose,
syntax, semantics, task, and objective:

## **Purpose**
HS is a formal system for reasoning about interval-based events on a linear model based on
the natural numbers. This context will define HS’s syntax and semantics. The ultimate goal
is to check if a HS formula is logically valid.
## **Syntax of HS**
### **Propositional Letters**
Let AP be a countable set of atomic propositions (p, q, r, ...), representing basic facts.
### **Well-Formed Formulas (wffs)**
HS formulas are built inductively:

- **Base case**: Every p in AP is a wff.
- **Inductive cases**: If φ and ψ are wffs, then so are:
. . .
## **Semantics over Infinite Traces** Formulas of HS are interpreted over interval models
based on the natural numbers N. Define I(N) as the set of all intervals [x,y] where x and y
are natural numbers and x<y, and V as a function that assigns to each interval [x,y], the
subset of AP of all and only propositional letters that are true on [x,y]. A model M is a pair
(I(N),V). The satisfaction relation ** M,[x,y]|= φ ** for a model M and an interval [x,y] is
defined by induction on the formula:

- **Atomic Propositions:**
- M,[x,y] |= p if and only if p belongs to V([x,y]), for all atomic propositions p in AP.
- **Boolean Operators:**
. . .
## **Task: Evaluate HS Formula Validity**

TIME 2025
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Table 3 Overall accuracy in positive (TP) and negative (TN) cases, and overall average accuracy
(AC) per model and prompt configuration.

Gemma 3 27b It Llama 4 Maverick DeepSeek Chat V3 Qwen 3 32b Qwen 3 235b
TP TN AC TP TN AC TP TN AC TP TN AC TP TN AC

barebone 0.17 0.92 0.55 0.69 0.72 0.71 0.39 0.92 0.65 0.41 0.93 0.67 0.50 0.72 0.61
base 0.07 0.97 0.52 0.35 0.91 0.62 0.04 1.00 0.52 0.12 0.96 0.54 0.51 0.73 0.62
ctx 0.09 0.96 0.52 0.47 0.78 0.62 0.05 1.00 0.53 0.09 0.98 0.54 0.34 0.88 0.61
cot 0.20 0.97 0.58 0.47 0.86 0.67 0.55 0.91 0.73 0.41 0.96 0.69 0.45 0.94 0.69
fs 0.48 0.80 0.64 0.83 0.73 0.77 0.53 0.86 0.69 0.71 0.55 0.63 0.80 0.60 0.70
ctx+cot 0.19 0.95 0.57 0.54 0.83 0.69 0.54 0.92 0.73 0.43 0.97 0.70 0.48 0.94 0.71
ctx+fs 0.48 0.68 0.58 0.50 0.79 0.65 0.58 0.86 0.72 0.45 0.75 0.60 0.75 0.66 0.70
cot+fs 0.26 0.94 0.60 0.87 0.78 0.82 0.58 0.84 0.71 0.48 0.93 0.71 0.49 0.88 0.68
ctx+cot+fs 0.30 0.92 0.61 0.83 0.78 0.81 0.64 0.85 0.75 0.47 0.93 0.71 0.61 0.84 0.72
average 0.25 0.90 0.57 0.62 0.80 0.71 0.43 0.91 0.67 0.40 0.88 0.64 0.55 0.80 0.67

### **Objective**
Determine whether the formula is valid using HS semantics and reasoning. The formula can
be written using symbols for atomic propositions (e.g., p, q, r, ...), negation operator (i.e., !),
conjunction operator (i.e., &), . . .

The objective section when we prompted the models without chain of thought has the
following structure:

### **Instructions**
Reply **only** with uppercase “[VALID]” if the formula is valid or uppercase “[INVALID]”
if it is not. **Do not explain your reasoning**.

When using chain of thought the latter becomes:

### **Instructions**
Follow these steps rigorously:
1. **Parse the Formulas**: Identify operators and subformulas.
2. **Apply Semantics**: Check if the formula necessarily holds in all infinite traces.
3. **Construct Proof/Counterexample**:
- If valid: Provide a **step-by-step proof** showing an argument for validity.
- If invalid: Build a **concrete model** M and identify an interval on it where the formula
does not hold.
4. **Conclude**: Answer with uppercase “[VALID]” if the formula is valid or uppercase
“[INVALID]” if it is not. No other responses are allowed.

When few shots are used, three positive examples and three negative examples are extracted
from a pool of pre-determined positive and negative examples containing 600 formulas, 300
of which are valid while the remaining ones are not, and randomly rotated for each individual
problem.

We generated 1000 valid instances and 1000 non-valid ones, with length up to 139 symbols
and modal depths up to 11, and submitted them in each of the 9 prompt configurations to
each of the models. We used the following providers: DeepInfra, for Gemma 3 27b It, Qwen 3
32b, and Qwen 3 235b, NovitaAI for Gemma 3 27b It, and CentML for Llama 4.

The overview of the overall accuracies per model and per prompt configuration is reported
in Tab. 3. The performances of each model and prompt configuration across progressively
longer and progressively modally more complex is shown in Fig. 2. The first important
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Figure 2 Accuracy per model, prompt configuration, and difficulty level, in terms of formula
length (left hand side) and modal depth (right hand side).
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Figure 3 Accuracy of Llama 4 in the ctx+fs configuration for different complexity classes.

observation that can be drawn is that no model and no configuration reached more than 0.82
in overall accuracy; such value was achieved by Llama 4 in the cot+fs configuration. The
overall accuracy in other models and configuration varies in a quite wide range, with a lower
end of 0.52, which is essentially equivalent to the random answer. The models have behaved
in very different ways to the different configurations. Those that have a lower overall accuracy
across configurations, such as Gemma 3 27b It, seem to react positively to the progressively
more detailed and precise information that is prompted from the base configuration up to
the ctx+cot+fs one, although the improvement does not seem to be always linear. On the
other hand, the ones with higher overall accuracy across configurations, such as Llama 4,
seem not be too influenced by the type of prompt; Qwen 3 32b, in particular, presents an
accuracy between 0.54 and 0.71 in all configurations, including barebone, indicating a close-
to-null response from the instructions. All models have a predetermined strong bias towards
answering that a formula is not valid (which in absolute terms is the most probable status of
a random formula); DeepSeek Chat V3 showed the strongest bias: in two configurations, ctx
and base, returned a true negative rate of 1.00, balanced by a true positive rate of 0.04 and
0.05, respectively. Adding few shots to the prompt, in general, slightly improves the results
in almost every model.

Let us now analyse of the performances from the point of view of the intrinsic difficulty of
the problem. The most evident phenomenon is the variability of the performances compared
to the increasing hardness of the problem. Models, in general, exhibit the expected decrease
of accuracy proportional to the length of the problem or its modal depth, but such decrease
is not always clear. Thus, in some cases the worst performances do not correspond to the
most difficult problems, such as in the case of Llama 4 Maverick and Qwen 3 235b, for several
configurations.

Finally, in Fig. 3 we can see the result of a further experiment to assess the relationship
between the ability of LLMs for interval temporal logic reasoning and the hardness of the
problem in terms of computational complexity of the fragment that contains a formula. We
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considered the top performing model(Llama 4) in the top performing configuration (ctx+cot),
and devised a small dataset of 500 (small) formulas, 100 for each different computational class.
As it can be seen, essentially no difference arises, despite the fact that the computational
problem underlying such questions varies very much. The generally high performance is most
probably due to formulas being short and with a low modal depth.

6 Conclusions

In this paper we considered the problem of benchmarking Large Language Models on their
ability for formal logical reasoning, specifically interval temporal logical reasoning. Our
results seem to indicate, quite reasonably, that statistical tools may not be the right solution
for logical tasks; the fact that such tools are sometimes presented as representative of general
intelligence, as well as the resonance that they have received in the recent past contributes
to this confusion.

The high variability, the generally low accuracy, but most importantly the lack of
consistency of the results is a clear indication of the unreliability of LLMs to perform logical
reasoning on unseen problems. It is however of notice that some of models tested on our
benchmark were capable, at least in some configurations, to correctly identify several valid
and invalid formulas despite their high syntactical complexity, even if the tokenizer often
produces syntactic mistakes such as merging double symbols (e.g., negation), useful for
natural language but detrimental in this scenario.
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Abstract
Timed Automata (TA) are a popular formalism to model systems in dense linear time. However,
due to their finite state-space, they can only model systems with a finitary logical behavior. There
are extensions to e.g., timed pushdown systems and timed recursive state machines. Higher-Order
Recursion Schemes (HORS) are another popular model for infinite-state, non-regular systems,
naturally stratified by their type-theoretic order. We recently introduced Real-Time Recursion
schemes as an approximation of HORS to real-time systems.

This paper updates Real-Time Recursion Schemes into Higher-Order Timed Automata, a
formalism that defines a tree-shaped timed automaton, which is more suitable to model actual
systems. We show that the model-checking problem against the timed version of the modal mu-
calculus exhibits the expected complexity bounds, i.e., an increase by one exponential towards the
untimed version. We also show that, in the presence of tail recursion, half an exponential can be
recovered, mirroring similar gains in the untimed setting. We also give a matching lower bound for
the special case of order-1 HORTA. We conjecture that this can be generalized for all orders.
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1 Introduction

Verification of real-time systems plays an ever important role, as more and more aspects
of life become computerized. Often, systems are required to not only respond to certain
input eventually, but within specific time bounds. For example, electronic stability control
or anti-lock braking systems need to respond within fractions of a second.

Timed Automata (TA) [5] are a popular tool to model real-time systems [1, 16]. TA model
time not in a discrete fashion, as used in e.g., CTL or the modal µ-calculus, but rather in a
dense linear fashion. The well-known region abstraction allows us to recover finiteness by re-
discretization of said dense linear time, which yields decidability (and PSPACE-completeness)
of e.g., the model-checking problem for the temporal version of CTL, TCTL [5]. A less
well-known real-time logic used in conjunction with timed automata is the timed µ-calculus
(Tµ) [17], for which model-checking is EXPTIME-complete.

There are several attempts to generalize the notion of timed automata beyond a finite
state space, for example timed recursive state machines [7], recursive timed automata [22], or
timed pushdown automata [8, 13]. Recently, we proposed Real-Time Recursion Schemes [3],
an extension of the notion of timed automata to Higher-Order Recursion Schemes (HORS).
HORS are a well-studied framework in the context of infinite-state verification [14, 18]. A
HORS is a higher-order grammar that generates a tree, e.g., the syntax tree of a functional
program. The question of HORS model-checking is to decide whether a given alternating
parity tree-automaton (APT) accepts the tree generated by the HORS. This is known to
be decidable for order-k HORS in k-EXPTIME [20, 19]. We showed in [3] that mixing
HORS and real-time systems had the typical effect of increasing the complexity of the
model-checking problem by one exponential as compared to the untimed base problem.
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5:2 Higher-Order Timed Automata and Tail Recursion

This paper extends the idea of Real-Time Recursion Schemes into a proper recursive
grammar for timed automata called Higher-Order Timed Automata (HORTA), which makes
the problem more natural and rather intuitive to handle. We show that the model-checking
problem remains in (k + 1)-EXPTIME for the updated problem, which asks whether the
timed transition system defined by a HORTA satisfies a given formula of the timed µ-calculus.

Moreover, we connect the new formalism to existing research in the area of tail recursion.
Higher-order model-checking problems like the HORS model-checking problem often have
high theoretical complexities, and passing to tail-recursive fragments can shave off half an
exponential, not only for recursion schemes [9], but also for model-checking problems where
the logic is higher-order [12, 11]. We confirm that these findings also hold for HORTA
and the timed µ-calculus, i.e., that the model-checking problem becomes easier by half an
exponential in the tail-recursive setting. We establish a matching lower bound which, for
space considerations, is given for the order-1-case only.

The paper is structured as follows: in Sect. 2, we introduce APT, TA, the timed µ-calculus,
HORS, and existing results regarding tail recursion. In Sect. 3 we define HORTA, in Sect. 4
we define the tail-recursive fragment of the HORTA model-checking problem. In Sect. 5, we
establish upper bounds for the model-checking problem, and give a matching lower bound
for the order-1 case in Sect. 6. We conclude in Sect. 7. Most proofs have been omitted due
to space considerations.

2 Preliminaries

2.1 Trees and Automata

A tree is a finite, left-closed set T ⊆ N∗, i.e., for all vi ∈ T , we have v ∈ T and, moreover,
vi− 1 ∈ T if i > 0. A tree alphabet is a finite, nonempty set Σ and a function ar : Σ → N
indicating the arity of each symbol. We write Σi for the set of symbols of arity i in Σ. A
Σ-tree is a pair (T, l) of a tree T and a labeling function l : T 7→ Σ, such that each v ∈ T has
exactly ar(l(v)) successors. We often identify a tree with its labeling function.

Let S be a set. B+(S) is the set of positive Boolean expressions over S, derived from the
grammar φ := s | ⊥ | ⊤ | φ ∨ φ | φ ∧ φ with s ∈ S.

An alternating parity tree-automaton (APT) is a P = (Q,Σ, δ, qI ,Λ) where Q is a finite,
nonempty set of states, Σ is a tree alphabet containing a special nullary symbol ω, δ =

⋃
i≤n δ

i

is the transition function with δi : Q × Σi → B+(Qi) and n being the maximal arity that
occurs in Σ. We write δ(q, l(v)) for δi(q, l(v)) if ar(l(v)) = i. Finally, qI ∈ Q is the starting
state and Λ: Q → N is the priority function. The size of an APT is the number of its states.

A run of an APT P on some Σ-tree T (for matching Σ) is a parity game G(P, T ) between
∃ and ∀, called the acceptance game. It has positions from T × (Q ∪

⋃
i≤n B+(Qi)) where n

is the maximal arity in Σ. Its starting position is (ϵ, qI). In a position of the form (v, q), the
unique successor is (v, δ(q, l(v))). Positions of the forms (v, φ1 ∨ φ2) and (v, φ1 ∧ φ2) have
two successors, namely (v, φ1) and (v, φ2). A position of the form (v, (q0, . . . , qi−1)) has i
successors (v0, q0), . . . , (vi− 1, qi−1), a position of the form (v,⊤) or (v,⊥) has no successors.
Positions of the forms (v,⊤) and (v, φ1 ∧ φ2) and (v, (q0, . . . , qi−1)) belong to ∀, all other
positions belong to ∃. Finally, the priorities of the game are Ω(v, q) = Λ(q); for all other
positions we have Ω(v, φ) = 1. P accepts a tree T if ∃ wins G(P, T ). In the following, we
assume APT to have designated states q⊤, q⊥ from which all, resp. no trees are accepted.
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2.2 Higher-Order Recursion Schemes
Instead of the classical definition of Higher-Order Recursion Schemes (HORS, cf. e.g., [18]),
we use a version going back to Damm [14] and re-introduced by Walukiewicz and Salvati
[21], using the λY -calculus as syntax.

Types and Terms. The set of types is defined inductively via τ ::= • | τ → τ where • is
the type of trees, • → • is the type of functions that consume a tree and yield a tree, etc.
We write τ i → • for the type τ → · · · τ → • with i many copies of τ . The order of a type is
defined via ord(•) = 0 and ord(τ1 → τ2) = max{1 + ord(τ1), ord(τ2)}.

Let Σ be a tree alphabet. Each a ∈ Σ of arity i is a tree constructor of type •i → •. Let
L be a set of typed λ variables, F be a set of typed Y variables. Lower case letters a, b, . . .
denote tree constructors, lower case letters x, y, . . . denote λ variables, upper case letters
F,G, . . . denote Y variables. If necessary, (x : τ), (F : τ) indicates the type of a variable.

Given Σ,L,F , the set of λY terms is defined inductively: a tree constructor of type
•i → • is a term of type •i → •, a lambda variable x : τ and a Y variable F : τ are terms
of type τ . Given x : τ1 and a term t of type τ2, λ(x : τ). t is a term of type τ1 → τ2. Given
terms t1, t2 of type τ2 → τ1 and τ2, resp., (t1 t2) is a term of type τ1. If F : τ is a Y variable
and t is a term of type τ , then Y (F : τ). t is a term of type τ .

t[t′/x] denotes capture-avoiding substitution of t′ for all free occurrences of x in t, and
similarly for t[t′/F ], assuming that the types match. Each variable may also be bound at
most once in a term. Hence, for closed terms there is a function term that maps each Y

variable F to term(F ), defined as t if the unique binding of F is Y F. t. The order of a term
is that of the highest order of any of its subterms, its size the number of its distinct subterms.

Semantics. Besides α-conversion, i.e., variable renaming, the λY calculus has β-reduction
and δ-reduction. β-reduction →β reduces ((λx. t) t′), where x and t′ have the same type, to
t[t′/x]. δ-reduction →δ reduces Y F. t to t and F to term(F ). The reflexive transitive closure
of →β ∪ →δ is →∗

βδ. Since both β-reduction and δ-reduction maintain the type of a term, so
does →∗

βδ, and this relation is confluent. A closed term of type • is in weak head normal
form if it is of the form a t0 · · · tj . Not every λY term reduces to a head normal form.

Let Σ be a tree signature and let ω be a new nullary symbol, i.e, of type •. We define the
Böhm tree BT (t) of a closed term of type • as follows: If t does not reduce via →∗

βδ to a weak
head normal form, then BT (t) = ω, i.e., the tree has just one node. Otherwise, let a t0 · · · tj
be a weak head normal form of t. The root of BT (t) is labeled by a, and its successors are,
in order, the roots of BT (t0), . . . ,BT (tj). Due to confluence, this definition is sound.

The HORS model-checking problem (defined via λY terms) is the following: Given a
closed term t of type • over Σ and an APT A with alphabet Σ ∪ {ω : •}, does A accept
BT (t)? For terms of order k ≥ 0, this is known to be a k-EXPTIME complete problem [20].

2.3 Timed Automata
Let X = {x, y, . . . } be a set of R≥0-valued variables, called clocks. CC (X ) is the set of clock
constraints over X , defined as conjunctive formulas over ⊤ and x ⊕ c for x ∈ X and c ∈ N,
where ⊕ ∈ {≤, <,>,≥}. Clock constraints are denoted by χ, χ′ etc.

A clock evaluation is a mapping η : X → R≥0; it satisfies a clock constraint as follows:
(i) η |= ⊤ always, (ii) η |= x ⊕ c iff η(x) ⊕ c and (iii) η |= φ1 ∧ φ2 iff η |= φ1 and η |= φ2.
For a clock evaluation η and d ∈ R≥0, we write η+d for the clock evaluation defined via
(η+d)(x) = η(x) + d for all x ∈ X . For R ⊆ X , η|R is the clock evaluation defined via
η|R(x) = η(x) if x /∈ R and η|R(x) = 0 if x ∈ R.

TIME 2025
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Let Prop be a finite set of propositions. A timed automaton over clocks in X and with
propositions in Prop is an A = (L,X , ℓ0, ι,∆, λ) where (i) L is the set of locations of the timed
automaton, including the initial location ℓ0, (ii) X is a finite set of clocks, (iii) ι : L → CC (X )
assigns a clock constraint called an invariant to each location, (iv) ∆ ⊆ L× CC (X ) × 2X ×L

is a finite set of transitions; we write ℓ g,R−−−→ ℓ′ for (ℓ, g, R, ℓ′) ∈ δ. In such a transition, g
is the guard and R are the resets of the transition. Finally, (v) λ : L → 2Prop labels each
location with the propositions valid there. The index m(A) of a timed automaton A is the
largest constant that occurs in its guards or invariants. Its size is defined as

|A| = |∆| · (2 · log(|L|) + |X |2 · logm(A)) + |L| · (log |X |2 · logm(A)) + |L| · |Prop|.

due to the coding of the constants in clock constraints in binary. A TA defines a timed
Transition System (tTS), to be defined in more general fashion in Sect. 3.

2.4 The Timed µ-Calculus
We define the timed modal µ-calculus (Tµ) following [17]. Let X be a set of clocks and let Y
disjoint from X be a set of specification clocks. Let Prop be a set of propositions and let V
be a set of fixpoint variables. A formula of Tµ is one derived from the following grammar:

φ ::= p | X | χ | ¬φ | φ ∨ φ | φ ∧ φ | φ▷ φ | φ⊟ φ | z. φ | µX. φ | νX. φ

where p ∈ Prop, X ∈ V, χ ∈ CC (X ∪ Y) and z ∈ Y. Moreover, every variable X must be
bound exactly once and occur under an even number of negations in µX. φ or νX. φ, a
standard convention for the modal µ-calculus. This induces, for each Tµ formula φ, a function
fp where fp(X) is the unique ψ with µX. ψ or νX. ψ a subformula of φ. Moreover, we
assume w.l.o.g. that every Tµ formula is guarded in the sense that, on the path from µX. ψ

or νX. ψ to X in the syntax tree of the formula, there is an instance of ▷ or ⊟. Analogously
to the ordinary µ-calculus [10], every Tµ formula can be converted into an equivalent guarded
one, potentially at the cost of exponential blowup1.

z. φ resets the specification clock z to 0. Hence, patterns like z. . . . z = 4 . . . serve to
test for elapsed time. The intuition for φ1 ▷ φ2 is that of a temporal next operator: it is
satisfied if φ2 is true after a sequence of a delay, a discrete transition, and another delay, and
φ1 is true all the way before. The operator ⊟ is the dual of it, i.e., a temporal next with
universal quantification over delays and transitions.

Let T = (S,−→, s0, λ) be a tTS, let α : V → 2S be a variable assignment. The semantics
JφKα

T of a Tµ formula φ is defined inductively via

JpKα
T = {s ∈ S | p ∈ λ(s)} JXKα

T = α(X)
JχKα

T = {s ∈ S | s |= χ} Jz. ψKα
T = {s ∈ S | s|{z} ∈ JψKα

T }
Jψ1 ∨ ψ2Kα

T = Jψ1Kα
T ∪ Jψ2Kα

T Jψ1 ∧ ψ2Kα
T = Jψ1Kα

T ∩ Jψ2Kα
T

J¬ψKα
T = S \ JψKα

T Jψ1 ⊟ ψ2Kα
T = J¬(¬ψ1 ⊟ ¬ψ2)Kα

T

with

JµX. ψKα
T =

⋂
{S ′ ⊆ S | JψKα[X 7→S′]

T ⊆ S ′}

JνX. ψKα
T =

⋃
{S ′ ⊆ S | JψKα[X 7→S′]

T ⊇ S ′}

1 This blowup can be avoided at the cost of extra complexity, so we decide to simply stipulate guardedness
for the sake of simplicity.
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and where Jψ1 ▷ ψ2Kα
T is defined as

{s | ex. s′ ∈ S, d, d′ ∈ R≥0 s.t. s+ d−→ s′ and s′ + d′ ∈ Jψ2Kα
T ,

and s+ d′′ ∈ Jψ1Kα
T f.a. 0 ≤ d′′ ≤ d and s′ + d′′′ ∈ Jψ1 ∨ ψ2Kα

T f.a. 0 ≤ d′′′ ≤ d′}.

Here, the temporal next relation ▷ is defined as the composition of a delay, a discrete
transition, and another delay. The clause that all states after the discrete transition need to
satisfy ψ1 ∨ ψ2 is standard to cope with the fact that there might not be a smallest delay
that makes ψ2 true. Standard patterns in temporal logic, e.g., E(p U[3,4] q), which says that
there is a path on which p holds until q holds, and that q holds after time elapsed between 3
and 4 time units, can be expressed as e.g., z. µX. (q ∧ 3 ≤ z ∧ z ≤ 4) ∨ p▷X.

The model-checking problem for Tµ is then to decide, given a timed automaton and a Tµ

formula φ, whether T |= φ where T is the tTS defined by the timed automaton.

▶ Proposition 1 ([2]). The model-checking problem for Tµ is EXPTIME-complete.

2.5 Tail Recursion
Bounded-Alternation Parity Automata. Let Σ be partitioned into Σre ∪ Σur. Let P =
(Q,Σ, δ, qI ,Λ) be an APT such that Q is partitioned into sets {q⊤, q⊥} ∪ Qur, Q1, . . . , Qm

for some m. Let q ∈ Qj for some 1 ≤ j ≤ m and let a ∈ Σ2. We say that A is branching
at q and a if δ(q, a) = (q1, q⊤) ∨ (q⊤, q2) with q1, q2 ∈ Qj ∪ {q⊤, q⊥} or δ(q, a) = (q1, q2)
with q2 ∈ Qj ∪ {q⊤, q⊥} and q1 ∈ Qj−1 ∪ · · · ∪ Q1 ∪ {q⊤, q⊥}. It is universal at q and a

if δ(q, a) = (q1, q2) with both q1, q2 ∈ Qj ∪ {q⊤, q⊥}, or δ(q, a) = (q1, q⊤) ∨ (q⊤, q2) with
q1 ∈ Qj−1 ∪ · · · ∪Q1 ∪ {q⊤, q⊥} and q2 ∈ Qj ∪ {q⊤, q⊥}.

P is called a bounded-alternation APT (baAPT) if it satisfies the following conditions:
1. Q is partitioned into sets {q⊤, q⊥}, Qur, Q1, . . . , Qm as per above.
2. For each 1 ≤ i ≤ m, each Qi is labeled as either branching or universal. Qur is not labeled.
3. If Qi is branching, then for each q ∈ Qi and for each a ∈ Σre, A is branching at q and a.

If Qi is universal, then for each q ∈ Qi and for each a ∈ Σre, A is universal at q and a.
4. For each q ∈ Q and a ∈ Σi

ur, we have that δ(q, a) ∈ B+(Qi
ur).

5. For each q ∈ Qur and a ∈ Σi
re, we have that δ(q, a) ∈ B+((Q \Qur)i).

The intuition here is as follows: The acceptance problem of a baAPT in which each state
is branching or in which each state is universal can be reduced to a one-player game. The
acceptance problem for such a baAPT with empty set Qur is a bounded-alternation game.
For general baAPT, the reduction to a bounded-alternation game is still possible if offending
states are in a set of lower index and there is an a priori bound on the number of times a play
passes through states in Qur. The definition of tail-recursive HORS below yields this bound.

Tail-Recursion for λY Terms. Let t be a term of the λY calculus over Σre ∪ Σur, L and F .
It is called tail-recursive if it satisfies the following conditions:
1. For all subterms of t of the form t1 t2, the operand-side subterm t2 has no free F variables.
2. For all subterms of the form a t0 · · · tj with a ∈ Σur, none of the ti has free F variables.
Note that there are no restrictions w.r.t. variables in L.

▶ Definition 2. Let Σ be partitioned into Σre ∪ Σur. Let t be a closed tail-recursive term of
type • in the λY calculus over Σ, and let P be a baAPT. The problem of tail-recursive HORS
model checking is to decide whether P accepts BT (t).

▶ Proposition 3 ([9]). The problem of tail-recursive HORS model checking (i.e., against a
baAPT) for terms of order k > 0 is complete for (k−1)-EXPSPACE.

TIME 2025
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3 Higher-Order Recursive Timed Automata

Timed automata define tTS, where each state is a pair of a location and a clock evaluation,
the former which defines the propositonal labeling of the state. Transitions in tTS are either
delay transitions that let time flow but keep the location component, or discrete transitions
that keep time fixed, change the location, and reset clocks as indicated by the transition. The
first kind of transition respects location invariants, while the second kind respects guards.

The idea for recursively defined tTS is that locations are not a fixed, finite set, but are
the nodes of a tree generated by a λY term. The propositional labeling is derived from the
labeling of the respective node, i.e., the tree constructor in question. Moreover, we define
HORS for tTS in such a way that a tree constructor also carries information on the location
invariant associated to it, and the guards and resets of its successors.

▶ Definition 4. Let X be a finite set of clocks and let Prop be a finite set of propositions. A
timed tree alphabet (over X and Prop) is a finite, nonempty set Σ together with functions
ar , λ, ι, trns of domain Σ where, for each a ∈ Σ,
1. ar(a) ∈ N indicates the arity of the symbol (as for standard tree alphabets),
2. λ(a) ⊆ Prop indicates the propositional labeling of a node labeled by the symbol,
3. ι(a) ∈ CC (X ) indicates the invariant of a node labeled by the symbol, and
4. trns(a) ∈ (CC (X ) × 2X )i where i = ar(a) indicates the guards and resets on the edges to

the i many successors of a node labeled by the symbol.
We write trnsi(a) to denote the ith element of the tuple trns(a).

Of course, a timed tree alphabet is a tree alphabet by ignoring the extra functions. A
tree labeled by such a timed alphabet gives rise to a tTS as follows.

▶ Definition 5. Let Σ be a timed tree alphabet over X and Prop and let (T, l) be a Σ-tree.
The tTS defined by (T, l) is TT = (S,−→, s0, λ) where

S = {(v, η) | η |= ι(l(v))}, where v ∈ T and η : X → R≥0,
the initial state is (ϵ, η0) with η0(x) = 0 f.a. x ∈ X ,
delay transitions keep the tree node but let time flow: for any (v, η) ∈ S and d ∈ R≥0 we
have a transition (v, η) d−→(v, η + d) if η + d′ |= ι(l(v)) for all 0 ≤ d′ ≤ d.
discrete transitions are derived from trns(l(v)): for all (v, η) ∈ S, i < ar(lv), we have
(v, η) −→(vi, η|R) if trnsi(l(v)) = (χ,R) and η |= χ and η|R |= ι(l(vi)),
the propositional labeling λ feeds through the labeling of a tree node, i.e., λ(v, η) = λ(l(v)),
all states are labeled by the clock constraints that hold there, i.e., (v, η) |= χ iff η |= χ.

Note that TT is generally not a tree due to additivity of time: there are uncountably many
paths from (v, η) to (v, η+ d) for any d > 0 s.t. the location invariant is satisfied. Other than
this, the transition system is a tree though.

A λY term t over a timed alphabet is called a Higher-Order Recursive Timed Automaton
(HORTA). It generates a tTS Tt via the tree generated from the term. Its order is that of
the order of the underlying λY term. The index m(t) of a HORTA is the largest constant
that occurs in its guards or invariants, its arity ar(t) is the maximal arity of a symbol in its
tre alphabet. The size of a HORTA is ||t|| = |t| · |Σ| · (|Prop| + |X |2 ·m(A) · ar(t)) where |t|
defines the size of the underlying λY term.

The HORTA model-checking problem is then the following:

given: a HORTA t and a formula φ of the timed µ-calculus
decide: does Tt |= φ hold?

An example can be found in the appendix.
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4 Tail Recursion

Let X be a set of clocks, Y be a set of specification clocks and Prop be a set of atomic
propositions with psf ∈ Prop a designated proposition. This proposition takes the role
of a tree constructor from Σur for tail-recursive terms, i.e., it signals tree nodes s.t. its
subtrees are defined using terms without free Y variables. Hence, given a HORTA, this
designated proposition psf partitions its tree alphabet Σ into Σur = {a | psf ∈ λ(a)} and
Σre = {a | psf /∈ λ(a)}. A HORTA is tail recursive if it is tail recursive as a HORS using this
partition.

Now let V = Vbr
1 ∪ Vun

1 ∪ · · · ∪ Vbr
m ∪ Vun

m ∪ Vur be the set of fixpoint variables, partitioned
into 2m+ 1 different sets. Each such variable plays the same role as a state in a baAPT,
including being either branching, universal, or unrestricted, an being partitioned into different
sets. Hence, the the annotations mark the variables as branching, universal, or unrestricted
(superscript), and fix the respective set of the partition (subscript).

A Tµ formula has bounded-alternation if it can be derived from ψbr
m or ψun

m in the following
grammar:

ψsf = tt | ff | p | ¬p | χ | ¬χ | ψsf ∨ ψsf | ψsf ∧ ψsf | psf ∧ ψur

ψbr
m = ψsf | Xbr

m | ¬ψm−1 | ψbr
m ∨ ψbr

m | ψm−1 ∧ ψbr
m | ψm−1 ▷ ψbr

m | µXbr
m. ψ

br
m | νXbr

m. ψ
br
m

ψun
m = ψsf | Xun

m | ¬ψm−1 | ψm−1 ∨ ψun
m | ψun

m ∧ ψun
m | ψm−1 ⊟ ψun

m | µXun
m . ψun

m | νXun
m . ψun

m

...
...

ψbr
1 = ψsf | Xbr

1 | ψbr
1 ∨ ψbr

1 | ψsf ∧ ψbr
1 | ψsf ▷ ψbr

1m | µXbr
m. ψ

br
m | νXbr

m. ψ
br
mx

ψun
1 = ψsf | Xun

1 | ψsf ∨ ψun
1 | ψun

1 ∧ ψun
1 | ψsf ⊟ ψun

1 | µXun
1 . ψbr

1 | νXun
1 . ψbr

1

ψur = ψsf | ψur ∨ ψur | ψur ∧ ψur | ψsf ▷ ψsf | ψsf ⊟ ψsf

| µXur. ψur | νXur. ψur | (¬psf ∧ ψm)

where Xbr
i , X

un
i are in the respective sets of variables for all i, and so is Xur. A term ψi can

denote both ψun
i and ψbr

i .
We give some intuition for this definition of bounded-alternation Tµ-formulas. A key

point for tail-recursive behavior is limited boolean alternation, i.e. between ∨ and ∧. The
reason for that is that space-bounded algorithms need bounded boolean alternation, for
(fully) alternating space is exponential time. baAPT achieve this by (partially) limiting
the acceptance game to a game that is played by one player only, either ∃ or ∀, with the
other player only making token moves without associated freedom of decision. This is then
captured in the intuition for bounded-alternation Tµ formulas in a syntactic way.

However, a better intuition is that a formula is alternation-free if it either does not
contain ∧ and ⊟, or if it does not contain ∨ and ▷, and no negations. An example of this is
µX. p∨ (tt▷X), or µX. p∧ (tt⊟X). Note that the polarity of the fixpoint does not matter
here.

Limited alternation is then allowed by stratifying these formulas (via the indices in e.g.,
ψbr

m, . . . , ψ
br
1 ) and allowing one-time use of forbidden operators at the price of dropping to a

lower level in the hierarchy. Of course, formulas that contain no recursive definitions at all,
e.g., those in ψsf are also safe. Hence, we obtain e.g.,

µX.(tt ▷ x) ∨
(
¬p ∧ (q ∨ νZ. p ∧ (tt ⊟ Z))

)
.

Since bounded-alternation formulas are to be evaluated over tTS defined by tail-recursive
λY terms, there is an additional ingredient: In tail-recursive λY terms, subterms in operand
position cannot contain free Y variables, whence the tree generated by such a subterm is
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completely independent of the rest of the term (excluding arguments of its own, of course).
Moreover, we use special alphabet symbols (those in Σur) to signal that a term appears
e.g., in operand position, or that it contains no free Y variables. Since the tree defined
by such a term is independent of the rest of the tree, and since this can only repeat a
polynomial amount of times (due to passing to a strict subterm), a model-checking procedure
can solve the problem for the tree generated by the subterm first, and then return to the
model-checking problem for the overall tree. Since this is such an independent subproblem,
it is not harmful to “reset” the amount of boolean alternation possible in a Tµ formula/a
baAPT. This is what happens in formulas of the form ψur, which have nontrivial semantics
only in states where psf is true (and, hence a tree constructor from Σur was read, whence we
are in such an independent subproblem). Note that it is not important that this generates a
polynomial bound on the number of “alternation resets” in a run of a baAPT/the evaluation
of a bounded-alternation Tµ formula. In general, there is no such bound. However, the
model-checking problem will always only generate a polynomial stack of open subproblems
due to alternation resets, and that suffices to yield the complexity bound.

The example in the appendix contains a simple example of a pair of a tail-recursive
HORTA and a bounded-alternation Tµ formula.

5 Upper Bounds for Model-Checking

The goal of this section is to establish upper bounds for model checking of the trees generated
by HORTA (tail recursive or not) against Tµ formulas. For the rest of the section, fix a tree
alphabet Σ, a λY term t and a Tµ formula φ. Assume w.l.o.g. that φ is in negation normal
form, i.e., that negations appear only in front of propositions or clock constraints.

5.1 The Region Abstraction
The region abstraction is a classical result (see e.g., [4] or [6], Def. 9.42), that maps the
infinite transition system defined by a TA onto a finite transition system. While we work with
tTS defined by HORTA, the key point is the same: the region abstraction uses an equivalence
relation ≃m, for m ∈ N, on clock evaluations. Let X be a set of clocks, specification or
otherwise. Then ≃m is defined as follows: η ≃m η′ iff

for all x ∈ X : η(x) > m and η′(x) > m

or ⌊η(x)⌋ = ⌊η′(x)⌋ and frac(η(x)) = 0 ⇔ frac(η′(x)) = 0
and for all y ∈ X with η(y) ≤ m and η′(y) ≤ m :

frac(η(x)) ≤ frac(η(y)) ⇔ frac(η′(x)) ≤ frac(η′(y)).

frac(r) is the fractional part of a real number. Clock evaluations are equivalent if, for each
clock, (i) either both clocks have a value greater than m, or (ii) they compare in the same way
with respect to all integers ≤ m. Moreover, the passage of time makes equivalent evaluations
reach the next integral value first for the same clock. ≃m is an equivalence relation for any
m; an equivalence class in ≃m is called a region. The equivalence class of η under ≃m is [η]m
(or just [η] when m is clear). We define the notion of a successor region:

▶ Definition 6. Let ≃m denote the region equivalence w.r.t. m. For each region [η]m, the
unique successor region is

suc([η]m) = [η]m if η(x) > m for all x ∈ X ,
suc([η]m) = [η′]m iff there is d ∈ R≥0 such that η+d = η′, and η+d′ ∈ [η]m ∪ [η′]m for
all 0 < d′ < d, and [η]m ̸= [η′]m.
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The second term defines the successor region of [η] to be the first region that is entered if
time passes from any η′′ ∈ [η], and the first term makes the successor region well-defined in
regions where all clocks have values greater than m. We call this region the maximal region.

5.2 The Untiming Construction
Let X be a set of clocks, let Y be a set of specification clocks. Let Tt = (S,−→, s0, λ) be the
tTS generated by the HORTA t. Note that S ⊆ {(v, η) | v ∈ T, η |= ι(lv)}.

Let Prop,Ξ be the propositions, resp. clock constraints mentioned by φ, and let Y be the
specification clocks that φ mentions. Define an (untimed) µ-calculus formula φ̂ via

p̂ = p X̂ = X

χ̂ = χ ¬̂φ′ = ¬φ̂′

φ̂1 ∨ φ2 = φ̂1 ∨ φ̂2 φ̂1 ∧ φ2 = φ̂1 ∧ φ̂2

φ̂1 ▷ φ2 = µZ. (φ̂1 ∧ ♢DZ) ∨ (♢T (µZ ′. (φ̂1 ∧ ♢DZ
′) ∨ (φ̂1 ∨ φ̂2))) ẑ. φ′ = ♢zφ̂′

̂φ1 ⊟ φ2 = νZ. (φ̂1 ∧ □DZ) ∧ (□T (νZ ′. (φ̂1 ∧ □DZ
′) ∧ (φ̂1 ∨ φ̂2)))

µ̂X. φ′ = µX. φ̂′ ν̂X. φ′ = νX. φ̂′

where the Z,Z ′ for the ▷ and ⊟ are fresh for each subformula. The semantics of the untimed
modal operators are standard: J♢DψKα

T = {s | ex. s′ ∈ JψKα
T s.t. s D−−→ s′} and similarly for

□D and the other modalities. Note that this definition is for untimed transition systems.
Let m be that largest integer in any location invariant or guard in t or a clock constraint

in φ. Let [η] denote [η]m from now on. Define a new (untimed) transition system with
transitions {D,T} ∪ {z | z ∈ Y} and propositions in Prop ∪ Ξ via T u

T = (Su,−→u, s
′
0, λ

′) via
Su = {(v, [η]) | (v, η) ∈ S},
−→u = {(v, [η]) D−−→(v, suc(η)) | suc(η) |= ι(l(v))}∪{(v, [η]) T−−→(vi, [η′]) | (v, η) −→(vi, η′)}∪
{(v, [η]) z−→(v, [η]|z) | η|z |= ι(l(v))},
s′

0 = (ϵ, [η0]),
λ′((v, [η])) = λ(v, η) = λ(v) ∪ {χ ∈ Ξ | η |= χ}.

Finally, given a variable assignment α : V → 2S , define α̂ : V → 2S′ via α̂(X) = {(v, [η]) |
(v, η) ∈ α(X)}.

▶ Proposition 7 ([2]). For all subformulas ψ of φ, for all (v, η) ∈ S, and for all variable
assignments α we have (v, η) ∈ JψKα

T iff (v, [η]) ∈ Jψ̂Kα̂
T u

T
.

Technically the proof in [2] is only for tTS defined via TA, not via HORTA. However, finiteness
is not a crucial ingredient of the proof, and the region graph construction is very robust.

5.3 The Reduction
We have seen before that, on the region graph, the formula φ̂ captures the semantics of φ.
We define an APT Pφ alongside the logic of φ̂, but based on the syntax of φ itself. The
reason for that is in the details of the translation of ▷ and ⊟, where we have to make sure
that the regions are visited one by one, but must also avoid excessive pointless delays. The
states of Pφ will be the product of the set of subformulas of φ and the set of regions in
the region graph, plus some extra copies in some places. Transitions will follow the logic of
subformulas in the first component, and pass through the regions as need be at formulas
with real-time semantics, e.g., ▷,⊟.
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As a preparation, let Σ be the tree alphabet used in t. Define Σ′ = Σ ∪ {aaux | a ∈ Σ}
where all the new tree constructors are unary. Let m be the integer used for the region graph.
The longest sequence of delay transitions that can be taken before reaching the maximal
region is less than k′ = |X ∪ Y| · 3 ·m. Let k be the length of the longest path in the syntax
tree of φ that contains no formulas of the form ψ1 ▷ψ2 or ψ1 ⊟ψ2, including passing through
fixpoint variables. This number exists due to guardedness. Write k for 2 · k′ + k.

Obtain a λY term t̂ from t by replacing each occurrence of a tree constructor a by ak
aux a.

i.e., by prepending it by a sequence of k many copies of aaux. These tree constructors give
the yet-to-be-defined automaton enough space to (i) explicitly simulate delay transitions in
the region graph by transitions reading aaux in the tree, and (ii) allow easy handling of the
logic of subformulas by transitions without advancing in the tree proper.

Let Pφ = (Q,Σ′, δ, qI ,Λ) with the individual components defined as follows:
Q = sub(φ) × R≥0/≃m × {0, 1, 2} and qI = (φ, [η0], 0)
Λ is defined inductively via the alternation index of a subformula of φ. Let ai(ψ) be
defined inductively for formulas of the form µX. ψ′ and νx. ψ′ as follows:

For formulas of the form ψ = µx. ψ′ set ai(ψ) to the smallest even integer that is at
least as big as ai(ψ′′) for all subformulas ψ′′ of ψ, but at least 0.
For formulas of the form ψ = µx. ψ′ set ai(ψ) to the smallest odd integer that is at
least as big as ai(ψ′′) for all subformulas ψ′′ of ψ, but at least 1.

Fo other ψ′, set ai(ψ) to ai(ψ′) where ψ′ is the first subformula of the form µX. ψ′ or
νX. ψ′ on the path to the root in the syntax tree of φ. Then Λ((ψ, [η], i)) = ai(ψ).

Finally, δ is defined (for the non-modalities) as follows:

δ((p, [η], 0), aaux) = ⊤ if p ∈ λ(a); ⊥ ow.
δ((¬p, [η], 0), aaux) = ⊥ if p ∈ λ(a); ⊤ ow.
δ((χ, [η], 0), aaux) = ⊤ if η |= χ; ⊥ ow.

δ((¬χ, [η], 0), aaux) = ⊥ if η ̸|= χ; ⊤ ow.
δ((ψ1 ∨ ψ2, [η], 0), aaux) = (ψ1, [η], 0) ∨ (ψ2, [η], 0)
δ((ψ1 ∧ ψ2, [η], 0), aaux) = (ψ1, [η], 0) ∧ (ψ2, [η], 0)
δ((µX. ψ, [η], 0), aaux) = (ψ, [η], 0)
δ((νX. ψ, [η], 0), aaux) = (ψ[η], 0)

δ((X, [η], 0), aaux) = (fp(X), [η], 0)
δ((z. ψ, [η], 0), aaux) = (ψ, [η|{z}], 0) if η|{z} |= ι(a)

The intuition here is that the acceptance game simply follows the logic of the subformula in
question. The transitions for ▷ are

δ((ψ1 ▷ ψ2, [η], 0), aaux) = (ψ1, [η], 0) ∧ (ψ1 ▷ ψ2, [η], 1) if suc([η]m) ̸|= ι(a) or [η] is max.
δ((ψ1 ▷ ψ2, [η], 0), aaux) = (ψ1, [η], 0) ∧ ((ψ1 ▷ ψ2, [η], 1) ∨ (ψ1 ▷ ψ2, suc([η]), 0))

if suc([η]m) |= ι(a) and [η] is not max.
δ((ψ1 ▷ ψ2, [η], 1), aaux) = (ψ1 ▷ ψ2, [η], 1)

δ((ψ1 ▷ ψ2, [η], 1), a) =
∨

j∈{0,...,ar(a),trnsj(a)=(χ,R),η|=χ

(qi
⊤, (ψ1 ▷ ψ2, [η|R], 2), qar(a)−i−1

⊤ )

δ((ψ1 ▷ ψ2, [η], 2), aaux = ⊥ if η ̸|= ι(a)
δ((ψ1 ▷ ψ2, [η], 2), aaux) = (ψ2, [η], 0) if η |= ι(a) and suc([η]m) ̸|= ι(a) or [η] is max.
δ((ψ1 ▷ ψ2, [η], 2), aaux) = (ψ1, [η], 2) ∧ ((ψ2, [η], 0) ∨ (ψ1 ▷ ψ2, suc([η]), 2))

if η |= ι(a) and suc([η]m) |= ι(a) and [η] is not max.
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We omit the clauses for ψ1 ⊟ψ2 as they are dual to those for ψ1 ▷ψ2. The logic of a temporal
next follows three phases: a delay, a discrete transition, and then another delay. First, if the
last component of the state is 0, ∃ advances to successor regions of she so desires, and if this
is possible. Then, if the last component is 1, the sequence of aaux is consumed and an actual
transition happens at a, with an immediate check for satisfaction of the location invariant.
Then, ∃ can delay further if she so desires. After she is done with this, the APT tracks ψ2.

▶ Lemma 8. Let Tt̂ be the tree generated by t̂. Then Pφ accepts Tt̂ iff (ϵ, η0) ∈ JφKTt
.

It is immediate that t̂ is tail-recursive if t is. Moreover, one can show that Pφ is a baAPT if
φ has bounded alternation.

▶ Theorem 9. The model-checking problem for order-k HORTA against Tµ formulas is in
(k + 1)-EXPTIME. For tail-recursive order-k-HORTA and bounded-alternation formulas, the
problem is in k-EXPSPACE.

Proof. Note that Pφ is exponential in the input, since it contains the region graph in its
state space. Since the model-checking problem for order-k HORS is k-EXPTIME-complete
[20], we obtain the result. For the tail-recursive case, we obtain the claim via Prop. 3. ◀

6 Matching Lower Bounds

We now show that the model-checking problem for bounded-alternation Tµ formulas against
trees generated by order-1 HORTA is EXPSPACE-hard, via a reduction from the corridor
tiling problem (see below). The general case of k-EXPSPACE-hardness for model-checking
order-k HORTA is left for a future publication. The proof uses an idea from [12, 11].

6.1 Tiling Problems
A tiling system is a K = (K,H, V, kI , t□, tF ) where K is a finite set of tiles, H,V ⊆ K ×K

are the horizontal and vertical matching relations, and kI , k□, kF are the initial, blank and
final tiles. The corridor tiling problem consumes as input a tiling system K and some n ∈ N
encoded unarily. It asks whether there is a sequence ρ0, . . . , ρm−1, where each of the ρi is a
K-word of length 2n that satisfies the following:

ρ0 = kIk□ · · · k□,
for each 0 ≤ i ≤ m− 1, and 0 ≤ j < 2n − 1, we have (ρi(j), ρi(j + 1)) ∈ H,
for each 0 ≤ i ≤ m− 2 and 0 ≤ j ≤ 2n − 1, we have (ρi(j), ρi+1(j)) ∈ V , and
ρm−1(0) = kF ,

where ρi(j) denotes the jth tile in ρi. We call the ith word in this solution the ith row.

▶ Proposition 10 ([23, 15]). The corridor tiling problem is EXPSPACE-hard.

6.2 Encoding Rows
Let K = (K,H, V, kI , k□, kF ) be a tiling system, and assume that K is ordered, e.g., via
K = {k0, . . . , km−1} for m = |K|. W.l.o.g. let kI = k0, k□ = k1. A row candidate is a
K-word of length 2n. Such a row candidate is a row if it satisfies the horizontal matching.
Row candidates are also lexicographically ordered. Given a row candidate ρ, we obtain the
lexicographically next one ρ′ by setting ρ′(j) = ρ(j) if there is j < j′ < 2n s.t. ρ(j) ̸= km−1,
and if ρ(j) = ki and ρ(j′) = km−1 for all j < j′ < 2n, then ρ′(j) = ki+1 (mod m).
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We now encode rows and row candidates into trees generated by λY terms over a timed
tree alphabet (i.e., HORTA), and, for each k ∈ K, define a Tµ formula that checks whether a
given tile in a the row encoded by such a tree is k. These formulas are mutually recursive,
but the recursion is guarded by the designated proposition psf (cf. Sec. 4). The HORTA
has one clock x. A node v in the underlying tree encodes a row ρ if, for each 0 ≤ i < 2n,
(v, x 7→ i) ∈ JψkKTT

iff k = ρ(i). Here, TT is the tTS defined by the HORTA.
Let Prop = {pI , p□, psf} and let Σ = {a1

nxt, a
2
rw, b

1
I , b

1
□} with arities indicated by super-

scripts. Let trns0(bI) = trns0(b□) = (z = 1, {z}). Set λ−1(pI) = {bI} and λ−1(p□) = {b□}
and λ−1(psf) = {anxt}, where psf is the designated proposition from the definition of tail recur-
sion/bounded alternation. We write ▷iψ for z. tt▷(z = i∧ψ), and ⊟iψ for z. tt⊟(z = i∧ψ).
Consider the λY terms

init = bI (Y F. b□ F ) next t = anxt(Y F. arw F t).

The first one defines a tree with bI as the root and then an infinite sequence of b□ after that.
The other consumes a tree and returns a tree that contains anxt as the root, and then below
it an infinite leftward sequence of arw that each contain t as their right son. All rows and
row candidates we work with are obtained from init via repeated application of next.

Now consider the mutually recursive Tµ formulas

ψk0 = pI ∨
(
▷0 (psf ∧ ψkm−1 ∧ ▷0µX. ¬psf ∧ ψkm−1 ∧ (x = 2n − 1 ∨ ▷1X))

)
∨

(
▷0 (psf ∧ ψk0 ∧ ▷0µX. ¬psf ∧ (x ≤ 2n − 1 ∧ ¬ψkm−1 ∨ ▷1X))

)
ψk1 = p□ ∨

(
▷0 (psf ∧ ψk0 ∧ ▷0µX. ¬psf ∧ ψkm−1 ∧ (x = 2n − 1 ∨ ▷1X))

)
∨

(
▷1 (psf ∧ ψk0 ∧ ▷0µX. ¬psf ∧ (x ≤ 2n − 1 ∧ ¬ψkm−1 ∨ ▷1X))

)
ψki+2 =

(
▷0 (psf ∧ ψki+1 ∧ ▷0µX. ¬psf ∧ ψkm−1 ∧ (x = 2n − 1 ∨ ▷1X))

)
∨

(
▷0 (psf ∧ ψki+2 ∧ ▷0µX. ¬psf ∧ (x ≤ 2n − 1 ∧ ¬ψkm−1 ∨ ▷1X))

)
.

The idea is that encoding a tile is signaled by a proposition (only for kI , k□), or it holds due
to the recursive characterization of the lexicographic successor, applied recursively until the
propositional base case is reached. This is done by traversing along arw (used to let time
elapse in increments of 1) or anxt (from next t to t). Given a row candidate ρ, let nexti(ρ)
be the lexicographically ith successor of ρ modulo 2n.

▶ Lemma 11. The tree generated by init encodes the initial row. Given a tree that encodes
a row candidate ρ, the tree generated by nexti t encodes nexti(ρ).

6.3 The Reduction
Extend Σ by {a1

v, a
1
h} and Prop by {ph, pv} with λ−1(pv) = {av}, λ−1(ph) = {ah}. Now

consider the λY terms

horiz t = ah(Y F. arw F t)
vert t t′ = (Y F. av (av (F t t′)) (arw t (arw(t′ t′)))

and the Tµ formulas

ψhoriz = ▷0

(
ph ∧

( ∧
(k,k′)/∈H

νX. (ψk → ¬ψk′) ∧ ((x = 2n − 1 ∨ ▷1(¬psf ∧X)))
))

ψvert =
∧

(k,k′)/∈V

νX. (▷0ψk → ¬ ▷0 (¬psf ∧ ▷0¬psf ∧ ψk′)

∧ ((x = 2n − 1 ∨ ▷0(pv ∧ ▷1¬psf ∧X))))
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▶ Lemma 12. ψhoriz holds on the tree generated by horiz t iff t encodes a row, i.e., if the
row candidate it encodes satisfies horizontal matching. ψvert holds on the tree generated by
vert t t′ iff the rows encoded by t and t′ match vertically.

Finally, extend Prop by {p∨, p∧, pf } and Σ by {a2
∨, a

2
∧, a

1
f } with λ−1(p∨) = {a∨} and

λ−1(p∧) = {a∧} and λ−1(pf ) = {af }. Consider the λY terms

check t t′ = a∧ (horiz t′) (vert t t′)
exists t t′ = Y F. a∨ (a∧(check t t′) (G t′)) (F t (next t′))

tiling =
(
Y G. λt. a∨ (af t) (exists t init)

)
init

and the Tµ formulas

ψfinal = ψk1

ψchk = ⊟0((ph ∧ ψhoriz) ∨ (pv ∧ ψvert))
ψsrch = µXsrch. ▷0

(
pf ∧ ψfinal)(

p∨ ∧ µY. ▷0 (p∧ ∧ (⊟0(p∧ ∧ ψcheck ∨ (p∨ ∧X))) ∨ (p∨ ∧ Y ))
)

▶ Lemma 13. ψfinal holds on the tree generated by final t iff t encodes a final row. ψcheck

holds on the tree generated by check t t′ if (i) t encodes a row and (ii) t and t′ match
vertically.

Finally, ψsrch holds on the tree generated by tiling iff K has a solution.

It is not hard to show that tiling is tail recursive, but not obvious that ψsrch has bounded
alternation.

▶ Lemma 14. The λY term tiling is tail recursive. The Tµ fomula ψsrch is bounded-
alternation and of polynomial size in K.

This yields the following theorem.

▶ Theorem 15. The model-checking problem of tail-recursive HORTA against bounded-
alternation Tµ formulas is EXPSPACE-hard.

Proof. By Prop. 10, the corridor tiling problem is EXPSPACE-hard. By Lem. 13, an instance
of the corridor tiling problem has a solution iff ψsrch holds on the tree generated by tiling.
Since by Lem. 14, the former is bounded-alternation and the latter is tail-recursive, and both
are of polynomial size in K, this constitutes a polynomial-time reduction. ◀

7 Conclusion

We have refined the notion of Real-Time Recursion Schemes [3] into that of HORTA, and
established matching upper bounds for the model-checking problem. We have also shown
that the model-checking problem for HORTA becomes easier by half an exponential in the
tail-recursive setting. The lower bound has been established for the order-1 case, but we
conjecture that it can be extended to all orders. The corridor tiling problem needs to be
replaced by an exponential version [15], and the encoding of a row needs to be lifted from a
tree to a function that consumes a tree, and returns a tree etc., see e.g., [3, 9].
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A Additional Material

A.1 An example of a HORTA
Consider the example of a delivery truck that waits at a station to leave for its deliveries. It
can either leave, or stay at the station, for example because the driver’s mandatory break is
not over. Every time the option is presented and the truck stays, however, it is loaded with
an additional parcel that will need to be delivered during the next tour of the truck. Waiting
at the station takes between 1 and 2 time units, and the driver has to wait for at least 5
minutes. Delivering each parcel will take between 2 or 3 minutes. We ask: is it possible
to complete the mandatory waiting time of 5 minutes, but end up with a tour that can be
completed in 10 minutes or less?

We model this as follows: Let {stat2, par1, end0} be a tree alphabet with arities as
indicated. Add a unique proposition pend with λ(pend) = {end}.

Consider the λY term t =
(
Y F. λx. stat x (F (par x))

)
end. Note that this term is tail

recursive. It defines an infinite tree of the following form, which encodes the different ways
waiting and delivering can play out:

stat

end stat

par

end

stat

par

par

end

stat

par

...

...
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We now convert the λY term t into a HORTA by setting ι(stat) = x ≤ 2, ι(par) = x ≤ 3
and trns0(stat) = (z ≥ 5, {z}), trns1(stat) = (x ≥ 1, {x}), trns0(par) = (x ≥ 2, {x}).

The intuition here is that clock x is used to measure waiting times at the station and
delivery times of the individual parcels, while clock z is used to measure the break, and the
overall delivery time.

We can visualize the tree like this:

stat
x ≤ 2

end
pend

stat
x ≤ 2

par
x ≤ 3

end
pend

stat
x ≤ 2

par
x ≤ 3

parx ≤ 3

end
pend

stat
x ≤ 2

par
x ≤ 3

...

...

z ≥ 5, {z} x ≥ 1, {x}

z ≥ 5, {z} x ≥ 1, {x}

x ≥ 2, {x}
z ≥ 5, {z} x ≥ 1, {x}

x ≥ 2, {x}

x ≥ 2, {x}

z ≥ 5, {z} x ≥ 1, {x}

x ≥ 2, {x}

Here, location invariants are drawn next to the nodes, and pairs of transition guards and
resets drawn next to the edges. The proposition pend appears next to the final nodes.

A Tµ formula that verifies the property above is µX. (p∧z ≤ 10)∨(tt▷X). Note that the
dependence between the waiting times and the overall delivery time cannot be incorporated
into a finite-state TA due to the strictly nonregular behavior of loading additional parcels.
Also note that this formula has bounded boolean alternation. Since the term that gives riseto
the HORTA above is also tail recursive, a problem like this can be verified more efficiently,
since the

In a real-time recursion scheme (cf. [3]), such a situation could also be modeled, but less
naturally. Such a real-time recursion scheme generated trees where the tree constructors are
simply annotated by plain intervals, which roughly signals how much time it takes to process
such a constructor. No connection to individual clocks is made by the tree. Instead, the
tree generated by such a real-time scheme is to be verified against a pair of a TA and an
APT, with some synchronization between the two. This means that a significant part of the
behavior of the system that is being modeled must be added to this automaton, and great
care must be taken to synchronize the APT and he TA. Conversely, in a HORTA, the system
being modeled manifests itself almost exclusively in the (recursive) TA, as can be seen above.
The formulas that specify the desired property can then be comparatively simple. In the
case above, a simple reachability property suffices.



GradSTL: Comprehensive Signal Temporal Logic
for Neurosymbolic Reasoning and Learning
Mark Chevallier #

School of Engineering, University of Edinburgh, UK

Filip Smola #

School of Informatics, University of Edinburgh, UK

Richard Schmoetten #

School of Informatics, University of Edinburgh, UK

Jacques D. Fleuriot #

School of Informatics, University of Edinburgh, UK

Abstract
We present GradSTL, the first fully comprehensive implementation of signal temporal logic (STL)
suitable for integration with neurosymbolic learning. In particular, GradSTL can successfully
evaluate any STL constraint over any signal, regardless of how it is sampled. Our formally verified
approach specifies smooth STL semantics over tensors, with formal proofs of soundness and of
correctness of its derivative function. Our implementation is generated automatically from this
formalisation, without manual coding, guaranteeing correctness by construction. We show via a case
study that using our implementation, a neurosymbolic process learns to satisfy a pre-specified STL
constraint. Our approach offers a highly rigorous foundation for integrating signal temporal logic
and learning by gradient descent.

2012 ACM Subject Classification Theory of computation → Modal and temporal logics; Computing
methodologies → Neural networks

Keywords and phrases Signal temporal logic, spatio-temporal reasoning, neurosymbolic learning

Digital Object Identifier 10.4230/LIPIcs.TIME.2025.6

Acknowledgements We thank the referees for their feedback. This research was funded by the
Edinburgh Laboratory for Integrated Artificial Intelligence (ELIAI) EPSRC (EP/W002876/1), by
the Fonds National de la Recherche, Luxembourg (AFR 15671644), and by the Legal & General
Group (research grant to establish the independent Advanced Care Research Centre at University of
Edinburgh). Legal & General had no role in conducting the study, interpretation or the decision to
submit for publication. The views expressed are those of the authors and not necessarily those of
Legal & General. The Artificial Intelligence and its Applications Institute (AIAI) provided support
for attending TIME 2025.

1 Introduction

Signal temporal logic (STL) [18] is a formal language suitable for expressing a wide variety of
temporal constraints with relevance to control methods [21], robotics [1], and more recently,
machine learning [11, 14]. These constraints can be used to describe safety conditions, for
example in autonomous vehicles [3]. In neurosymbolic processes, STL can be used to define
interpretable objectives or constraints over learning. However, previous implementations of
differentiable STL support either only a part of the language or rely on assumptions about
the signal it is applied to (for example, assuming uniform time sampling). This fails to
achieve the full potential of STL, limiting its applicability.

We introduce GradSTL, the first comprehensive and formally verified implementation of
a differentiable semantics of STL expressed over tensors, applicable to any finite signal and
suitable for immediate use in neurosymbolic learning. By “comprehensive”, we mean a full
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implementation of all aspects of the STL language, syntax and full semantics, usable with
any signal. Using the Isabelle theorem prover [19], we formalise the STL language and its
standard semantics, its robustness and the derivative of its robustness, all in an algorithmic
form which recurses over arbitrary signals.

We formally prove both the soundness of the robustness function with respect to STL’s
standard semantics, and the correctness of the derivative function. GradSTL’s specification
is comprehensive, allowing for nested temporal constraints, the Until constraint and making
no additional assumptions about the signals it is defined over. We have found no previous
implementation of STL for learning via gradient descent that has achieved all of these
properties (see Section 2.2). To do this, we use a novel adaptive temporal window technique
to change temporal constraints as they recurse down a signal temporally (see Section 3.1).

From this specification, we automatically generate executable OCaml code, avoiding any
unverified manual implementation. This integrates directly with PyTorch-based learning
processes, allowing the STL robustness value to be used as a loss function in (for example) a
neural network. We demonstrate experimentally that we can then learn behaviours satisfying
arbitrary STL constraints.

Our contribution is both theoretical and practical: a sound and comprehensive STL
semantics for recursing over irregularly sampled signals; a formally verified, differentiable
robustness function; a verified-to-executable implementation pipeline; and empirical validation
in a modern machine learning framework. By eliminating ad hoc and unverifiable logic
handling, our work offers a rigorous and trustworthy foundation for constrained neural
learning and formal specification-guided AI.

This work is an extension of previous work integrating formalised linear temporal logic
over finite traces (LTLf ) into neurosymbolic learning [5]. It expands on this previous work
substantially, with a novel approach to working with temporal constraints in STL, as well
as expanding the applicability of STL to learning as discussed above. The most important
innovations over the previous work are a method of evaluating differentiable functions as
atomic constraints, and a temporal recursion method required for STL to work well over
irregularly sampled time periods (discussed further in Section 3.1). The current work also
demonstrates how the same pipeline of formal verification methods and code generation can
be successfully used with a substantially more complicated logic.

1.1 Organisation of the paper

In the next section, we briefly introduce STL and discuss the background to our work.
Then, in Section 3, we present our formal specification of a recursive algorithm to evaluate
STL and statements of its formally proven properties. We also detail how we were able to
overcome previous limitations using the adaptive temporal window technique. We also briefly
describe the automatic code generation for our algorithms and how to integrate them into a
learning process. In Section 4, we consider a case study showing the comprehensiveness of
our implementation, concentrating specifically on irregular sampling. Lastly, in Section 5, we
discuss the significance of our work.

2 Background

In this section, we introduce signal temporal logic before going on to examine previous work
integrating it with neurosymbolic processes.
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2.1 Signal temporal logic: a brief overview
STL is a formal language intended to make a statement ρ about some continuous function of
time C [18]. This function C can model anything that changes over time: performance in
an engine, the location of a vehicle, or health statistics of a patient, for example. The state
at time t, C(t), is typically a vector in Rm of state variables (v0, v1, . . . , vm−1) representing
measures of interest – from our examples, perhaps these measures are the heat in the fuel
chamber, the x-coordinate of a path, or the systolic blood pressure of a patient. This vector
is called the sample at time t of C.

In this paper, we examine two ways of assigning meaning to an STL constraint: the
standard boolean semantics and the robustness (see below). The standard semantics for
STL evaluates a statement ρ as being either satisfied (true) or unsatisfied (false). Such STL
statements are often called constraints as they describe conditions that might be breached
or respected by C. This evaluation takes place in the context of a temporal signal which
summarises C.

A signal SC,T = (C(t0), C(t1), . . . , C(tn−1)) is a vector of samples of C where T is a
vector of time indices in Rn, (t0, t1, . . . , tn−1), ordered so that for all i < j we have ti < tj .
These time indices ti hold the time when each sample was taken, and can be arbitrarily close
together or far apart. We typically drop the subscripts C, T where there is no ambiguity. As
S is a vector of vectors, we can represent it as a matrix (a two dimensional tensor). Figure 1
shows how a signal samples an underlying function of three state variables.

time

0 1 2 3 4 5 6 7 8 9 10 11 12

0.4 2.8 5.0 8.0 9.4

0.0 0.0 0.0 25.0
0.4 0.1 0.1 20.6
2.8 2.0 2.4 8.1
5.0 18.4 28.6 8.2
8.0 24.7 26.1 17.9
9.4 26.9 18.2 17.0





Timet x y z

S =

Figure 1 Example of a signal sampling three state variables x (in blue), y (in green), and z (in
yellow), at times 0.0, 0.4, 2.8, 5.0, 8.0 and 9.4. An illustration of sampling is on the left, and the
signal in matrix form is on the right.

The precise time indices used for the samples can make a particular constraint true or
false, even over the same underlying function C. Thus, effective sampling is critical to ensure
that the signal reflects C sufficiently well for the constraint to be useful.

In the remainder of this paper, we will use the notation t← S to express that t is a time
at which signal S is sampled, in other words, that t is a component of the time vector T

used by S. We define |S| as the total number of samples in the signal S.
We define Sn = C(tn) if tn ← S. We denote the standard semantic evaluation of a

constraint ρ at time tn ← S over signal S by ES(ρ, n) and assume that n < |S|, otherwise
ES is undefined.

As well as the standard semantics, STL also can be evaluated via a robustness semantics,
which is also considered over a signal. This returns a real value whose magnitude corresponds,
roughly speaking, to how much the signal would need to be changed for the constraint’s
truth value to change from true to false (or vice versa). If robustness is negative for some
constraint ρ, then ρ is false. If it is positive, then ρ is true. If robustness is exactly 0 for ρ,
we do not know if it is true or false – it is on the cusp and might be either. We denote the
robustness of a constraint ρ at time tn ← S by RS(ρ, n) and, as for ES , we assume n < |S|.

TIME 2025
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Syntactically, STL constraints are represented by logical formulae. The smallest constraint
possible is an atomic one which, when evaluated at sample n, compares f(Sn) to some constant
c, where f is some differentiable real-valued function. We denote these constraints by µf,c

whose semantics depends on the function f and constant c. For example, if we are monitoring
the location of a robot, and we can extract its x and y coordinates from Sn, we can calculate
its distance from the origin using f(x, y) =

√
x2 + y2 to evaluate if it has travelled past some

boundary distance. The semantics of an atomic constraint is then defined as follows:

ES(µf,c, n) ::= f(Sn) > c

Building on this, the STL formulae used to capture the more general constraints are:

ρ ::= µf,c | ¬ρ | ρ1 ∧ ρ2 | □[x,y]ρ | ♢[x,y]ρ | ρ1 U[x,y] ρ2

The first three are understood as per the syntax and semantics of propositional logic, with
µf,c being the atomic constraint (proposition), and ¬ρ and ρ1 ∧ ρ2 representing negation and
conjunction, respectively. Disjunction can be represented by ¬(¬ρ1 ∧ ¬ρ2).

The remaining formulae introduce various temporal constraints. Each of these has a
subscript [x, y], with 0 ≤ x ≤ y, which shows that when the constraint is evaluated at a
sample with time index t, it applies at times sampled between t + x and t + y. These can be
understood as follows:

Always

ES(□[x,y]ρ, n) ::= ∀ti ← S. tn + x ≤ ti ≤ tn + y =⇒ ES(ρ, i)

In other words, when evaluated at a sampled time tn, □[x,y]ρ is true if and only if ρ is
true at all sampled times between and including tn + x and tn + y.

Eventually

ES(♢[x,y]ρ, n) ::= ∃ti ← S. tn + x ≤ ti ≤ tn + y ∧ ES(ρ, i)

When evaluated at a sampled time tn, ♢[x,y]ρ is true if and only if ρ is true at some
sampled time between and including tn + x and tn + y.

Until

ES(ρ1 U[x,y] ρ2, n) ::= ∃ti ← S. tn + x ≤ ti ≤ tn + y ∧ ES(ρ2, i) ∧(
∀tj ← S. tn + x ≤ tj ≤ ti → ES(ρ1, j)

)
When evaluated at a sampled time tn, ρ1 U[x,y] ρ2 is true if and only if ρ2 is true at some
time between tn +x and tn +y, and ρ1 is true for all sampled times between and including
tn + x and whenever ρ2 is first true.

Our treatment of STL is not minimal – we could define the language without expressly
including the □[x,y]ρ and ♢[x,y]ρ as primitive constraints, instead using ¬(⊤ U[x,y] ¬ρ) and
⊤ U[x,y] ρ, respectively (where ⊤ is True which can be defined to be any tautology). We
provide these constraints and their semantics explicitly to allow more efficient code generation
(see Section 3.3).

Robustness is calculated using the RS(ρ, n) function, which returns a real value that, as
noted above, corresponds to how well the constraint is satisfied over the signal. Its definition
over our STL syntax is as follows:
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RS(µf,c, n) = f(Sn)− c

RS(¬ρ, n) = −RS(ρ, n)
RS(ρ1 ∧ ρ2, n) = min{RS(ρ1, n), RS(ρ2, n)}
RS(□[x,y]ρ, n) = min{RS(ρ, i) : i < |S| ∧ tn + x ≤ ti ≤ tn + y}
RS(♢[x,y]ρ, n) = max{RS(ρ, i) : i < |S| ∧ tn + x ≤ ti ≤ tn + y}
RS(ρ1U[x,y]ρ2, n) =

max
{

min
{

RS(ρ2, i), min{RS(ρ1, j) : j < |S| ∧ tn + x ≤ tj ≤ tn + ti}
}

: i < |S| ∧ tn + x ≤ ti ≤ tn + y
}

Examining these sub-definitions, one can prove by induction, through both the constraint
structure and the temporal dimension, that whenever RS(ρ, n) > 0, ES(ρ, n) is true, and
that whenever RS(ρ, n) < 0, ES(ρ, n) is false [18]. When RS(ρ, n) = 0, it also holds that
RS(¬ρ, n) = 0, so this tells us nothing about ES(ρ, n). We call this RS sound with respect
to ES . Soundness is one of many useful (in this case, essential) properties a robustness can
satisfy [8]. In Section 3.2, we give an algorithmic specification of a semantics similar to the
above, but which is differentiable and recurses efficiently.

The definition of RS can be derived from that of ES following some simple principles.
The RS rule for the atomic constraint is fundamental and clearly follows from the equivalent
rule for ES (likewise for negation). For the others, we take minimums of sets of RS values to
represent the universal quantifier over (resp. conjunctions between) their corresponding ES

truth values, and maximums to represent the existential quantifier (resp. disjunction). If we
conjoin two values, and one is false – implying that its RS value is non-positive – the result
will also be non-positive (similar reasoning for disjunctions).

It is important to note that these definitions given for ES and RS cannot easily be
translated to an efficient, recursive algorithm that computes its value over a signal. GradSTL
uses provably equivalent definitions of these functions that give us recursive algorithms that
compute over arbitrary signals efficiently. We discuss the details in Sections 3.1 and 3.2.

2.2 Previous work on neurosymbolic integration of STL
There are several previous approaches to integrating STL with neurosymbolic learning. Our
work is aimed at using an arbitrary STL constraint to learn signal outputs which satisfy
that constraint. Not all neurosymbolic work using STL has the same goal, and, to our
knowledge, no previous neurosymbolic approach provides a comprehensive implementation
of STL against arbitrary signals. We next review previous work in this area, assessing each
approach in terms of its goal and how comprehensively it implements STL.

Leung et al. worked on predicting a STL constraint (given a fixed structure) would best
satisfy a given signal [13]. The goal of this work was to learn the numeric parameters for the
fixed STL constraint using neural methods and a parametric STL approach [4]. Computation
graphs implemented through the PyTorch library were fundamental to this work, which
assumed that any signal was uniformly sampled.

The use of computation graphs is also a hallmark of later work by the same authors
on STLCG [14], and work on its successor STLCG++ [11]. Of the work discussed in this
section, these two methods are the closest to our own – aimed at providing a way to use
satisfaction of an STL constraint in learning some temporal output. Backpropagation using
these computation graphs is key to how they enable learning. However, STLCG and its
successor both assume uniform time sampling across the signal, which means they can only
be applied to a proper subset of signals. In contrast, as discussed in Section 3.1, our own
work can be applied to signals with any sampling.
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Yan et al. worked on STONE, a method aimed at learning weighted STL subconstraints
that efficiently classify time series [23]. Rather than using an STL constraint to help learn
a temporal output, this work uses a temporal input (a time series) to learn the weights
for a STL constraint’s subconstraints, to help interpret and classify subsequent time series.
Each subconstraint is represented as an individual neuron within a network, integrating the
constraint with the neural process. However, the STL implemented by STONE is only a
fragment of STL – it omits the important Until constraint, and requires its initial structure
to be configured ahead of time; only the weights are learned.

X. Li et al. have enhanced the work on STL constraint classification, but their approach
retains the limitation of only considering a fragment of STL, ignoring the Until constraint [15].
This inability to account for Until is shared by the work on differentiable logic layers by
D. Li et al. [16]. Again, aimed at learning an STL constraint using temporal inputs, this
uses a layer of the neural network to represent the STL constraint itself, adjusting the layer’s
weights to represent how the constraint might function. As these methods use the structure
of the neural network to learn the constraint, what they learn is limited by said structure
but also the size of the neural network. They cannot learn general constraints.

Liu et al. use earlier work on BarrierNets [22] to guarantee that the output of a given
process will satisfy an STL constraint [17]. These approaches have a similar goal to our
own work, but the use of BarrierNets provides a guarantee that a given STL constraint will
be satisfied by modifying the neural network’s output. Again, this uses a fragment of STL
ignoring the Until constraint, and also enforces restrictions on the domain it can work with:
those with safety methods involving reaching or avoiding circular regions.

As can be seen, no previous work in this area has managed to deal with a fully compre-
hensive treatment of STL. Either the language is limited (excluding the Until constraint or
lacking nested temporal constraints), or its applicability relies on significant assumptions
(working only with uniformly sampled signals). It is precisely these limitations GradSTL
overcomes.

Outside of work applicable to neurosymbolic learning, other STL monitors like Breach [7]
and S-TaLiRo [2] can work with irregularly sampled signals, but unlike GradSTL, they find
a non-differentiable robustness and are only used for falsification. They are also coded by
hand, leading to the potential for error.

3 Formal Semantics for GradSTL

We next discuss the details of our algorithmic specification of STL and its properties in two
sections: first we discuss our work specifying an algorithm for STL semantics in the Isabelle
theorem prover, presenting a simple algorithm to compute its boolean semantics and showing
how, from this, we can derive a function for its robustness that is differentiable. Secondly,
we briefly review code generation and how our formalisation feeds into it.

3.1 Recursive algorithm for the standard semantics of STL
Notation

Sn Sample n in signal S, expressed as a vector of state variables
|S| The total number of temporal samples in S

t← S Time t, where S contains a sample at time t

∆tn t n+1 − tn (time gap between sample n and n + 1)
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We now examine how to algorithmically evaluate the semantics of an STL constraint
over a signal. We specify the function E∗

S(ρ, n) for this purpose, where S is a signal, ρ is
the constraint being evaluated, and n a natural number indexing the signal’s samples. This
algorithm is structured such that E∗

S(ρ, n) = ES(ρ, n). The evaluation proceeds by recursion
through the constraint ρ. The propositional component of the constraint proceeds exactly as
in Section 2.1:

E∗
S(µf,c, n) ::= f(Sn) > c

E∗
S(¬ρ, n) ::= ¬

(
E∗

S(ρ, n)
)

E∗
S(ρ1 ∧ ρ2, n) ::= E∗

S(ρ1, n) ∧ E∗
S(ρ2, n)

The temporal constraints are more complicated. In addition to recursion through the
constraint itself, E∗

S may recurse down the signal’s temporal dimension to evaluate at a
later time. The key to correctly evaluating temporal constraints is the adaptive temporal
window, which changes as temporal recursion takes place. After each temporal position n,
if n < |S| − 1, we subtract ∆tn from the temporal window, where ∆tn = tn+1 − tn. This
technique allows for nesting of temporal constraints to any depth, and the full expressiveness
of STL over arbitrary signals. This overcomes the limitations of previous attempts that did
not use this method at applying STL to neurosymbolic learning.

We illustrate this using E∗
S(♢[x,y]ρ, n). Informally, this is true if and only if:

Case 1: x ≤ 0 ≤ y ∧ E∗
S(ρ, n) is true. The first part of this case (x ≤ 0 ≤ y) checks if the

temporal window contains 0. If so, it means that if the second condition (E∗
S(ρ, n)) is

true, we can confirm that the Eventually constraint has been satisfied (as defined in
Section 2.1: ∃ti ← S. tn + x ≤ ti ≤ tn + y ∧ ES(ρ, i)). If and only if this case is not true,
then we check Case 2.

Case 2: E∗
S(♢[x−∆tn,y−∆tn]ρ, n + 1) is true. In other words, we re-evaluate at the next

temporal position. The adaptive temporal window for the constraint changes, subtracting
how much time difference there is between positions n and n + 1 (∆tn). If this changes
the temporal window so that it contains 0, we know that the time index for the current
position is within the temporal window, so Case 1 above might become true.

We also perform certain boundary checks as we recurse, ensuring that n < |S|, i.e. that we
do not pass the final temporal position in the signal, leaving the function undefined if we
breach this boundary check. We also terminate temporal recursion if we would otherwise exit
the temporal window (as once y < 0, we know that there are no more samples that could
satisfy the constraint).

For example, consider an STL constraint of ♢[5,10]µv,20. This is true at time index t in
signal S if and only if ∃t′ ← S. t + 5 ≤ t′ ≤ t + 10 where v > 20 is true. The adaptive
temporal window begins as [5, 10], but changes as it recurses to capture when it is in the
correct position relative to the point of its first evaluation. This is illustrated in Figure 2.

The full definitions of E∗ for the temporal constraints, including the boundary checks,
are given below:

E∗
S(♢[x,y]ρ, n) ::=



x ≤ 0 ∧ E∗
S(ρ, n) if n = |S| − 1 ∨

y −∆tn < 0(
x ≤ 0 ∧ E∗

S(ρ, n)
)
∨ if n < |S| − 1

E∗
S(♢[x−∆tn,y−∆tn]ρ, n + 1)

TIME 2025
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0.0 1.6
2.3 1.9
3.9 12.0
7.7 15.3
9.1 14.2

11.4 28.2





2.3
1.6
3.8
1.4
2.3
. . .

t v ∆t

E∗
S(♢[5,10]µv,20, 0) −→

E∗
S(♢[2.7,7.7]µv,20, 1) −→

E∗
S(♢[1.1,6.1]µv,20, 2) −→

E∗
S(♢[−2.7,2.3]µv,20, 3) −→

E∗
S(♢[−4.1,0.9]µv,20, 4) −→

Figure 2 How E∗
S(♢[5,10]µv,20, 0) changes as it temporally recurses over S. At each recursion, the

value ∆t is subtracted from the adaptive temporal window. When the temporal window contains 0,
µv,20 is evaluated. Temporal recursion terminates early at position 4, as the next recursion would
breach a boundary condition. In this example, v > 20 only after the temporal recursion terminates,
so E∗

S(♢[5,10]µv,20, 0) is false.

E∗
S(□[x,y]ρ, n) ::=



x ≤ 0 ∧ E∗
S(ρ, n) if n = |S| − 1 ∨

y −∆tn < 0(
x > 0 ∨ E∗

S(ρ, n)
)
∧ if n < |S| − 1

E∗
S(□[x−∆tn,y−∆tn]ρ, n + 1)

E∗
S(ρ1U[x,y]ρ2, n) ::=



x ≤ 0 ∧ E∗
S(ρ1 ∧ ρ2, n) if n = |S| − 1 ∨

y −∆tn < 0((
x > 0 ∨ E∗

S(ρ1, n)
)
∧ if n < |S| − 1

E∗
S(ρ1U[x−∆tn,y−∆tn]ρ2, n + 1)

)
∨(

x ≤ 0 ∧ E∗
S(ρ1 ∧ ρ2, n)

)
Each time that E∗(ρ, n) recurses, it either reduces the size of the STL constraint or approaches
the signal termination by a single step. Isabelle proves that the lexicographic measure
⟨|S| − n, |ρ|⟩ strictly decreases with every recursion (where |ρ| is the number of sub-formulae
in ρ). Thus, E∗ runs in O(|S||ρ|) time. This is also true of R∗ and dR∗, described in
Section 3.2.

The E∗ function is formally specified in the Isabelle theorem prover. It is equivalent to
the standard semantics for STL given in Section 2.1. The E∗ function thus allows us to
algorithmically evaluate constraints with STL’s standard semantics over a signal by recursion.

3.2 Recursive algorithm for smooth robustness semantics of STL

In an analogous way to how we implement the evaluation of the standard semantics, we
now address formalising a robustness function. Recall that this is a function describing to
what degree a signal does or does not satisfy a constraint. This makes it useful as a loss
function in learning to satisfy the constraint, as it can be treated as an error. In order to
enable learning by gradient descent, this robustness function should also be differentiable.

Neither the minimum nor the maximum function used extensively in the usual robustness
function (as described in Section 2.1) are differentiable everywhere. Because of this, we
implement smooth, binary versions of these functions, maxγ and minγ , which use γ as a
smoothing parameter [6]. Their definitions are as follows:
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maxγ(a, b) =
{

max{a, b} if γ ≤ 0
γ ln(ea/γ + eb/γ) if γ > 0

minγ(a, b) =
{

min{a, b} if γ ≤ 0
−maxγ(−a,−b) if γ > 0

We prove in Isabelle that limγ→0(maxγ(a, b)) = max{a, b}, and likewise for minγ . Import-
antly, for γ > 0 both functions are differentiable everywhere with respect to either parameter
a or b.

We now specify the differentiable function R∗
γ,S(ρ, n), used to compute the robustness of

ρ recursively over a signal S from temporal position n, with a smoothness parameter γ as
used above. This function is equivalently referred to as a smooth semantics for STL.

We derive the R∗ function from E∗ following similar guidelines as those used in deriving
the standard robustness function R from the standard semantics E (discussed in Section 2.1).
We replace disjunctions in E∗ with maxγ in R∗, and conjunctions with minγ . Where E∗

checks if x ≤ 0 we simply use −x (and x if checking x > 0). We give an example of this
translation below using the Always constraint:

R∗
γ,S(□[x,y]ρ, n) =



minγ

(
−x, R∗

γ,S(ρ, n)
)

if n = |S| − 1 ∨
y −∆tn < 0

minγ

(
maxγ

(
x, R∗

γ,S(ρ, n)
)
, if n < |S| − 1

R∗
γ,S(□[x−∆tn,y−∆tn]ρ, n + 1)

)
We now have a function that gives us an algorithm to compute robustness. As already
mentioned, robustness can tell us how well a constraint is satisfied, or how badly it is
unsatisfied. This second use can be adapted as a loss function. But we need to go further to
meet the needs of learning that uses gradient descent, by having an algorithm to compute
the derivative of robustness with respect to any state variable of the signal.

We proceed to build this derivative function dR∗
γ,S(ρ, n, vi,k), which calculates the de-

rivative with respect to vi,k, the ith state variable at temporal position k. We derive dR∗

using the chain derivative rule and the derivatives for maxγ , minγ and the atomic constraint.
The derivatives for maxγ (and minγ) take four parameters: the values being compared and
their derivatives. For example, the function maxγ(a, b) has a derivative calculated using
the function dmaxγ(a, da, b, db, vi,k), where da and db are the derivatives (with respect to
vi,k) for the functions used to calculate a and b. We formally prove with Isabelle that this
derivative is correct under the assumption that da and db are correct.

We present an illustration of how dR∗ is defined using the Always constraint as an
example (compare with the R∗ definition above):

dR∗
γ,S(□[x,y]ρ, n, vi,k) =



dminγ

(
−x, 0, if n = |S| − 1 ∨

R∗(ρ, n), dR∗(ρ, n, vi,k)
)

y −∆tn < 0

dminγ

(
maxγ

(
x, R∗

γ,S(ρ, n)
)
, if n < |S| − 1

dmaxγ

(
x, 0, R∗

γ,S(ρ, n), dR∗
γ,S(ρ, n, vi,k), vi,k

)
,

R∗
γ,S(□[x−∆tn,y−∆tn]ρ, n + 1),

dR∗
γ,S(□[x−∆tn,y−∆tn]ρ, n + 1, vi,k), vi,k

)
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We can then use dR∗ with any gradient descent method to learn how that variable can be
changed to maximise robustness.

As with the E∗ function, both the R∗ function and its derivative dR∗ are formally
specified in the Isabelle theorem prover. We use Isabelle to formally prove two important
theorems about these functions, namely the soundness and the correctness of the derivative:

▶ Theorem 1 (Soundness).

lim
γ→0

R∗
γ,S(ρ, n) > 0 =⇒ E∗

S(ρ, n)

lim
γ→0

R∗
γ,S(ρ, n) < 0 =⇒ ¬E∗

S(ρ, n)

▶ Theorem 2 (Derivative correctness). Assuming γ > 0,

d
(
R∗

γ,S(ρ, n)
)

dvi,n
= dR∗

γ,S(ρ, n, vi,n)

The proofs of both these theorems proceed by induction on the size of the constraint and
the size of the signal being examined. In the base case we establish the conclusion for the
simplest constraint at a single time index. In the inductive step we extend the conclusion
from smaller constraints and shorter segments of the signal to increasingly larger constraints
and segments. Both of these directions of induction are vital to cover both the propositional
and temporal aspects of the logic. Initially, we establish the soundness without smoothing
(i.e. γ = 0) and expand this result to γ > 0 by using continuity of R∗.

The full formal proofs of these facts, which are part of an Isabelle formalisation that is
too extensive to cover in this article, provide us with strong, a priori guarantees about our
overall approach.

3.3 Code generation
We use the code generation capabilities of Isabelle to export our specifications as working
OCaml code [9]. This means that the structure of our formal definitions is translated via a
thin layer of trusted equivalences into OCaml code, without additional human intervention.
This translation layer is small and comes with partial correctness proofs [10], and so we have
strong confidence that the proofs we have established for our Isabelle specifications remain
valid for the code that is generated.

As we discussed in Section 2.1, our definition of STL is not minimal. We include the
Eventually and Always constraints as primitives instead of defining them via the Until
constraint. This means our generated code is more efficient, as our approach prevents a
complicated chain of constraints slowing down calculations during code execution.

The code is then called from an instance of the torch.autograd.Function PyTorch
class, with R∗ as its forward method, and dR∗ as its backwards method [5, 20]. This can then
be handled like any other function used by PyTorch for optimisation via gradient descent,
and incorporated into neurosymbolic learning.

4 Case Study

We replicated many of the experiments from the STLCG paper [14], then extended these
with one that uses an irregularly sampled signal (which is out of scope for STLCG). In the
latter, described below, we demonstrate how an agent can learn to respect pre-specified
(spatio-)temporal rules in a complicated and irregularly sampled environment.



M. Chevallier, F. Smola, R. Schmoetten, and J. D. Fleuriot 6:11

Consider this setting: a medical robot, assisting a disabled patient in a single room, which
must perform certain tasks in a 50 second time limit while also avoiding risks to the patient
and to the structure of the room. All tasks begin with the robot in a docking position. The
specific task we use in our demonstration requires that the robot go from the docking position
to a medical cabinet, retrieve some medicine, and then administer it to the patient in bed,
before returning to its dock. To complete the retrieval and administration tasks the robot
must remain in the correct area for 5 seconds (we do not specify the exact requirements of
these fine motor control tasks as we are only concerned with navigation in our problem). At
all times, the robot must be careful to avoid furniture (the chair, a desk, and the bed), and
not to exceed the speed limit vm.

We represent the task by the following STL constraint, annotated with an informal
interpretation for each of the clauses that need to be simultaneously satisfied:

□[0.0,50.0]µ−v,−vm ∧ The whole time follow the speed limit, v < vm and
□[0.0,50.0]¬Desk ∧ avoid the desk area for the whole time period, and
□[0.0,50.0]¬Chair ∧ likewise avoid the chair area, and
□[0.0,50.0]¬Bed ∧ likewise avoid the bed area, and

♢[0.0,50.0]

(
□[0.0,5.0]Access ∧ access the cabinet for 5s to gather medicine, and

♢[0.0,50.0]
(
□[0.0,5.0]Bedside ∧ then go to bedside for 5s to administer medicine, and

♢[0.0,50.0](□[0.0,50.0]Dock)
))

then return to the dock for any remaining time.

For our speed limit, recall that at any sample n with velocity vn, E∗(µ−v,−vm
, n) ⇐⇒

−vn > −vm ⇐⇒ vn < vm. Each constraint in boldface above is an abbreviation for a
conjunction of atomic constraints on the x, y co-ordinates, which are satisfied if the robot is
within a specific region (either rectangular or circular).

Planning the trajectory to finish each task involves plotting a path through the room.
We can sample from this path to produce a signal, but this sampling need not be uniform.
Physical constraints (disruption to transmission, for example) may introduce randomness to
the sampling times. Additionally we may wish to sample more often when there is a higher
risk of breaching a constraint, and less often when we are in safer areas.

The trajectory to learn is initialised as a set of straight lines going from each task location
to the next, ignoring possible risks and time-requirements for tasks, and assuming uniform
travel speed. The initial signal is found from this path by sampling fifty times, each time
taking two state variables directly from the path, the (x, y) co-ordinates. A third state
variable is computed from these and the time indices of the samples, representing the speed
v. We introduce non-uniform sampling by sampling more frequently where there is higher
risk of constraint breach – in particular in the second section of the path between the cabinet
and the bed. We know the fixed room layout, so we can determine where this risk is highest
by seeing where the initial path crosses through obstacles most frequently.

The STL constraint we are learning from is not simple: it involves extracting different
kinds of data in a path, and nesting temporal constraints. In addition, the signal is sampled
irregularly and more frequently where we suspect the path has higher risk, as discussed
above. Nonetheless, as GradSTL is formally verified, we have confidence that the signal will
be correctly evaluated by it, and this result is what we see in Figure 3.

TIME 2025
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GradSTL computes the robustness of the signal and its derivative for each state variable
in the signal, using the STL constraint above. This is then optimised using the Adam
optimiser to adjust the signal [12]. This process is repeated 500 times. The difference
between the initial and the result signals, illustrated in Figure 3, clearly demonstrates that
the optimisation process has learned to satisfy the constraint.

Figure 3 Result showing the agent accessing specific points and navigating the obstacles in the
environment. The light blue line is the unaltered original path, with dots indicating when samples
were taken for the initial signal. The black line and dots are the trained final path and signal.

5 Conclusion

To our knowledge, GradSTL is the first implementation of STL suitable for neurosymbolic
learning over any signal. Our formally verified approach using theorem proving gives great
confidence that it is both comprehensive and sound with respect to the standard semantics
of STL. Experimental work in our case study demonstrates that it enables successful learning
even with complicated constraints and irregular sampling of the signal.

GradSTL overcomes the limitations of previous work, namely implementations of STL
which restrict the class of supported constraints or signals. This is possible because our
adaptive temporal window technique adjusts STL constraints during temporal recursion.
This allows us to identify the correct times that need to be evaluated by any temporal
constraint, regardless of when it is first evaluated and whether it is nested.

GradSTL uses a formally specified, recursive algorithm for smooth STL semantics to
automatically generate faithful code. Neurosymbolic AI is a growing research area, and finding
ways to directly integrate logic and domain knowledge into learning will be of increasing
importance. GradSTL is a step in that direction.
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Abstract
ltlf reactive synthesis under environment specifications, which concerns the automated generation
of strategies enforcing logical specifications, has emerged as a powerful technique for developing
autonomous AI systems. It shares many similarities with Fully Observable Nondeterministic
(fond) planning. In particular, nondeterministic domains can be expressed as ltlf environment
specifications. However, this is not needed since nondeterministic domains can be transformed
into deterministic finite-state automata (dfa) to be used directly in the synthesis process. In this
paper, we present a practical symbolic technique for translating domains expressed in Planning
Domain Definition Language (pddl) into dfas. The technique allows for the integration of the
planning domain, reduced to dfa in a symbolic form, into current symbolic ltlf synthesis tools.
We implemented our technique in a new tool, pddl2dfa, and applied it to solve fond planning
by using state-of-the-art reactive synthesis techniques in a tool called syft4fond. Our empirical
results confirm the effectiveness of our approach.
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1 Introduction

In recent years there has been a growing interest in applying Formal Methods techniques to
Artificial Intelligence in order to develop autonomous AI systems that can operate effectively
in dynamic and complex environments.

These techniques include reactive synthesis, which concerns the automated generation of
winning strategies that enforce requirements given in the form of logical specifications [16, 34].
Specifically, we consider reactive synthesis for specifications in Linear Temporal Logic on
Finite Traces (ltlf ) [26, 27], which maintains the syntax of ltl [35], the formalism typically
used to express complex dynamic properties in Formal Methods [8], but it is interpreted on
finite traces.

A key aspect shared by all synthesis work in AI is the need for a model of the environment
in which the agent acts. In fully observable nondeterministic (fond) planning [18, 17], such
a model is given as a state-based domain that specifies, in each state, how the environment
enacts the (possibly nondeterministic) effects of agent actions. In its most common form,
fond planning involves computing a strong plan that guarantees reaching one of the goal
states independently of the nondeterminism in the domain, thus sharing many similarities
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with ltlf reactive synthesis [27, 15]. Specifically, a fond domain represented with functions
and sets can be expressed as an ltlf environment specification and transformed into a
deterministic finite-state automaton (dfa) that accepts the traces consistent with the domain
specification [25, 1, 6, 23]. It follows that fond planning can be reduced to synthesizing a
winning strategy over a dfa game [25, 23], as ltlf reactive synthesis [27].

In practice, fond domains are often specified in a compact language like the Planning
Domain Definition Language (pddl) [31], which has been extensively used in planning
competitions1. However, while how to transform a fond domain into dfa is well-known
in theory, how to effectively transform pddl into dfa in practice is still open to further
investigation.

In this paper, we present an effective technique for transforming pddl into a symbolic dfa
with transitions and final states represented as Boolean functions encoded by using Binary
Decision Diagrams (bdds) [13]. This technique allows for the integration of fond domains into
symbolic ltlf synthesis tools, which are known for their scalability and efficiency [39, 10, 9, 37].
The construction process involves representing the nondeterminism in the domain through
suitable agent actions and environment reactions. Once this representation is established,
the symbolic dfa of the domain can be efficiently constructed by manipulating bdds. Our
technique has the notable property that, while worst-case exponential in the size of the input
domain, it is often polynomial due to its concise representation of the nondeterminism in the
domain through a compact set of environment reactions.

We implemented our method in a new tool, pddl2dfa, and applied it to devise a
reduction of fond planning into reactive synthesis (optimal wrt complexity of fond planning,
i.e., exptime-complete [17]) in a tool called syft4fond. We applied this construction to
various case studies, including the classic blocks world, blocks world extended, an elevator
system, and two navigation environments. Our empirical results show the performance of
our approach in these different cases. Specifically, our technique successfully constructs the
dfa for a considerable number of instances and solves the synthesis problem for a reasonable
number of them, showing the practical feasibility of reducing planning to synthesis.

Our approach takes a step towards integrating planning and synthesis more closely and
serves as a promising starting point for future research.

2 Preliminaries

Notations. A trace over an alphabet of symbols Σ is a finite or infinite sequence of elements
from Σ. The empty trace is denoted λ. Traces are indexed starting at zero, and we write
π = π0π1 · · · . For a finite trace π, let lst(π) denote the index of the last element of π, i.e.,
lst(π) = |π| − 1.

2.1 Linear Temporal Logic on finite traces (ltlf)
ltlf is a variant of ltl interpreted over finite traces [26] instead of infinite traces [35]. ltlf

has the same syntax as ltl. Given a set AP of atomic propositions (aka atoms), the ltlf

formulas over AP are generated by the following grammar:

φ ::= a | φ1 ∧ φ2 | ¬φ | ◦φ | φ1 U φ2

Where a ∈ AP . Here ◦ (Next) and U (Until) are temporal operators. We use standard
Boolean abbreviations such as ∨ (or), ⊃ (implies), true and false. Moreover, we define
the following abbreviations: •φ ≡ ¬◦¬φ (Weak Next), ♢φ ≡ true U φ (Eventually), and

1 See https://www.icaps-conference.org/competitions/.

https://www.icaps-conference.org/competitions/
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□φ ≡ ¬♢¬φ (Always). The size of φ, written |φ|, is the number of its subformulas. Formulas
are interpreted over finite traces π over the alphabet Σ = 2AP , i.e., the alphabet consisting
of the propositional interpretations of the atoms. Thus, for 0 ≤ i ≤ lst(π), πi ∈ 2AP is the
i-th interpretation of π. That an ltlf formula φ holds at instant i ≤ lst(π), written π, i |= φ,
is defined inductively:

π, i |= a iff a ∈ πi (for a ∈ AP );
π, i |= ¬φ iff π, i ̸|= φ;
π, i |= φ1 ∧ φ2 iff π, i |= φ1 and π, i |= φ2;
π, i |= ◦φ iff i < lst(π) and π, i + 1 |= φ;
π, i |= φ1 U φ2 iff ∃j such that i ≤ j ≤ lst(π) and π, j |= φ2, and ∀k, i ≤ k < j we have
that π, k |= φ1.

We say that π satisfies φ, written π |= φ, if π, 0 |= φ.

2.2 Deterministic Finite Automata

A deterministic finite automaton (dfa) is a tuple A = (Σ, Q, q0, δ, F ), where: Σ is a finite
input alphabet; Q is a finite set of states; q0 ∈ Q is the initial state; δ : Q × Σ → Q is
the transition function; and F ⊆ Q is the set of final states. The size of A is |Q|. Given
a finite trace α = α0α1 . . . αn over Σ, we extend δ to be a function δ : Q × Σ∗ → Q as
follows: δ(q, λ) = q, and, if qn = δ(q, α0 . . . αn−1), then δ(q, α0 . . . αn) = δ(qn, αn). A trace
α is accepted by A if δ(q0, α) ∈ F . The language of A, written L(A), is the set of traces that
the automaton accepts.

▶ Theorem 1 ([26]). Given an ltlf formula φ, we can build a dfa of at most doubly-
exponential size in |φ| whose language is the set of traces satisfying φ.

2.3 ltlf Reactive Synthesis

ltlf reactive synthesis [27] concerns finding a strategy to satisfy an ltlf goal specification.
Goals are expressed as ltlf formulas over AP = X ∪ Y, where X and Y are disjoint sets of
variables. Intuitively, X (resp. Y) is under the environment’s (resp. agent’s) control. Traces
over Σ = 2X ∪Y will be denoted π = (X0 ∪ Y0)(X1 ∪ Y1) . . . where Xi ⊆ X and Yi ⊆ Y for
every i. Infinite traces of this form are also called plays.

An agent strategy is a function σ : (2X )∗ → 2Y mapping sequences of environment moves
to an agent move. The domain of σ includes the empty sequence λ as we assumed that
the agent moves first. A trace π is σ-consistent if Y0 = σ(λ) and Yj+1 = σ(X0 · · · Xj) for
every j ≥ 0. Let φ be an ltlf formula over X ∪ Y. An agent strategy σ is winning for (aka
enforces) φ if, for every play π that is σ-consistent, some finite prefix of π satisfies φ. ltlf

reactive synthesis is the problem of finding an agent strategy σ that enforces φ, if one exists,
and is 2exptime-complete in the size of φ [27].

In many AI applications the agent has some knowledge about how the environment works,
which it can exploit to enforce the goal [2]. This knowledge can be expressed by an ltlf

formula E over X ∪ Y, which we call environment specification. In the synthesis of winning
strategies, we can intuitively see E as restricting traces of interest to those satisfying E . In
this setting, synthesis amounts to computing a strategy that enforces the implication E ⊃ φ,
if one exists.

TIME 2025
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2.4 dfa Games
A dfa game is a dfa G = (Σ, Q, q0, δ, F ) with input alphabet Σ = 2X ∪Y . The notions of
agent strategy and play defined above also apply to dfa games. A play is winning if it
contains a finite prefix that is accepted by the dfa. An agent strategy is winning if, for every
play π that is σ-consistent, π is winning. That is, the agent wins the game if it can force the
play to visit the set of final states at least once. The winning region is the set of states q ∈ Q

for which the agent has a winning strategy in the game G′, where G′ = (2X ∪Y , Q, q, δ, F ),
i.e., the same game as G, but with initial state q. Solving a dfa game is the problem of
computing the agent winning region and a winning strategy, if one exists. dfa games can
be solved in polynomial time by a backward-induction algorithm that performs a fixpoint
computation over the state space of the game [7]. Synthesis of an ltlf formula φ can be
reduced in doubly-exponential time to solve the dfa game Gφ corresponding to φ [27].

Solving ltlf synthesis reduces to solving a reachability game over the dfa corresponding
to the ltlf specification. The procedure for solving ltlf synthesis is detailed in Algorithm 1.

Algorithm 1 ltlf Synthesis.
Input: ltlf formula φ

Output: strategy σag realizing φ;

1: Compute the corresponding NFA Aφ;
2: Determinize Aφ into a dfa Bφ;
3: Solve the reachability game over Bφ.

2.5 Symbolic Synthesis
We consider the dfa representation described above as an explicit-state representation.
Instead, we are able to represent a dfa more compactly in a symbolic way by using a
logarithmic number of propositions to encode the state space [40]. Formally, the symbolic
representation of a dfa A = (2X ∪Y , Q, q0, δ, F ) is a tuple As = (X , Y, Z, Z0, η, f), where: Z
is a set of state variables such that |Z| = ⌈log |Q|⌉, and every state q ∈ Q corresponds to
an interpretation Z ∈ 2Z ; Z0 ∈ 2Z is the interpretation corresponding to the initial state
q0; η : 2Z × 2X × 2Y → 2Z is a Boolean function such that η(Z, X, Y ) = Z ′ if and only if Z

is the interpretation of a state q and Z ′ is the interpretation of the state δ(q, X ∪ Y ); and
f is a Boolean function over Z such that f(Z) = 1 if and only if Z is the interpretation
corresponding to a state q ∈ F . Note that the transition function η can be represented by an
indexed family consisting of a Boolean formula ηz for each state variable z ∈ Z, which when
evaluated over an assignment to Z ∪ X ∪ Y returns the next assignment to z.

A symbolic dfa game can be solved by performing a least fixpoint computation over two
Boolean formulas w over Z and t over Z ∪ Y which represent the winning region and winning
states with agent moves such that, regardless of how the environment behaves, the agent
reaches the final states, respectively [40]. Specifically, w and t are initialized as w0(Z) = f(Z)
and t0(Z, Y) = f(Z), since every final state is a winning state. Note that t0 is independent
of the propositions from Y, since once the play reaches the final states, the agent can do
whatever it wants. Then, ti+1 and wi+1 are constructed as follows:

ti+1(Z, Y ) = ti(Z, Y ) ∨ (¬wi(Z) ∧ ∀X.wi(η(X, Y, Z)))
wi+1(Z) = ∃Y.ti+1(Z, Y )
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The computation reaches a fixpoint when wi+1 ≡ wi. When the fixpoint is reached, no
more states will be added, and all winning states have been collected. By evaluating Z0 on
wi+1 we can determine if there exists a winning strategy. If that is the case, ti+1 can be
used to compute a uniform positional winning strategy through the mechanism of Boolean
synthesis [28].

2.6 Fully Observable Non-Deterministic (fond) Planning
Following [23], we define a fond domain as a tuple D = (2F , s0, Act, React, α, β, δ), where:
F is a finite set of fluents, |F| is the size of D, and 2F is the state space; Act and React

are finite sets of agent actions and environment reactions, respectively; α : 2F → 2Act is a
function denoting agent action preconditions; β : 2F × Act → 2React is a function denoting
environment reaction preconditions; and δ : 2F × Act × React → 2F is the transition function
such that δ(s, a, r) is defined if and only if a ∈ α(s) and r ∈ β(s, a). We assume that planning
domains satisfy the properties of:

Existence of agent action: ∀s ∈ 2F .∃a ∈ α(s);
Existence of environment reaction: ∀s ∈ 2F .∀a ∈ α(s).∃r ∈ β(s, a);
Uniqueness of environment reaction:

∀s ∈ 2F .∀a ∈ α(s).∀r1, r2 ∈ β(s, a).δ(s, a, r1) = δ(s, a, r2) ⊃ r1 = r2.

With these properties, inspired by [22], we can capture classical fond domains [18, 29]
by explicitly introducing environment reactions corresponding to nondeterministic effects of
agent actions.

A state trace of D is a finite sequence τ = s0 · · · sn of states such that s0 is the initial
state of D and, for every i < n, there exists an agent action ai ∈ α(si) and an environment
reaction ri ∈ β(si, ai) such that si+1 = δ(si, ai, ri). A plan is a partial function κ : 2F → Act

such that, if κ(s) is defined, then κ(s) ∈ α(s). A plan terminates its execution in states where,
being a partial function, it specifies no action. A state trace τ = s0 · · · sn is κ-consistent if:
(i) s0 is the initial state of D; (ii) for every i < n, si+1 = δ(si, ai, ri) for ai = κ(si) and some
ri ∈ β(si, ai); and (iii) κ(sn) is undefined.

fond (strong) planning concerns finding a plan to satisfy a goal regardless of the
nondeterminism in the domain, called strong plan. A goal G is a conjunction of fluents
and negations of fluents. Given a goal G and a domain D, a plan κ is strong for G in
D if, for every state trace τ = s0, · · · , sn that is κ-consistent, sn |= G. Formally, fond
planning is the problem of finding a strong plan for G in D, if one exists. fond planning is
exptime-complete in the size of D [17].

In this paper, we always assume that we have fond domains expressed in pddl [31],
i.e., the fluents defining the states of the domain are predicates over objects. We write
predicate/k to specify that k objects participate in the predicate relation. Predicates,
actions, and action preconditions are specified in first-order syntax in a domain.pddl file,
whereas the initial state, goal, and objects, are usually specified in a separate problem.pddl
file.

3 pddl to Symbolic dfa

In this paper, we present a technique for transforming pddl into symbolic dfa. A naive
approach is to translate pddl into ltlf [2] and build its corresponding symbolic dfa. However,
this approach is limited by the doubly-exponential blow-up resulting from transforming ltlf

formulas in dfas [26]. Instead, our technique ensures only a single-exponential blowup in the
number of fluents.

TIME 2025
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Our transformation is based on representing the nondeterminism in the domain with agent
actions and environment reactions, as described in Section 2. Once such a representation
is established, the symbolic dfa of the domain can be easily built by constructing suitable
Boolean formulas.

The core idea to represent the nondeterminism in the domain with agent actions and
environment reactions is as follows. For every state of the domain s ∈ 2F and possible
nondeterministic effect s1, · · · , sn of an agent action a ∈ α(s) (specified in its oneof clause),
we introduce an environment reaction r1, · · · , rn such that, for every i < n, we have
δ(s, a, ri) = si and ri ∈ β(s, a). That is, ri represents the i-th nondeterministic effect
of applying action a in s. Applying this construction to every state s ∈ 2F and agent
action a ∈ Act generates a planning domain D = (2F , s0, Act, React, α, β, δ) as detailed in
Algorithm 2

Algorithm 2 Pddl2ActsAndReacts(domain.pddl, problem.pddl).

Require: pddl description of planning domain as domain.pddl and problem.pddl
Ensure: A nondeterministic planning domain D = (2F , s0, Act, React, α, β, δ)

1: Let F be the set of fluents in domain.pddl and problem.pddl
2: Let s0 be the initial state from problem.pddl
3: Let Act and α be actions and preconditions from domain.pddl and problem.pddl
4: for s ∈ 2F :
5: for a ∈ Act:
6: if a ∈ α(s):
7: Let {s1, · · · , sn} be the successor states of s specified in a’s oneof clause
8: Update: React = React ∪ {r1, · · · , rn}
9: Define: δ(s, a, ri) = si and ri ∈ β(s, a) for every i

10: Return D = (2F , s0, Act, React, α, β, δ)

▶ Example 2. Consider a robotic agent that operates in a blocksworld environment where
it can pick up/drop blocks from/in top of other blocks as well as pick up/drop blocks from/on
the table. The domain defines the predicates emptyhand/0, holding/1, on-table/1, on/2,
clear/1 to specify that the agent holds no block, the agent holds a block, a block is on the
table, a block is on top of another block, and a block can be picked, respectively.

Assume that there exist two blocks, yellow and green, and that in the initial state green
is on the table, yellow is on top of green, and the agent holds no block. Consider the agent
actions pick-up and put-on-block defined as follows.

1 (: action pick-up
2 : parameters (?b1 ?b2 - block)
3 : precondition (and
4 (not (= ?b1 ?b2))
5 ( emptyhand )
6 (clear ?b1)
7 (on ?b1 ?b2))
8 : effect (oneof
9 (and

10 ( holding ?b1)
11 (clear ?b2)
12 (not ( emptyhand ))
13 (not (clear ?b1))
14 (not (on ?b1 ?b2 )))
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15 (and
16 (clear ?b2)
17 ( on-table ?b1)
18 (not (on ?b1 ?b2 )))))
19
20 (: action put-on-block
21 : parameters (?b1 ?b2 - block)
22 : precondition (and
23 ( holding ?b1)
24 (clear ?b2))
25 : effect (oneof
26 (and
27 (on ?b1 ?b2)
28 ( emptyhand )
29 (clear ?b1)
30 (not ( holding ?b1))
31 (not (clear ?b2 )))
32 (and
33 ( on-table ?b1)
34 ( emptyhand )
35 (clear ?b1)
36 (not ( holding ?b1 )))))

Intuitively, action pick-up specifies that whenever the agent tries to pick up a block, either
it succeeds, or it does not and the block falls on the table. Similarly for action put-on-block.
We can capture the nondeterministic effects of actions pick-up and put-on-block with two
reactions succeed and fail. A fragment of the planning domain resulting from applying
Algorithm 2 to the pddl description above is shown in Figure 1.

Figure 1 Fragment of the domain resulting from applying Algorithm 2 to the pddl description
in Example 2.

▶ Remark 3. Algorithm 2 returns a domain D = (2F , s0, Act, React, α, β, δ) with fluents,
initial state, agent actions, and action preconditions as in its pddl description. The number
of environment reactions is at most single-exponential in the number of fluents |F|. To
see this, observe that there may exist an action a ∈ Act that, from some state s ∈ 2F of
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the domain, nondeterministically leads to every other state s′ ∈ 2F , thus generating an
environment reaction for each such successor state. However, in practice the number of
reactions is often several orders of magnitude less than 2F , since the possible nondeterministic
effects in oneof clauses of agent actions are usually very few.

Once the nondeterminism in the domain is represented through deterministic action-
reaction pairs (a, r), we can construct the symbolic dfa of the domain. To do this, we
characterize each pair (a, r) in terms of its add-list add(a, r) and delete-list del(a, r), which
are the sets of fluents added and deleted by (a, r), respectively. Formally, a fluent f is in
add(a, r) (resp. del(a, r)) iff for every s ∈ 2F , if a ∈ α(s) and f ̸∈ s (resp. f ∈ s), then
f ∈ δ(s, a, r) (resp. f ̸∈ δ(s, a, r)). The add- and delete-lists of action-reaction pairs can
be extracted immediately from the pddl description of the domain. Specifically, fluents
appearing without (resp. with) not in the oneof clause of an action a are in the add-list
(resp. delete-list) of the corresponding action-reaction pair (a, r).

We give in Algorithm 3 a technique to transform a fond domain with a goal into a
symbolic dfa. Algorithm 3 constructs a symbolic dfa with a state variable for each fluent and
two error state variables, AgErr and EnvErr, denoting that the agent and the environment
violated the domain specification, respectively, and whose initial state is that of the domain
(Line 1). The alphabet of the symbolic dfa is partitioned into actions and reactions, which
are under the control of the agent and the environment, respectively (Line 2). For every
state variable corresponding to a fluent, Algorithm 3 constructs its transition function as
specified in Line 3. Intuitively, the transition function ηf of fluent f specifies that in the
next time step f holds if and only if either:
1. f was true in the previous time step and was not deleted by an action-reaction pair (a, r)

such that f ∈ del(a, r); or
2. f was added by some action reaction pair (a, r) such that f ∈ add(a, r).

Algorithm 3 constructs the transition functions of AgErr and EnvErr in Lines 4 and 5.
Intuitively, the transition function ηAgErr of AgErr specifies that in the next time step the
agent reaches the error state if and only if either:
1. The agent was in its error state in the previous time step, written AgErr; or
2. The agent violated the mutual exclusion axiom for its actions, which states that, at each

time step, the agent must execute one and only one action, written ¬AgMutex(Y);
3. The agent violated an action precondition, written ¬AgPre(Z, Y).

The transition function of EnvErr is constructed similarly.
Taking the agent’s point of view, Algorithm 3 constructs the final states of the dfa so

that a trace is accepted if the agent does not reach its error state and either the environment
reaches its error state or the goal is reached (Line 6).

The size of the symbolic dfa constructed by Algorithm 3, i.e., the number of its state
variables, is polynomial in the size of the domain. Each line can be executed in polynomial
time in the size of the domain. As a result, Algorithm 3 runs in polynomial time in the size
of the input domain.

Together, Algorithms 2 and 3 form our technique for transforming pddl into symbolic
dfa. While worst-case exponential in the size of the input domain, our transformation
is often polynomial due to its compact representation of nondeterministic effects of agent
actions with suitable environment reactions.

4 Reduction of fond Planning to Synthesis

As an application to demonstrate the effectiveness of our pddl to dfa transformation
technique, we show how to use it to solve fond planning problems.
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Algorithm 3 DomainToDfa(D, G).

Require: A fond domain D = (2F , s0, Act, React, α, β, δ) with goal G

Ensure: A symbolic dfa As = (Z, X , Y, Z0, η, f)
1: Define Z = F ∪ {AgErr, EnvErr}
2: Define initial state Z0 = s0
3: Define Y = Act

4: Define X = React

5: for each f ∈ F :

ηf (Z, X , Y) =

f ∧ ¬
∨

(a,r)|f∈del(a,r)

(a ∧ r)

 ∨
∨

(a,r)|f∈add(a,r)

(a ∧ r)

6: Define agent error transition:

ηAgErr(Z, X , Y) = AgErr ∨ ¬AgMutex(Y) ∨ ¬AgPre(Z, Y)

where:

AgMutex(Y) =
( ∨

a∈Act

a

)
∧

 ∧
a,a′∈Act,a̸=a′

a ⊃ ¬a′


AgPre(Z, Y) =

∧
a∈Act

a ⊃
∨

s∈2F ,a∈α(s)

s


7: Define environment error transition:

ηEnvErr(Z, X , Y) = EnvErr ∨ ¬EnvMutex(X ) ∨ ¬EnvPre(Z, Y, X )

where:

EnvMutex(X ) =
( ∨

r∈React

r

)
∧

 ∧
r,r′∈React,r ̸=r′

r ⊃ ¬r′


EnvPre(Z, Y, X ) =

∧
r∈React

r ⊃
∨

(s,a)∈(2F ×Act),r∈β(s,a)

(s ∧ a)


8: Define accepting condition:

f(Z) = ¬AgErr ∧ (EnvErr ∨ G)

9: Return As = (X , Y, Z, Z0, η, f)

Let D and G be a fond domain and goal in pddl. Construct its symbolic dfa As by
using Algorithms 2 and 3. Solve the symbolic dfa game over As, assigning actions and
reactions to agent and environment, respectively.

▶ Theorem 4. Let D and G be a fond domain and goal in pddl and As their dfa. There
is a strong plan for G in D iff there is a winning strategy in As.
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This synthesis technique is exponential in the size of the pddl domain and therefore
optimal wrt the computational complexity of fond planning. However, we also observe that
synthesis on dfa games is based on basic backward search algorithms. While we do not
introduce sophisticated optimization techniques, we show that we can include them in our
synthesis algorithm.

Specifically, we show how to include a simple form of invariants, i.e., properties of
states of the domain that must remain unchanged during the execution of every sequence
of actions [12]. Invariants can be used to prune the search space by eliminating actions or
states that violate these unchanging properties.

We consider mutual exclusion invariants specifying that, at every state, no more than
one fluent or negation of fluent l in a set I can be true. Such invariants can be captured
as a Boolean formula i(Z) over the state variables of the symbolic dfa constructed in
Algorithm 3 as:

i(Z) =
∧
l∈I

(l ⊃
∧

l′∈I.l ̸=l′

¬l′)

To include invariants in backward search, we rewrite the fixpoint computation in Section 2.
Specifically, w and t are now initialized as w0(Z) = f(Z) ∧ i(Z) and t0(Z, Y) = f(Z) ∧ i(Z),
since every goal state must satisfy the invariant. Then, ti+1 and wi+1 are constructed as
follows:

ti+1(Z, Y) = ti(Z, Y) ∨ (¬wi(Z) ∧ ∀X .wi(η(X , Y, Z)))

wi+1(Z) = (∃Y.ti+1(Z, Y)) ∧ i(Z)

That is, only states satisfying the invariant are added to the winning region.
▶ Remark 5. An approach alternative to ours is to reduce fond planning to ltlf synthesis
of the formula E ⊃ φ, where E and φ describe the domain and the agent goal, respectively [2].
The ltlf formula is transformed in dfa in doubly-exponential time (Theorem 1) and a
strong plan is obtained by solving the corresponding dfa game. However, this approach is
limited by the doubly-exponential blowup resulting from transforming the ltlf formula in
dfa.

5 Evaluation

We implemented Algorithms 2 and 3 in a tool called pddl2dfa. For parsing, grounding,
and computing invariants for the input pddl domain, we based on the tool prp [32]. We
code Boolean functions representing transitions and final states of symbolic dfas by Binary
Decision Diagrams (bdds) [13] with the bdd library cudd 3.0.0 [36]. The size of a bdd is
the number of its nodes. pddl2dfa also implements the transformation from pddl to ltlf

(see Remark 5), in which case the dfas of ltlf formulas are constructed with lydia [21],
which is among the best performing tools publicly available for ltlf -to-dfa conversion.

We applied the transformation in pddl2dfa to implement the reduction of fond planning
to synthesis (ref. Section 4) in a tool called syft4fond2. For solving symbolic dfa games,
we use the symbolic synthesis framework in [40] at the base of state-of-the-art ltlf synthesis
tools [11, 37]. We compute winning strategies for dfa games through Boolean synthesis [28].

2 pddl2dfa and syft4fond at https://github.com/GianmarcoDIAG/syft4fond

https://github.com/GianmarcoDIAG/syft4fond
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Setup. Experiments were run on a laptop running 64-bit Ubuntu 22.04, 3.6 GHz CPU, and
12 GB of memory. Timeout was 1000 secs.

5.1 Benchmark
We performed experiments on a suite of 170 classical fond planning benchmarks divided in five
classes: blocks world (50 instance), extended blocks world (50 instances), triangle-tire world
(40 instances), rectangle-tire world (15 instances), and elevators (15 instances). In blocks
world instances, the agent manipulates blocks with actions that can nondeterministically
succeed or fail. In extended blocks world instances, the agent can also move towers of
two blocks, with similar nondeterministic success or failure in actions. In triangle-tire and
rectangle-tire instances, the agent navigates a grid environment, dealing with nondeterministic
success or failure when moving. Elevator instances involve managing elevators to collect
coins across multiple floors. For each class, the instances grow by increasing the problem
size, which depends on their parameters.

5.2 Empirical Results
We performed experiments to evaluate the efficiency of our technique for translating pddl
into symbolic dfa and the practical feasibility of reducing fond planning to synthesis.

We evaluated the performance of pddl2dfa in transforming pddl to ltlf and ltlf to
symbolic dfa. When employing this transformation, pddl2dfa was unable to construct the
symbolic dfa of the pddl domain in the considered benchmarks, except in very few cases.
The bottleneck was transforming ltlf into dfa, which requires doubly-exponential time in
the size of the ltlf formula [26].

Table 1 Coverage achieved by pddl2dfa (constructed dfas/instances in benchmark), and domain
size (|F|), number of actions (|Act|), size of largest fluent bdd (Max{F} bdd), size of smallest fluent
bdd (Min{F} bdd), size of agent error bdd (AgErr bdd), and size of environment error bdd (EnvErr
bdd) in the largest solved instance.

Bench. Coverage |F| |Act| Max{F} bdd Min{F} bdd AgErr bdd EnvErr bdd

Blocks 31/50 1055 1953 514 14 6549 109
BlocksExt 19/50 379 12654 5085 277 156509 562
Triangle 30/40 2881 4709 1305 17 40247 740

Rect. 10/15 53 52249 5432 2077 66261 1783
Elev. 15/15 66 105 42 10 511 41

Total 105/170 – – – – – –

We evaluated the performance of pddl2dfa in transforming pddl to symbolic dfa with
Algorithms 2 and 3. Table 1 shows that pddl2dfa constructed the dfa for a considerable
number of benchmarks. Notably, pddl2dfa was able to construct the dfa of triangle-tire
domains with side 61. The bottleneck of the dfa construction was computing the agent
error bdd. Indeed, Table 1 shows that the size of the agent error bdd in the hardest solved
instances is orders of magnitude larger than that of the other bdds, including that of the
largest fluent bdd. The reason is that constructing the bdd of the agent error requires
iterating over all actions of the domain. Instead, constructing the bdds of the fluents requires
only considering actions containing that fluent in their add- and delete-lists. Constructing
the environment error bdd requires iterating over all environment reactions, but these are
often several orders of magnitude less than fluents and agent actions (see Remark 3). As
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a result, the number of actions is the parameter that affects most the performance of the
dfa construction. The size of the pddl domain, i.e., its fluents, has less impact than the
number of agent actions on the dfa construction performance. Overall, this is a good result
and shows the effectiveness of our construction.

Table 2 Coverage achieved by syft4fond (solved instances/instances in benchmark), and domain
size (|F|), number of actions (|Act|), size of largest fluent bdd (Max{F} bdd), size of smallest fluent
bdd (Min{F} bdd), size of agent error bdd (AgErr bdd), and size of environment error bdd (EnvErr
bdd) in the largest solved instance.

Bench. Coverage |F| |Act| Max{F} bdd Min{F} bdd AgErr bdd EnvErr bdd

Blocks 6/50 55 78 46 10 403 29
BlocksExt 3/50 19 81 33 8 327 32
Triangle 9/40 298 467 169 12 2119 111

Rect. 8/15 25 15481 2272 1057 74757 884
Elev. 7/15 44 68 28 10 281 28

Total 33/170 - - - - - -

We evaluated the performance of syft4fond in reducing fond planning to synthesis.
Table 2 shows that syft4fond is able to solve a reasonable number of instances. Indeed,
syft4fond was able to solve triangle-tire planning instances with side 19, though based on
plain backward search. The bottleneck of the synthesis was constructing the bdds of the
agent winning moves and region during the fixpoint computation, which are mostly affected
by the size of the agent error bdd. In general, we consider this result adequate to show the
practical feasibility of reducing fond planning to synthesis.

6 Conclusion

In this paper, we have presented an effective method for translating pddl into symbolic
dfa. We implemented our method in a new tool, pddl2dfa, and applied it to solving
planning problems through reduction to synthesis in the tool syft4fond. Testing these
tools on various case studies demonstrated the practicality and performance of our approach.
Indeed, we demonstrated that our method successfully constructs dfas for considerably large
domains and solves a practical number of planning instances, performing significantly better
than straightforward approaches based on translating pddl in ltlf . Our work makes a step
towards integrating planning and synthesis more closely. Future research can build on this
foundation, aiming to integrate fond domains into advanced synthesis techniques developed
for temporally extended goals [27, 19], structured environment specifications [20, 9, 30, 3],
multiple goal specifications [14, 38], and for handling goal unrealizability [4, 5, 24, 23].
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Abstract
We consider a variant of the Vertex Cover problem on temporal graphs, called Minimum Timeline
Cover (k-MinTimelineCover). Temporal graphs are used to model complex systems, describing
how edges (relations) change in a discrete time domain. The k-MinTimelineCover problem has
been introduced in complex data summarization and synthesis jobs. Given a temporal graph G,
k-MinTimelineCover asks to define k activity intervals for each vertex, such that each temporal
edge is covered by at least one active interval. The objective function is the minimization of the sum
of interval lengths. k-MinTimelineCover is NP-hard and even hard to approximate within any
factor for k > 1. While the literature has mainly focused on the cases k = 1, in this contribution we
consider the case k > 1. We first present an ILP formulation that is able to solve the problem on
moderate size instances. Then we develop an efficient heuristic, based on local search which is built
on top of the solution of an existing literature method.

Finally, we present an experimental evaluation of our algorithms on synthetic data sets, that
shows in particular that our heuristic has a consistent improvement on the state-of-the art method.
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1 Introduction

Complex systems are usually modeled through graphs or networks in order to understand
their properties and behaviors. The availability of temporal information of relations between
vertices has led to the introduction of temporal graphs [7, 13, 9], where edges, called temporal
edges, represent interactions between two entities at a given time. Note that different
variations of the temporal graph model have been introduced; here we consider a model
where the time domain, over which the temporal edges are defined, is discrete [7, 13, 9].

Temporal graphs have been considered in several domains, e.g., social network analysis [17],
computational biology [8] and epidemiology [1]. We consider an approach defined for the
summarizations of temporal interactions in social networks [12, 16, 15, 14]. In this context,
a user activity in a social network (called activity timeline) is represented with one or more
time intervals; the goal is to represent users interaction, so that if an interaction is observed
at time t, then at least one of the user activity timeline include t [14, 15, 6, 3, 2, 4, 5]. The
objective function, following a parsimonious approach, is the minimization of the overall
length (called span) of timeline activities or the minimization of the maximum length of the
timeline activity. Here, we focus on the first objective function.
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8:2 Heuristics for Covering the Timeline in Temporal Graphs

#KingCharles

#RoyalFamily

#Coronation

#WestmisterAbbey

#QueenCamilla

#Windsor

Time −→

Figure 1 An example of k-MinTimelineCover with k = 2. Activity timelines (pink) show two
intervals that are useful in summarizing temporal interactions, identifying the two main hashtags
that explain the event.

We present an example to show how activity timelines can be useful in understanding
evolution of events. Consider the King Charles Coronation in May 2023. Figure 1 shows
temporal co-occurrence of hashtag related to this event. The timelines, associated indicated
in pink, helps to identify the main topics in the online discussions.

Several papers have studied the complexity of k-MinTimelineCover [15, 6, 3, 2], also
in some restricted variant. In particular, the case k = 1, where the activity timeline of each
vertex is defined as a single interval, has been deeply studied, due also to the link with a
foundational problem in theoretical computer science, that is Minimum Vertex Cover.
For k = 1 k-MinTimelineCover is NP-hard and hard to approximate within constant
factor [15, 6, 3, 2]. For k ≥ 2, the problem is even harder, as even deciding if there exists a
solution (of any span) is an NP-complete problem [15].

Due to the hardness of the problem and of its restrictions, some heuristic methods have
been developed, for the general problem [15, 14] and for the restriction with k = 1 [15, 14, 11].
Only the paper that has introduced k-MinTimelineCover has designed practical methods
for the problem [15] when k ≥ 2, thus in this contribution we focus on designing methods
for it. First, we design an ILP method that is able to solve the problem for moderate size
instances, then we present a polynomial-time heuristic for k-MinTimelineCover, based
on local search, so that it is applicable even on larger temporal graphs. In order to design
our heuristic, we present a dynamic programming algorithm for a related problem, called
k-MinIntervalCover, that runs in polynomial time.

We consider the performance of our methods on synthetic datasets, both in for the
efficiency and the quality of the solutions returned. For this latter aspect we show that our
heuristic, is able to shrink significantly the activity timeline lengths, with respect to the
methods presented in [15].

1.1 Related Works
The complexity of k-MinTimelineCover, including the parameterized and approximation
complexity, has been considerably investigated. k-MinTimelineCover is NP-hard, even for
many restrictions. Rozenstein et al. have shown that it is NP-complete to decide whether
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the exists a solution of any span [15]; this implies that is not possible to approximate the
problem within any factor. Also for k = 2 it is NP-complete to decide whether there exists a
solution of k-MinTimelineCover that has span equal to 0 [6].

The case k = 1 is known NP-hard also when temporal graphs have some restrictions: at
most one temporal edge is defined in each timestamp [2], the time domain consists of three
timestamps and each vertex has degree bounded by two [2], the time domain consists of two
timestamps [6].

k-MinTimelineCover have also been considered through the lens of parameterized
complexity, for parameters the number of vertices, the number of timestamps in the time
domain, and k [6]. For k = 1, k-MinTimelineCover has been show to be fixed-parameter
tractable, for parameter the span of a solution, when the time domain consists of two
timestamps [6] and later for any number of timestamps [3]. It is unlikely that the previous
result can be extended to larger values of k, since for k = 2 it is NP-complete to decide
whether there exists a solution of k-MinTimelineCover that has span equal to 0 [6].

As for the approximation complexity, we have already noted that k-MinTimelineCover
cannot be approximated within any factor. For k = 1, while the problem is known to be
hard to approximate within constant factor assuming the Unique Game Conjecture [6, 3], it
admits a O(T log |V |)-approximation algorithm [4, 5] (T is the number of timestamps of the
time domain, V is the set of vertices).

As for heuristics, Rozenshtein et al. [14] have presented k-Inner, which is based on solving
a problem, called k-Coalesce, that requires to cover some predetermined timestamps. These
timestamps represent an estimation of the activity timeline of a vertex. In our contribution,
we present a local search heuristic which is meant to be built on top of this heuristic, in
order possibly improve the computed solutions (that is we are able to reduce the span).
Other heuristics have been proposed recently for the case k = 1 [11, 10]. We note that other
complexity results and a heuristic, called k-Budget, have been given for the problem that
has as objective function the minimization of the maximum span [15, 6].

The rest of the paper is organized as follow. In Section 2 we give some definitions and
we formally introduce the k-MinTimelineCover problem. In Section 3 we present the
ILP formulation for k-MinTimelineCover, then in Section 4 we describe our local search
heuristic. In Section 5 we give an experimental evaluation of our methods on synthetic
datasets. We conclude the paper with some future directions described in Section 6.

2 Preliminaries

A temporal graph G = (V, E), with V a set of vertices and E a set of temporal edges, which
are defined on time domain [T ] = [1, T ] of timestamps (note that in the model we consider
the time domain is discrete and T represents the maximum timestamp value). Each temporal
edge is represented by a timestamped triplet (u, v, t) such that u, v ∈ V and t ∈ [T ] represents
the time when the interaction between u and v occurred. Note that in the temporal graphs
we consider, temporal edges are undirected and unweighted.

Consider a vertex v and two timestamps sv ∈ [T ] and ev ∈ [T ] with sv ≤ ev, Iv = [sv, ev]
is an activity interval of v. An activity timeline Tk(v) of a vertex v ∈ V is a set of k (where
k ≥ 1) activity intervals Ivi

= [svi
, evi

], i ∈ [k], where svi
≤ evi

, with the constraint that
evi

< svi+1 for each i ∈ [k − 1]. The last constraint guarantees that the activity intervals
of an activity timeline of a vertex are time disjoint. Given a vertex v ∈ V and an activity
timeline Tk(v) of v, we say that v is active in a timestamp t that is included in an interval of
Tk(v); if t is not included in an interval of Tk(v), v is said to be inactive in t.

TIME 2025



8:4 Heuristics for Covering the Timeline in Temporal Graphs

Moreover, we define the span of interval Ivi δ(Ivi) = evi − svi as the duration of the
interval i for the vertex v. We define the span of an activity timeline Tk(v) of v, consisting
of interval Ivi

= [svi
, evi

], i ∈ [k], as

S(Tk(v)) =
k∑

i=1
δ(Ivi

).

The activity timeline of temporal graph G is defined as:

Tk =
⋃

v∈V

Tk(v)

The sum span of the activity timeline Tk of a graph G is defined as the sum spam over
all vertices in the temporal graph:

S(Tk) =
∑
v∈V

S(Tk(v)) =
∑
v∈V

∑
j∈[1...k]

δ(Ivi
)

An important fact to note is that a vertex can have at most k activity intervals, so the
problem setting admits empty intervals.

Now, we define how an activity timeline covers temporal edges of a temporal graph.

▶ Definition 1. Given a temporal graph G = (V, E) and an activity timeline Tk of G, Tk

covers G if ∀(u, v, t) ∈ E, there is an interval Iv ∈ Tk(v) or Iu ∈ Tk(u) such that t ∈ Iv or
t ∈ Iu.

Now, we are able to formally define the problem we are interested in.

▶ Problem 1. k-Minimum Timeline Cover (k-MinTimelineCover)
Input: A temporal graph G = (V, E), k ∈ N.
Output: An activity timeline Tk that covers G and minimizes the total sum span S(Tk).

Note that in the following, we will focus on the case k ≥ 2.
Figure 2 shows an example of timeline covering over a 2-timestamps graph with 5 vertices.

3 An ILP Formulation for k-MinTimelineCover

In the following, we present an ILP model formulation for k-MinTimelineCover. Let
G = (V, E) be a temporal graph, and k be the number of activity intervals per vertex. The
ILP model is based on the following variables. Binary variables xt

v, v ∈ V, t ∈ [T ], are used
to define the timestamp that belongs to an activity timeline of v; xt

v = 1 if and only if vertex
v is active at time t. The ILP formulation also defines variables yt

v, v ∈ V, t ∈ [T ], which are
used to guarantee that the activity timeline of v consists of k intervals. yt

v = 1 if and only if
vertex v ∈ V is defined active (inactive, respectively) at time t, t ∈ [T − 1], and becomes
inactive (active, respectively) at time t + 1.

▶ Theorem 2. Let G = (V, E) be a temporal graph, and k be the number of maximum activity
intervals per node. The activity timeline Tk that covers G and minimizes the total sum span
S(Tk) is the solution to the following integer linear programming formulation:
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v

u

z

w

t = 1 t = 2 t = 3 t = 4 t = 5

Figure 2 An example of k-MinTimelineCover with k = 2. The activity timeline of each vertex
is represented with two pink rectangles. Note that the only vertex that has positive span is u, all the
other vertices have span equal to 0. Every temporal edge is covered by at least an activity timeline.

min(
∑
v∈V

(
T∑

t=1
xt

v − k)) (1)

s. t.
xt

v + xt
u ≥ 1,∀(u, v, t) ∈ E (2)

T∑
t=1

yt
v ≤ 2 ∗ k,∀v ∈ V (3)

where yt
v = 0 if xt

v and xt+1
v have the same state and yt

v = 1 otherwise
T∑

t=1
xt

v ≥ k,∀v ∈ V (4)

Proof. We now prove the correctness of the ILP model. The first constraint of the ILP
formulation (which is represented by Equation 2) guarantees that for every temporal edge
(u, v, t) ∈ E, at least one of the endpoints is active at timestamp t, which shows that
the timeline activity output by the ILP covers each temporal edge (u, v, t). Constraint 3
introduces another binary variable yt

v which does not allow us to have more than k disjoint
intervals in a timeline activity of each vertex. Constraint 4 is explained more formally by the
following inequalities:

yt
v ≥ xt

v − xt+1
v ∀v ∈ V, t ∈ [T − 1]

yt
v ≥ xt+1

v − xt
v∀v ∈ V, t ∈ [T − 1]

y0
v = 0

yT
v = 0
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8:6 Heuristics for Covering the Timeline in Temporal Graphs

Each interval of an activity timeline of a vertex is defined by a start and an end timestamp,
consisting of two switches. A timestamp is defined as a switch - represented by yt

v = 1 - if
the vertex either becomes active or inactive at that respective timestamp. Thus, the total
number of switches for every vertex v can be at most 2k, because each vertex will become
active - and then inactive k times.

The last constraint (Equation 4) ensures that for each vertex, its activity interval contains
at least k different active timestamps. This ensures that in the objective function (Equation 1)
no term is negative. Note that the assumption that each activity interval contains at least k

different active timestamps is not restrictive, as an activity interval containing one timestamp
has span 0, thus we can possibly create one-timestamp intervals without increasing the span.
Also, note that we assume that we have two timestamps, 0 and T + 1, where no temporal
edge is defined, and we added fixed values y0

v = yT +1
v = 0. This makes sure that, for cases

when it happens, activation of the first timestamp and the deactivation of the last timestamp
are considered in the sum of Constraint 3. The objective function corresponds to minimize
the sum of the lengths of all active intervals across all vertices which is equivalent to the
sum span defined in the preliminaries section:

S(Tk) =
∑
v∈V

S(Tk(v))) =
∑

j∈[1...k]

∑
v∈V

δ(Ivi
)

Basically, for every vertex v we create k timestamp intervals; we sum up the number of
timestamps of these k intervals from which we subtract k in order ensure that the ILP model
respects the definition of span. For example if we need to have a vertex active at all times,
that will be interpreted by the y activation variable as a single interval I. But by subtracting
k, we are sure that this interval is split into k subintervals; indeed while I has a span of
T − 1, the k subintervals have a total span of T − k, which has a lower span with respect
to I. To sum up, a solution to the ILP provides a minimum temporal activity timeline for
each vertex, constrained to at most k intervals, which ensures that all temporal edges are
covered. ◀

4 A Local Search Heuristic

In this section, we present a heuristic based on local search and on a polynomial-time
algorithm for a subproblem of k-MinTimelineCover. The motivation behind the use of
the local search technique is that for large graph instances and a large k, we have observed
that along the intervals produced by the heuristic solutions there were many which could be
left out of the solution without affecting the correctness of k-MinTimelineCover.

Before we introduce the steps of the local search procedure (see below), we introduce
the concept of loss inspired by the paper of Lazzarinetti et al. [10]. For each vertex v ∈ V

at timestamp t ∈ [T ] we define its associated loss loss(v, t) as the number of edges covered
that would become uncovered if v becomes inactive at time t. Given an interval I(v) of an
activity timeline T (v) of a vertex v, the interval loss loss(I(v)) is defined as:

loss(I(v)) =
∑

t∈I(v)

loss(v, t).

Our improvement algorithm improves the solution provided by the heuristics in [15] and
refines it using local search. The local search algorithm: (1) finds for each vertex v if there
exists an activity interval of loss = 0 in the solution; (2) it removes the activity timeline Tk(v)
from the solution; (3) it computes the timestamps associated with the temporal edges incident
in v left uncovered by the pruning of step (2); (4) it computes by dynamic programming
algorithm an activity timeline of v of minimum span, containing the timestamps of step (3).
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The motivation for this strategy is that, if there is an interval I(v) of loss = 0, it is
not useful to cover temporal edges, instead of removing only I(v), we decide to remove all
the activity timeline Tk(v). This allows us to define a new activity timeline for v with k

intervals. Basically, by reconfiguring the whole activity interval, we can find a new structure
for ordering the activity timestamps which would allow for a smaller span than the one which
would result by only deleting a single activity interval. Even though the strategy produces
additional cost regarding computation, it can produce a much better solution because it
saves not only the span of the deleted interval, but also the span saved by reshuffling the
activity timestamps into new intervals.

For example, assume that Tk(v) contains another interval I ′(v) of positive loss, such that
I ′(v) covers a temporal edge (u, v, t). If (u, v, t) is covered also by an interval of vertex u, we
don’t require to cover (u, v, t) when we recompute the timeline activity of v. Note that the
activity timeline computed at point (4) does not increase the span with respect to Tk(v).

We begin by describing how our heuristic deals with steps (1) - (3), by constructing
a specialized data structure, to which we will refer as loss dictionary, based on the initial
solution. This structure associates each activity interval of every vertex with a corresponding
loss value, which is initialized to zero. For each temporal edge in G, we examine whether it is
covered in the initial solution by both incident vertices or only by one. If the edge is covered
by both vertices, no modification is made in the loss dictionary. However, if it is covered
by only one vertex, this implies that the vertex must be active at that specific timestamp,
otherwise the temporal edge would become uncovered. Consequently, we increment the loss
value loss(I(v)) of the activity interval of the corresponding vertex by one. After iterating
through all temporal edges and updating the loss dictionary accordingly, we identify all
vertices that possess at least one activity interval with a loss value of zero. These intervals
are deemed redundant and subsequently, for that vertex we recalculate its activity timeline
from scratch, by parsing through the timestamps and looking for the uncovered timestamped
edges.

Following this pruning step, we recompute the activity timeline for that vertex using a
dynamic programming algorithm. We must specify the fact that indeed, the pruning step
can be done also for vertices not associated with an activity interval of loss = 0. We tested
this on relatively small synthetically generated datasets and the result was very similar to
the result of our approach, because for most of the vertices which do not contain loss = 0
intervals, the recalculation process is not able to shrink the activity timeline.

Now, we formally present the dynamic programming step (4), which solves the following
problem.

▶ Problem 2. k-Min-Interval-Cover (k-MinIntervalCover)
Input: An ordered set U of timestamps, k ∈ N.
Output: A sequence I of k intervals of minimum span such that each timestamp in U is
covered .

Note that, given i ∈ [z], we denote by U [i] the i-th timestamp in U . Now, we give the
dynamic programming recurrence to solve in polynomial time k-MinIntervalCover. Let
z = |U |. Define DP [i][j], where i ∈ [z] and j ∈ [k], as the minimum span of a sequence
of j intervals in [U [i],U [z]] that covers each timestamp in U from the i-th to the z-th one.
Furthermore, we assume that z is a timestamp that contains no temporal edge and thus not
need to be covered. This is used to allow some interval to be empty. Also note that empty
intervals do not need to be time disjoint. The recurrence of compute DP [i][j], where i ∈ [z]
and j ∈ [k], is defined in the following.

TIME 2025



8:8 Heuristics for Covering the Timeline in Temporal Graphs

DP [i][j] = mini<l≤z{DP [l][j − 1] + U [l − 1]− U [i]) with j ≥ 1 (5)

For the base cases DP [i][0] = +∞, for each i ∈ z; DP [z][0] = 0.
Next, we prove the correctness of Recurrence 5.

▶ Theorem 3. DP [i][j] = s if and only if there exists sequence of j intervals in [i, T ] that
covers each timestamp in U from U [i] to z and has minimum span s.

Proof. We prove the theorem by induction on j. The lemma holds for j = 0, as an empty
sequence of intervals does not cover any timestamp.

Assume that the lemma holds for j − 1, we prove it for j. Consider a sequence of j

intervals in [U [i],U [z]] that covers timestamps from U [i] to U [z] and has minimum span s.
There is an interval I = [U [i],U [l−1]], with l > i, that covers all the timestamps between U [i]
and U [l− 1]; moreover, there is a sequence of j − 1 intervals that covers timestamps between
U [l] and U [z] and has total span s′, where s = s′ + h− i. By induction DP [h + 1][j − 1] = s′,
and thus DP [i][j] = s.

Assume that DP [i][j] = s. Then since j ≥ 1, it follows that there exists a value l ≥ j

such that DP [i][j] = minl>i{DP [l][j − 1] + U [l − 1]− U [i]). By induction hypothesis, there
is a sequence of j − 1 intervals in [U [i][l],U [z]] that covers each timestamp between U [l] to
U [z] and have span DP [l][j − 1]. By adding the interval [U [i],U [l − 1]] to the sequence, we
obtain a sequence of intervals that covers each timestamp in U [i] to U [z] and has minimum
span s. ◀

The pseudocode of the dynamic programming is described in Algorithm 1.
Next, we prove two properties of the local search procedure: (1) that it covers each

temporal edge and (2) that it never increases the span of a timeline activity.

▶ Lemma 4. Consider a vertex v and a sequence of intervals I1, I2, . . . Im, m ≤ k of span s.
From those intervals we extract an ordered set U of timestamps, used as input to Algorithm
1. Then Algorithm 1 produces a sequence of intervals I ′

1, I ′
2, . . . I ′

k of span at most s, such
that all timestamps are covered.

Proof. Let Tk be a solution of k-MinTimelineCover on instance G and a vertex v having
an interval of loss equal to 0 in Tk. The local search heuristic is applied to v. First note that
DP [z][k] outputs the span of a sequence of intervals of minimum span that covers all the
timestamps in U . Since each timestamp of U is covered, then the corresponding intervals
define an activity timeline of v, thus with the activity timelines of other vertices, a feasible
solution of k-MinTimelineCover, as each temporal edge is covered. Furthermore, note that
the span of intervals I1, I2, . . . Im must be at least s, otherwise they will induce a sequence
of intervals covering the timestamps in U and having span less than DP [z][k], contradicting
Theorem 3. Finally, each temporal edge incident in v and not defined in a timestamp of U is
covered by the solution Tk of k-MinTimelineCover, thus concluding the proof. ◀

Finally, we present the complexity of the Dynamic Programming algorithm which can
solve k-MinIntervalCover.

▶ Lemma 5. Algorithm 1 computes the optimal intervals and minimum total interval length
in O(n2 ∗ k) time, where n represents the total number of timestamps in the input list U , and
k is the maximum number of intervals.
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Proof. Let n be the total number of timestamps in U . The DP table dp thus will have
dimensions (n + 1) ∗ (k + 1). The algorithm can be broken into 3 main components: (1)
initialization, (2) base case setup and (3) the DP Computation. (1) involves iterating through
all (n + 1)(k + 1) elements, taking O(n ∗ k) time. (2) involves asigning base case variables
dp[n][i], i ∈ k and takes O(k) time. (3) consists of three nested loops, which form the core of
the computation. Because each operation within the innermost loop takes O(1), our total
running time will be O(n2 ∗ k). Summing the time complexities of these three stages will be
equal to the dominant term in the sum, which is O(n2 ∗ k) and represents a polynomial time
algorithm. ◀

Algorithm 1 Dynamic programming solution for ordering the timestamps for vertices with 0 loss.
Input: A sorted list of timestamps t[1 . . . n], k

Output: Optimal intervals and minimum total interval length
1: dp[0..T ][0..k]←∞ ▷ Initialize DP table
2: prev[0..T ][0..k]← 0 ▷ For solution reconstruction
3: dp[T ][0]← 0 ▷ Base case: empty sequence
4: for j ← 1 to k do
5: dp[T ][j]← 0 ▷ Empty sequence with any intervals
6: end for
7: for i← T − 1 down to 0 do
8: for j ← 1 to k do
9: for l← i + 1 to T do

10: if l = i + 1 then
11: intervalLength← 0
12: else
13: intervalLength← timestamps[l − 1]− timestamps[i] + 1
14: end if
15: totalLength← intervalLength + dp[l][j − 1]
16: if totalLength < dp[i][j] then
17: dp[i][j]← totalLength

18: prev[i][j]← l

19: end if
20: end for
21: end for
22: end for
23: Reconstruct the dp matrix
24: return intervals, dp[0][k]

5 Experiments

We begin this section by describing how we create the synthetically generated dataset on
which we will test both the ILP model and the heuristic. It is based on the generated
dataset of [14] and for each iteration of our algorithms we consider a static underlying graph
structure G = (V, E). For each v ∈ V we simulate a set of temporal interaction intervals
at different timestamps. The parameters controlling the generation process include the
number of interaction intervals per vertex, the distance between events, the inter-interval
spacing, and the degree of temporal overlap between consecutive intervals. For simplicity
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8:10 Heuristics for Covering the Timeline in Temporal Graphs

and replicability, parameters were held constant across iterations. The generator ensures
stochastic yet reproducible behavior through a fixed random seed. The resulting dataset
consists of a chronologically ordered list of timestamped interactions (u, v, t), as well as
a mapping of vertices to their corresponding k active time intervals. Experiments were
conducted on a Macbook Pro machine with 11 CPU cores, 18 GB RAM, and M3 ARM

processor to ensure consistency in runtime comparisons.
We evaluate the performance of our Integer Linear Programming (ILP) formulation

on synthetically generated temporal networks. We used a Gurobi solver in its current
configuration, the model scales effectively to instances comprising up to 50, 000 temporal
edges, with total runtime remaining under 25 minutes. The formulation demonstrates optimal
performance in scenarios characterized by a relatively small number of activity intervals per
vertex. For our standard benchmarking experiments, we fixed the number of activity intervals
at k = 10 and used an overlap coefficient of 0.5. Additionally, to assess the scalability of the
approach under alternative structural conditions, we conducted a separate test with a reduced
k value and a larger graph containing more vertices and edges. Empirically, we observed that
lower overlap coefficients lead to faster computational times; nonetheless, we maintained a
minimum overlap of 0.5 in most experiments to better reflect real-world temporal dynamics.
Across all tested configurations, the ILP formulation consistently achieved high solution
accuracy, with both precision and recall exceeding 99%, indicating the correctness and
robustness of the approach.

Figure 3 ILP Execution Time vs the total number of timestamps.

In the following, we compare the results of the k-Baseline and k-Inner heuristics of [14]
with their improved versions using the heuristic algorithm. We will do a separate analysis for
each of the considered algorithms. Starting with k-Baseline, we observe that, precision-wise
the results are similar. This apparent discrepancy occurs because both sets of intervals
are being compared against the ground-truth results, which remain considerably smaller in
magnitude. The standard comparison metrics do not fully capture the practical significance
of our improvements because both the initial approach and our method necessarily produce
solutions that deviate substantially from the optimal (given the NP-hard nature of the
problem and its known approximation hardness of any factor). Nevertheless, when examining
the total interval length across all vertex variations, we observe a clear and consistent
improvement. This improvement stems directly from our algorithm (as detailed in Section
5), which calculates the loss of every interval for each vertex and, for vertices containing
intervals with zero loss, recalculates the activity timestamps and optimally reorders them
using dynamic programming.
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Comparative analysis of our approach against the baseline reveals consistent improvements
in precision and recall metrics, which are represented by an average improvement that exceeds
2.5% and peak differentials of more than 5% in maximum values. We use Figure 4 for reference.
Other relevant average comparisons are for recall, which stays the same for the Baseline and
the Heuristic Improvement algorithm at 0.65. More significantly, our method demonstrates
substantial optimization of the total interval length, reducing it from 3.0 ∗ 1e6 to 2.5 ∗ 1e6,
which constitutes a reduction of 16.7%. This considerable decrease in total length, coupled
with the consistent precision improvements, underscores the robustness and practicality of
our algorithmic refinements.

Figure 4 Precision Comparison between Baseline and Improved Heuristic.

Figure 5 Total Length Comparison between Baseline and Improved Heuristic.

In the experimental phase aimed at enhancing the k-Inner algorithm, we adopted a
slightly modified approach. Specifically, we conducted a dry run for all vertices v ∈ V with a
loss value of zero, retaining the newly generated activity intervals only if they resulted in
a lower total cost compared to the baseline established by the original k-Inner algorithm.
This conservative strategy was employed as a safeguard, given that the original heuristic
already achieves a high precision of approximately 75%. In earlier iterations, we observed
instances where modifying certain vertices adversely affected the interval structure, leading
to significant reductions in overall precision. Despite these challenges, our modified heuristic
yields slight but consistent improvements. However, given the already high baseline precision,
these gains typically fall within a margin of approximately 1%. To ensure robustness in
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evaluation, we extended the number of iterations and increased the total number of vertices
analyzed. As shown in Figure 6, our approach surpasses the 75% precision threshold for
a limited number of vertices, after which the performance aligns closely with that of the
original k-Inner algorithm. This convergence is expected, as the algorithm already performs
near-optimally, leaving few opportunities for zero-loss interval modifications. Consequently,
the impact on the total interval length remains minimal.

Figure 6 Total Length Comparison between Baseline and Improved Heuristic.

6 Conclusion and Future Works

We have considered k-MinTimelineCover, a problem defined for complex data summar-
ization. We have presented an ILP formulation for moderate size instances and we have
designed an efficient heuristic based on local search. We have presented an experimental
evaluation on synthetic data sets for both methods. Future works include an experimental
evaluation on real-word datasets and an investigation of the performance of variants of our
heuristics that extend the local search approach, for example when more than one vertex
containing an interval of loss equal to 0 is considered in this step.
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Abstract
This paper presents a novel system, called Temporal GraphQL, for supporting temporal data in
web services. A temporal web service is a service that provides a temporal view of data, that is,
a view of the current data as well as past or future states of the data. Capturing the history of
the data is important in data forensics, data auditing, and subscriptions, where an application
continuously reads data. GraphQL is a technology for improving the development and management
of web services. Originally developed by Facebook and widely used in industry, GraphQL is a query
language for web services. This paper introduces Temporal GraphQL. We show how to use tree
grammars to model GraphQL schemas, data, and queries, and propose temporal tree grammars to
model Temporal GraphQL. We extend GraphQL with temporal snapshot, slice, and delta operators.
To the best of our knowledge, this is the first work on Temporal GraphQL and temporal tree
grammars.
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Service discovery and interfaces; Information systems → Query languages

Keywords and phrases Temporal databases, temporal queries, GraphQL, web services
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1 Introduction

Web applications rely on web services for data management. A web service is a an application
programming interface (API) endpoint that allows a client to interact with a back-end
database over the web. Web services are ubiquitous; when on-line users shop, make dinner
reservations, buy airline tickets, vote, or post social media updates each interaction typically
invokes several web services. Web services read and write data formatted in Javascript
Objection Notation (JSON). JSON is a lightweight, text notation for representing objects.
Though JSON DBMSs are rising in popularity, e.g., MongoDB ranks fifth in a recent ranking
of DBMS popularity [15], JSON is the most widely used data exchange language. JSON is
tightly integrated into many modern programming languages, e.g., Python, Java, Typescript,
all have libraries to quickly convert objects formatted in JSON to objects in the host language
and vice-versa.

GraphQL is a technology for improving the development and management of web ser-
vices [22]. Originally developed by Facebook and widely used in industry, GraphQL is a
query language for a web service, or more generally, an API. GraphQL supports queries that
read data as well as mutations that update data on the types provided by the schema. A
GraphQL query is evaluated to produce JSON data requested by a user.

GraphQL, however, lacks support for temporal data. Temporal data is data annotated
with time metadata. This paper presents a novel system, called Temporal GraphQL, for
supporting temporal data in web services. A temporal web service is a service that provides
a temporal view of data, that is, a view of the current data as well as past or future states of
the data. Capturing the history of the data is important in data forensics, data auditing,
and subscriptions, where an application continuously reads data. For a subscription, instead
of returning all of the data in each snapshot, only the differences between snapshots can be
provided. This “delta” is usually much smaller than the entire dataset.
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This paper makes the following contributions.
We show how to use tree grammars to model GraphQL schemas, data, and queries,
and propose temporal tree grammars to model temporal GraphQL. To the best of our
knowledge, this is the first work on temporal tree grammars.
We extend GraphQL with temporal snapshot, slice, and delta operators.

This paper is organized as follows. The next section reviews GraphQL. Section 3 introduces
Temporal GraphQL. We then describe tree grammars and how they are used in supporting
Temporal GraphQL in Section 4. The final two sections cover related work and conclusions.

2 Review of GraphQL

In this section we review GraphQL. The starting point for GraphQL is a schema, which
describes the types provided by an API as described in Section 2.1. GraphQL supports
queries and mutations (updates) using the API. For our purposes mutations are a variation
on queries, so this paper focuses exclusively on queries, which are presented in Section 2.2.

2.1 GraphQL Schemas
A GraphQL schema describes the types provided by an API. As an example, consider the
GraphQL schema specification shown in Figure 1. The schema is taken from GraphQL’s
tutorial for learning GraphQL [23] and has three object types: Character, Planet, and
Species. The miniworld for the types is a science fiction world where a character originates
on some planet, is of some species, and has friends who are characters. Each type has one or
more properties. A property represents a key-value pair in JSON. The name of the property
is the key and the schema records type constraints on the value. The Character type has
name, friends, homeworld, and species properties. The Character name is a String type
and must be non-null (indicated by the “!”). The friends property is a list (indicated by
the enclosing brackets “[]”) of references to Characters.

The data is checked during query evaluation to ensure that it conforms to the schema,
if not, an error is generated. As an example Figure 3 shows a fragment of a data instance
that conforms to the schema given in Figure 1. Each JSON object implicitly contains
an id property that uniquely identifies the object within the data collection, not just the
type (collection-wide unique identifiers are used to implement client-side caching of objects).
Sub-objects are represented as references, e.g., the homeworld property in the Character
type is a reference to a Planet object.

2.2 Queries
Queries are at the core of GraphQL. Every GraphQL schema must also support an entry
point for queries, this type is known as the Query type. The Query type specifies the root
entry point(s) for the database. An example is given in Figure 2. The Query type has three
entry points:
1. hero reads a Character,
2. characters yields a list Characters, and
3. planets, which returns a list of Planets.
The entry point is the starting point for the query, more fields can be added to flesh out
objects and sub-objects in a query result. An example is given in Figure 4. In the example,
the hero entry point is expanded to include the name and friends properties. The friends
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type Character {
name: String!
friends: [Character]
homeworld: Planet
species: Species

}

type Planet {
name: String
climate: String

}

type Species {
name: String
lifespan: Int
origin: Planet

}

Figure 1 A GraphQL schema for a
science fiction database.

type Query {
hero: Character
characters: [Character]
planets: [Planet]

}

Figure 2 The Query type in GraphQL
defines query “entry points”.

Character = [
{ "id": "id_r2_d2",

"name": "R2-D2",
"friends": [

"characterId": "id_luke_skywalker",
"characterId": "id_han_solo"

],
"homeworldId": "id_naboo",
"species": "id_droid" },

{ "id": "id_luke_skywalker",
"name": "Luke Skywalker",
... },

...
]
Planet = [

{ "id": "id_naboo",
"name": "Naboo",
"climate": "Temperate" },

...
]
Species = [

{ "id": "id_droid",
"name": "Droid",

... }
...

]

Figure 3 JSON that conforms to the GraphQL
schema in Figure 1 for a science fiction database.

property is a list of Characters, and for each sub-object in the list the name and homeworld
(which is a Planet type object) properties are selected. An example of the result of evaluating
the query is given in Figure 5.

Queries can also include filters, which are predicates to test the data for membership in
the result. For example, suppose that we want to select the character named Luke Skywalker.
Then we could filter the hero entry point in a query as follows:

hero(filter: { name: { eq: "Luke Skywalker" } }) {
name
...

}

Entry points can also be specified to take arguments. For instance, we could modify the
hero entry point to match a specific name as follows.

type Query {
hero(name: String) : Character
...

}
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query {
hero {

name
friends {

name
homeworld {

name
climate

}
}

}
}

Figure 4 A query using the hero
entry point.

{ "data": {
"hero": {

"name": "R2-D2",
"friends": [

{ "name": "Luke Skywalker",
"homeworld": {

"name": "Tatooine",
"climate": "Desert"

}
},
....

]
}

}

Figure 5 A fragment of the result of the GraphQL
query in Figure 4.

The query to fetch Luke Skywalker would then be as follows.

hero(name: "Luke Skywalker") {
name
...

}

3 Temporal GraphQL

Science fiction data changes over time as edits to the data are made and new data is inserted.
This section describes how to capture the the changing history. In Temporal GraphQL
the data is assumed to be annotated with time metadata that records the lifetime of the
data in some temporal dimension. Common dimensions are transaction time and valid
time. We first show how to add support for time to a schema type, we then describe several
temporal query operators that let users travel in time and select past versions of data. In
the next section we discuss how to support Temporal GraphQL in a layered approach where
a temporal schema/operator is translated into the corresponding GraphQL schema/operator.
This implementation strategy leverages non-temporal GraphQL to support GraphQL.

3.1 Temporal Types
In a temporal GraphQL schema a type can be made temporal by adding a GraphQL directive
as shown in Figure 6. A GraphQL directive is prefixed with the “@” character. Directives are
essentially decorators in many popular programming languages. Directives can be added to
both schemas and queries. The @temporal directive indicates that the type is now a temporal
type, that is the schema type will represent data annotated with temporal metadata. For
the purposes of this paper we assume a single, transaction-time temporal dimension as it is
common for systems to record the time data is created and deleted. Extensions to valid time,
belief time, or bitemporal times are future work. We will further assume that the transaction
time is recorded as a period or interval timestamp, rather than a temporal element, that
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# @temporal directive declaration
directive @temporal() on OBJECT | SCHEMA

# Character is a temporal type
type Character @temporal {

name: String
friends: [Character]
homeworld: Planet
species: Species

}
...

Figure 6 A GraphQL schema for a
temporal science fiction database.

query @slice({start: 3, stop: 4}) ( {
hero {

name
}

}

Figure 7 An example @slice query.

is as a set of periods, or as an indeterminate time [2, 19]. Extending to handle temporal
elements or temporal indeterminacy are left to future work. The schema can be a mix of
temporal and nontemporal types, though for this running example we will assume that all of
the object types have been similarly annotated.

3.2 Temporal Queries
We assume that an API or web service supplies the temporal data in a temporal GraphQL
instance. Temporal GraphQL supports several kinds of temporal queries. Each kind of query
is specified by a GraphQL query directive that modifies the behavior of the query as described
below.

directive @snapshot(time: Int!) on QUERY - A snapshot query takes as input a time,
t, and returns the non-temporal data as of t.
directive @slice(time: Timestamp!) on QUERY - A slice query takes a Timestamp
object and returns the temporal history as of the given timestamp. The Timestamp type
is defined in Figure 9.
directive @current() on QUERY - The current query returns the snapshot as of the
current time.
directive @delta(time: Timestamp!) on QUERY - The delta query takes a Timestamp
and returns all of the data that changed during the Timestamp.

Figure 7 shows how a slice query would be specified.

4 A Layered Approach to Supporting Temporal GraphQL

In this section we describe a layered approach to mapping a temporal schema (query) into
a representational schema (query). The key to the approach is to model the schema as
a temporal tree grammar. Section 4.1 provides background on tree grammars, which are
extended in Section 4.2 to include support for time. The temporal tree grammar models the
representational schema and data as described in Section 4.2.1.

4.1 A Tree Grammar Approach to Modeling GraphQL Schemas
Introduced in 1969, a tree grammar is a (context-free) grammar for generating (or parsing)
trees [33].
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▶ Definition 1 (Simple Unordered Tree Grammar). A simple unordered tree grammar is a
four-tuple (Σ, R, N , ∆) where:

Σ is the alphabet, a finite set of terminals;
N is a finite set of nonterminals;
R ∈ N is a set of root (start) nonterminals, and
∆ is a finite set of productions, with the following properties. Each production is of the
form n → x1[α1]β1 . . . xk[αk]βk where n ∈ N , the body of the production is unordered
(the production represents all possible permutations of the body of the production), and
for all i,

xi ∈ Σ;
αi is a well-formed formula of terminals or nonterminals, square brackets to indicate
tree nesting, and metalanguage symbols from the EBNF (e.g., ∗ represents Kleene
closure);
and βi is the empty string, ? to indicate 0 or 1 occurrences, or ∗ for Kleene closure.

The grammar is for unranked trees [4]. In a ranked tree grammar each terminal or nonterminal
would have a fixed arity or “rank”, but GraphQL trees (and JSON) are best modeled by
unranked tree grammars, so for instance a homeworld node may have between one and two
descendants since name and climate are optional. The grammar is also context-free and
simple because every clause in the body starts with a terminal (the root of a subtree) so a
parser or generator for the grammar can deterministically choose the clause in the body of
the production based on a single lookahead token (the evaluation only has to keep track of
which clause was chosen).

One use of the tree grammar is to ensure that a GraphQL query is valid. Validation
is the first step in query evaluation. Validation consists of checking the query against the
schema to determine if all of the fields correspond to a type property and that the types
are nested correctly. It is straightforward to convert a GraphQL schema to a tree grammar.
The conversion introduces one production for every type (including the Query type). For
example the converted tree grammar for the GraphQL schema of Figure 1 is given below.
Note that a query is agnostic about JSON lists in the result so this distinction is not made
in the grammar to validate a query.

Σ = {id, name, friends, homeworld, species, climate, lifespan, origin, characters,

hero, planets}
R = Q

N = {Q, C, P, S}
∆ contains the following productions (for each x[α]β in the body β is a “?” because the
clause is optional, so for clarity we will omit the “?”).

Q → hero[C] characters[S] planets[P ]
C → id[ ] name[ ] friends[C] homeworld[P ] species[S]
P → id[ ] name[ ] climate[ ]
S → id[ ] name[ ] lifespan[ ] origin[P ]

The grammar can be used to determine whether a query, such as that given in Figure 4
is valid. Figure 8 shows the tree representation of the query in Figure 4. The grammar is
used to validate from the root down by first choosing to expand Q (the start nonterminal)
by hero[C] based on the root of the query matching hero. C is then expanded by name[ ]
and friends[C], and so on.

A GraphQL schema can also be converted to a result grammar that describes the result of
a query. Below is the converted result grammar. Note that lists in the result are represented
in a tree as repeated children (using Kleene closure in the grammar) and that null values
could be present.



C. E. Dyreson and B. Sarkar 9:7

hero

name friends

name homeworld

name climate

Figure 8 The tree corresponding to the query in Figure 4.

Σ = {id, name, friends, homeworld, species, climate, lifespan, origin, String, data,

ID, null}
R = D

N = {D, Q, C, P, S}
∆ contains the following productions (for each xi[αi]βi in the body there is a “?” because
the clause is optional, so for clarity we will omit the “?”).

D → data[Q]
Q → [ C | S∗ | P∗ ]
C → id[ID] name[ String | null ] friends[C]∗ homeworld[P ] species[S]
P → id[ID] name[ String | null ] climate[ String | null ]
S → id[ID] name[ String | null ] lifespan[ String | null ] origin[P ]

The result grammar is used to generate the result shown in Figure 5.

4.2 Temporal Tree Grammar
To support temporal data, we introduce a temporal tree grammar. There are (at least) two
ways in which a grammar can be temporal.
1. The grammar itself evolves - The grammar changes over time as rules are updated, inserted,

and deleted. For Temporal GraphQL this is akin to schema evolution or versioning [32].
2. The data changes over time - The grammar describes a snapshot of the data, but the data

itself is temporal, capturing the entire timeline of its evolution (in some time dimension(s)).
The non-temporal grammar parses each snapshot rather than the entire history of the
data.

We consider evolution of the grammar next, and in Section 4.2.2 representing the data’s
history.

4.2.1 Grammar Evolution
To record the changing history of the schema, each terminal and nonterminal in the body of
a production is annotated with a transaction time lifetime (transaction time since edits to
the schema are transactions). The lifetimes are updated as follows when edits are made to
the productions (to the schema).

Deletion of terminal or nonterminal in the body - When part of a production is deleted
the lifetime of the deleted parts is ended at the time at which it was deleted.
Insertion of a terminal or nonterminal - An insertion creates a new lifetime starting at
the time at which the part of the production was inserted and terminating at time uc
(until changed).
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Insertion or deletion of a production - Each terminal or nonterminal in the body is
updated as either inserted (lifetime starts) or deleted (lifetime ends).
Terminal or nonterminal marked as deprecated - GraphQL supports a @deprecated
annotation in the schema. Rather than deleting properties or types, they can be annotated
as deprecated. Since deprecated properties/types are not deleted, their lifetime will
continue (since they contine to be present in the schema). Since deprecated properties
and types are part of the GraphQL standard, Temporal GraphQL will continue to support
such types, so a slice at the current time will include deprecated fields present as of
the time of the slice. However, in Temporal GraphQL fields and properties (including
deprecated fields) can be (logically) deleted since rollback to previous versions of the
schema is supported. So in some sense, Temporal GraphQL “fixes” the need for having a
@deprecated annotation, but for compatibility, it continues to support the annotation.
Change to a production - We model the change to a production as the deletion of the
changed part, followed by an insertion of the new part.

For example, suppose that at time 1 the temporal type given in Figure 6 is inserted in
the schema. Then at time 2 the name field is deleted and at time 3 a moniker field is added.
By time 4 the production for the type in the query grammar would be as shown below, the
temporal annotations are shown as subscripts for each terminal and nonterminal in the body
of the production.

C → id1−uc[ ] name1−2[ ] moniker3−uc[ ] friends1−uc[C] homeworld1−uc[P ] species1−uc[S]

The temporal annotations specify the time(s) at which the body of the production is valid.
For instance the rule would be used as follows in validating a query, such as that given in
Figure 4. Initially, the lifetime of the query is 1-uc. But the query contains the Character
name property. So as the query name construct is parsed, the lifetime becomes 1-uc

⋂
1-2 =

1-2, which is the time interval in which the name property existed. If the lifetime becomes
empty, then the parsing fails (at no transaction time is the query valid).

The lifetime computed by the query grammar can be propagated to the task of generating
the result using the result grammar, in particular it constrains the result to only data that
was alive during the computed lifetime as described next

4.2.2 A Representational Model for Data Evolution
A result tree grammar can be converted to a temporal result tree grammar that includes
timestamps in the data and supports multiple versions of a property as follows. First, for
each nonterminal, X, in the grammar corresponding to an @temporal object type we add
add two nonterminals: a version nonterminal, represented as XV , which represents a single
version of the data, and a history nonterminal, represented as XT , which is a list of versions.
Next, we add a production, XT → versionsX[XV ∗], to indicate that a history nonterminal
is a list of versions of type X. We also add a production, XV → timestamp[T ] data[X], to
state that a version is the paring of a timestamp (represented by Timestamp type, T ) and
the data for that version, which is an instance of X. Finally, in the body of each production
we replace X with XT to indicate that X is temporal.

As an example, the productions in the temporal result tree grammar is given below.
Σ = {id, name, friends,. . . lifespan, origin, String, data, ID, null}
R = Q

N = {Q, C, CT , CV , P, PT , PV , S, ST , SV }
∆ contains the following productions.
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D → data[Q]
Q → [ CT | ST ∗ | PT ∗ ]
CT → versionsCharacter[CV ∗]
CV → timestamp[T ] data[C]
C → id[ID] name[ String | null ] friends[C]∗ homeworld[P ] species[S]
PT → versionsPlanet[PV ∗]
PV → timestamp[T ] data[P ]
P → id[ID] name[ String | null ] climate[ String | null ]
ST → versionsSpecies[SV ∗]
SV → timestamp[T ] data[S]
S → id[ID] name[ String | null ] lifespan[ String | null ] origin[P ]
T → start[ Int | null ] stop[ Int | null ]

A key feature of the result tree grammar is that it can be expressed with a non-temporal
GraphQL schema, enabling GraphQL itself to support Temporal GrapQL. The representa-
tional schema for the temporal result grammar is given n Figure 9. The representational
schema is a GraphQL schema that represents the data and temporal metadata. In the
representational schema the Character type is converted to a CharacterTemporal type.
The CharacterTemporal type replaces Character everywhere else in the schema. A tem-
poral type is a list of versions. Each version is a Timestamp paired with a snapshot of a
non-temporal Character object. The Timestamp object is simply a transaction time interval,
but in practice could be bitemporal, a temporal element, or indeterminate; the object is
defined to represent the kinds and nature of times that annotate the data.

The temporal result grammar describes the types produced by the API. A fragment of
the representational data is shown in Figure 10. The data represents one change to the
“R2-D2” Character, the homeworld was updated from “Tatooine” to “Naboo”. The change
creates a new version of the Character object.

We note that this representational grammar takes a temporal-centric approach to querying
(described in the next section). In a temporal centric approach filtering is done primarily by
temporal constraints rather than value-specific constraints. There are alternative, potential
representations that we leave to future work that could better support a value-centric
approach. For instance, a Timestamp property could be added to each type in the schema to
record its lifetime. We envision a system in which a designer could choose the representational
schema that best suits their needs or alternatively choose support for more than one kind of
representational schema simultaneously. Note that the schema is not used for storage of the
data, rather it provides a view for query access, so supporting alternative representations
should be possible.

4.2.3 Evaluating Temporal Queries
The temporal result grammar is also used to construct the result of temporal queries. Just as
in the non-temporal case, the grammar is used to generate a result by repeated application of
the productions starting from the start nonterminal. But in the temporal case two additional
features are needed, the timestamps have to be processed and the result can be temporal or
non-temporal (depending on the operation). Let’s consider the @slice operator first.

We introduce the notion of sequenced generation (or parsing) to process @slice. It is
sequenced because for each use of a production in the generation (parse) there is an associated
lifetime that represents when the data is alive. The lifetime is important to track since in the
generated tree a child cannot exist without its parent, so each child’s lifetime is constrained

TIME 2025



9:10 Temporal GraphQL

...

type CharacterTemporal {
versionsCharacter: [CharacterVersion]

}

type CharacterVersion {
timestamp: Timestamp
snapshot: Character

}

type Character {
name: String
friends: [CharacterTemporal]
homeworld: PlanetTemporal
species: SpeciesTemporal

}

...

type Timestamp {
start: String
stop: String

}

Figure 9 A representational GraphQL
schema for the temporal schema of Figure 1.

...
CharacterTemporal = [

{ "id": "id_r2_d2",
"versionsCharacter": ["id_r2_d2_v1",

"id_r2_d2_v2"] },
...

]
CharacterVersion = [

{ "id": "id_r2_d2_v1",
"timestamp": "id_t1",
"snapshot": "id_r2_d2_s1 },

{ "id": "id_r2_d2_v2",
"timestamp": "id_t2",
"snapshot": "id_r2_d2_s2 },

]
Character = [

{ "id": "id_r2_d2_s1",
"name": "R2-D2",
"friends": [

"characterId": "id_luke_skywalker_v1",
"characterId": "id_han_solo_v1" ],

"homeworldId": "id_tatooine_v1",
"species": "id_droid_v1" },

{ "id": "id_r2_d2_s2",
"name": "R2-D2",
"friends": [

"characterId": "id_luke_skywalker_v1",
"characterId": "id_han_solo_v1" ],

"homeworldId": "id_naboo_v1",
"species": "id_droid_v1" },

...
]
...

Figure 10 JSON that conforms to the GraphQL
schema in Figure 1 for a science fiction database.

by the lifetime of its parent. A slice grabs the part of a history within a time interval specified
by the user. So initially, the lifetime of the root is given in the slice. Moreover, when the
@slice is validated using an evolving grammar, the validation produces a timestamp that
represents the times at which the query is valid (matches the temporal schema grammar).
So the lifetime is the intersection of the time specified in the slice and the time produced by
the validation. If this time is empty, then the @slice generates an error (the schema does
not match the query). As the generation proceeds from the root to each leaf in the result,
the lifetime is maintained along each branch in the tree by taking the intersection of the
branch’s lifetime with the data’s lifetime in any version object.

As an example, consider the @slice query given in Figure 7 using the grammar of
Section 4.2 including the change made to the grammar in Section 4.2.1 on the data of
Figure 10. The query specifies a slice from 3-4 but validation produces a time of 1-2
since name only exists at time 1-2. The intersection is empty, hence an error would be
generated. But suppose the slice was from 1-1. The result depicted in Figure 11 would be
generated. Initially 1-1 would be passed from the root (the hero node) along each branch
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hero[1−1]

versionsCharacter[1−1] ∩ [1−2]=[1−1]

timestamp[1−1]

start

1

stop

2 → 1

data[1−2]

name[1−2]

"R2 D2"

versionsCharacter[1−1]∩[3−4]=∅

timestamp

start

3

stop

4

data∅

moniker

"R2 D2"

Figure 11 The tree corresponding to the query in Figure 4.

(each Character version) in the constructed tree. For each version in the data the intersection
of the version’s time and the branch’s time is computed, which becomes the branch’s time for
descendants along the branch, and the timestamp is updated. If the time is empty then the
branch generation is terminated. As an example, for the first (leftmost) versionsCharacter
node in Figure 11 the stop property in the timestamp is changed from 2 to 1 as indicated in
a red font. For the second versionsCharacter branch the intersection of 1-1 and 3-4 (the
time of the version) is empty, so the framed branch in the tree is not generated in the result.

The evaluation of @delta starts the same as the evaluation of @slice with the initial
computation of the lifetime of the root. But the intersection of times along a branch is not
performed, instead branches are pruned if the version lifetime does not start or end during
the branch’s lifetime. So if we replace @slice with @delta in the query in Figure 7 and
use a start time of 1, then the validation would produce a root timestamp of times 1-2.
When applied to Figure 11 the leftmost branch (without changing the timestamp) would be
selected, but the right child has a time of 3-4, so is outside the interval 1-2 and would not be
included in the result.

Finally, the evaluation of @snapshot (and @current) is similar to that of @slice insofar
as branches are pruned that fall outside of the slice time. But all non-data nodes are removed
from the result. As example using Figure 11 the @snapshot at time 1 would prune the
framed subtree rooted at the rightmost versionsCharacter node (since its lifetime is 3-4),
and also prune from the result the non-data nodes by placing the name node as the only
child of the hero node (removing the nodes in blue font in the leftmost versionsCharacter
subtree).

5 Related Work

To the best of our knowledge there have been no previous papers on Temporal GraphQL or
temporal tree grammars. There has, however, been extensive previous research to supporting
temporal data [3, 20,30]. This research has fallen into two broad categories: versioning and
timestamp-based support. Timestamp-based queries are common in temporal relational
databases. A temporal relational database [25] stores data that is annotated with time
metadata. The time metadata records when the data was alive in some time domain, e.g.,
transaction time [27], valid time [28], or both. Such databases can be queried in various
ways. For instance in TSQL2 [34] a query can be evaluated to retrieve the data’s history
e.g., a timeslice query [26], or retrieve the data as of some time instant, e.g., a snapshot
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query [35], or perform a query at every time instant in the data’s history, e.g., a sequenced
query [5]. But TSQL2 does not support queries that ask for versions of data, e.g., get the
second version of an employment record or retrieve the changes to the employment record.
Data versioning is more common in temporal object-oriented databases [13] or temporal
documents where each edit or change creates a new version of an object or document [21].
Users can navigate among the versions and restore old versions if necessary.

Semi-structured data representations such as JSON, XML, and YAML are used to
represent both data and documents and thus need to support both timestamp and version
histories [1, 7–11,16,31,37]. Semi-structured data changes over time, sometimes frequently,
as new data is inserted and existing data is edited and deleted [12, 24, 29]. Previous
research in temporal XML and JSON called elements that maintain their identity over time
items [14, 17, 18, 36]. Items are timestamped with a lifetime and as an element can be moved
within a document. Each change to an item creates a version, which is also timestamped.
Previous research showed how to represent, query, describe with a schema and validate
temporal semi-structured data. Differences in XML and JSON spawned further research in
schema validation and versioning for JSON data [6].

6 Conclusions

GraphQL is a widely used technology for making it easier to develop and maintain web
applications. GraphQL queries and mutations are used to read and write data to a back-end
database through a web services API. But data and schemas change over time and capturing
and querying this history is important in many applications. In this paper we presented
Temporal GraphQL, a technology that adds support for time to GraphQL. We observed that
tree grammars can model GraphQL schemas, data, and queries and we proposed temporal
tree grammars to model temporal GraphQL. And we extended GraphQL with temporal
snapshot, slice, and delta operators. The key advantage of our design is that it leverages
non-temporal GraphQL to support GraphQL.

Our short-term future work is targeted to implementing Temporal GraphQL as a layer
for a GraphQL system. But such a system has to be coupled with techniques for converting
web services to temporal web services, to supply the data for the temporal types in the query,
which in term needs temporal support in a back-end database. We are currently working on a
PostGraphile layer; PostGraphile is a GraphQL system for Postgres databases. We also plan
to specialize the @temporal annotation to support different kinds of time, e.g., @validTime.
And we plan to add temporal elements and support for indeterminacy to the Timestamp type.
Indeterminacy will also require some changes to queries to support indeterminate queries.
Finally, we plan to generalize the support for temporal metadata outlined in this paper to
include other kinds of metadata, such as quality metadata.
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Abstract
The study of safety and liveness is crucial in the context of formal languages on infinite words,
providing a fundamental classification of system properties. They have been studied extensively
as fragments for regular languages and Linear Temporal Logic (LTL), both from the theoretical
and practical point of view, especially in the context of model checking. In contrast, despite the
growing interest in Linear Temporal Logic over finite traces (LTLf) as a specification formalism for
finite-length executions, the notions of safety and liveness for finite words have remained largely
unexplored.

In this work, we address this gap by defining the safety and liveness fragments of languages on
finite words, mirroring the definition used for infinite words. We show that safety languages are
exactly those that are prefix-closed, from which a bounded model property for all safety languages
follows. We also provide criteria for determining whether a given language belongs to the safety or
liveness fragment and analyze the computational complexity of this classification problems. Moreover,
we show that certain LTL formulas classified as safety or liveness over infinite words may not preserve
this classification when interpreted over finite words, and vice versa. We further establish that the
safety-liveness decomposition theorem – asserting that every ω-regular language can be expressed as
the intersection of a safety language and a liveness language – also holds in the finite-word setting.
Finally, we examine the implications of these results for the model checking problem in LTLf.

2012 ACM Subject Classification Theory of computation → Modal and temporal logics

Keywords and phrases Safety, Liveness, Temporal Logic

Digital Object Identifier 10.4230/LIPIcs.TIME.2025.10

Related Version Extended Version: https://users.dimi.uniud.it/~luca.geatti/data/time-25/
time25.pdf [14]

Funding Luca Geatti acknowledges the support from the project “ENTAIL – intEgrazioNe tra
runTime verification e mAchlne Learning” – funded by the European Union – NextGenerationEU,
under the PNRR- M4C2I1.5, Program “iNEST – interconnected nord-est innovation ecosystem” –
Creazione e rafforzamento di “Ecosistemi dell’Innovazione per la sostenibilità” – ECS_00000043,
CUP G23C22001130006 – R.S. Geatti.

1 Introduction

The concepts of safety and liveness form a fundamental classification of system properties
that describe how systems behave over time. The distinction was first introduced by Leslie
Lamport in his 1977 paper on proving the correctness of concurrent programs [20], where he
informally characterized safety properties as those stipulating that “nothing bad happens”,
and liveness properties as those ensuring that “something good eventually happens”. The
formalization of these concepts was provided by Alpern and Schneider in [1], by defining
safety and liveness properties as ω-regular languages (i.e. sets of infinite words) such that:
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10:2 Safety and Liveness on Finite Words

safety: all violations of the property are irremediable, that is, there exists a finite prefix
of each violation (bad prefix) such that all its extensions violate the property;
liveness: there are no irremediable violations, that is, for any finite prefix, there exists a
continuation that satisfies the property.

They also proved the safety-liveness decomposition theorem for ω-regular languages: every
property on infinite words can be expressed as the intersection of a safety property and a
liveness property. This result has been recently extended also to quantitative properties [16].

The classification of properties into safety and liveness has become fundamental in the
formal verification of reactive systems, particularly within the context of model checking
for Linear Temporal Logic (LTL [23]) properties, that is, the problem of checking whether
all executions of a system satisfy an LTL formula. This distinction enables the application
of specialized verification techniques: once a property is identified as safety or liveness,
efficient algorithms tailored to each class – such as the early proof systems by Manna and
Pnueli [21, 19] or IC3 for safety properties [7, 8] and K-Liveness for liveness properties [11]
– can be employed. Furthermore, the identification of the safety fragment of LTL has
led to syntactic characterizations that capture exactly the safety properties expressible in
LTL [9, 24, 10], thereby allowing one to express safety properties directly, without the need
to verify whether a given formula satisfies the safety condition.

In the last decade, Linear Temporal Logic on finite words (LTLf [13]) has emerged as a
useful formalism for reasoning about systems with inherently finite executions (for example, in
the context of planning). LTLf preserves the syntax of standard LTL but interprets formulae
over finite words. Despite the growing interest in LTLf, the adaptation of safety and liveness
to finite words has received little attention. In [10], a logical characterization of the safety
fragment of LTLf has been proved complete. However, most research questions remain still
open.

This work addresses this gap by studying safety and liveness for languages over finite
words, revisiting classical results from the infinite-word setting – such as the decomposition
theorem – and establishing new results specific to the finite-word case. Our main contributions
are as follows.

First, we examine key properties of the safety fragment over finite words. We show that
safety languages in this setting are precisely the prefix-closed languages; that is, if a word
belongs to the language, then all of its prefixes must also belong to it. This characterization
allows us to establish a bounded model property: a safety language is non-empty if and
only if it contains the empty word. Furthermore, we demonstrate that, analogous to the
infinite-word setting, a regular language over finite words is a safety language if and only if
its closure – defined as the automaton obtained by marking all states as final – is equivalent
to the original automaton. We then study the complexity of deciding whether a regular
language is a safety language. We prove that this problem is PSPACE-complete, both when
the language is given by a Nondeterministic Finite Automaton (NFA) and when it is specified
by an LTLf formula – matching the known complexity for the infinite-word setting [24].

Second, we analyze the liveness fragment of languages over finite words. We prove that,
similarly to the case of ω-regular languages, a regular language is liveness if and only if its
closure recognizes the universal language. This characterization allows us to derive complexity
results for the liveness recognition problem: it is PSPACE-complete when the language is
specified by an NFA, and in EXPSPACE when given by an LTLf formula. Moreover, we
highlight a subtle but important distinction that arises when transitioning between infinite-
word and finite-word semantics in temporal logic. Specifically, we show that certain formulae
classified as safety (resp., liveness) under the infinite-word interpretation (LTL) are not safety
(resp., liveness) under the finite-word interpretation (LTLf), and vice versa.



L. Geatti, S. Pessotto, and S. Tonetta 10:3

Third, we prove that every regular language can be expressed as the intersection of a safety
language and a liveness language, extending the classical Alpern-Schneider decomposition to
the finite-word setting.

Last but not least, we investigate the model checking of LTLf properties over safety
systems – namely, systems represented by NFAs recognizing safety properties. We demonstrate
that, within this context, model checking requires careful consideration. In numerous
instances, formulae that are semantically meaningful and nontrivial in the infinite-word
setting lead to degenerate cases in the finite-word framework. In such cases, we show that
the model checking problem becomes trivial – either invariably false or reducible to a simple
condition, such as verifying whether the empty word ϵ is accepted by the property, or to the
model checking of a substantially simpler formula.

Related Work

In [18], Kupferman and Vardi were the first to show that the problem of determining whether
an LTL formula defines a liveness language is EXPSPACE-complete. The complexity of this
problem – open for over three decades – highlights that recognizing liveness is substantially
more difficult when starting from LTL formulae than from NFAs. This challenge is further
exacerbated by the absence of syntactic characterizations for liveness properties, in contrast
to the case of safety.

In [4], Basin et al. address the problem of deciding whether a formula of Timed Linear
Temporal Logic (TLTL) expresses a safety or a liveness property. They prove that the problem
is EXPSPACE-complete for safety and 2EXPSPACE-complete for liveness, thereby effectively
adding one exponential of complexity compared to the untimed LTL case.

In [3], the model checking problem for LTLf formulae is examined. It is shown that, when
restricting the model checking problem to traces that both start from an initial state and
end in a final state, the problem is PSPACE-complete – matching the complexity of standard
LTL model checking. Conversely, when considering all traces originating from an initial state
– regardless of whether they reach a final state – the problem becomes EXPSPACE-complete.

The work presented in [22] refines the safety-liveness classification of LTL properties by
considering their monitorability. It focuses on runtime verification, thus considering finite
words (sequence of observations) as prefixes of infinite executions. For this reason, the
definitions of safety and liveness are the classical ones based on prefixes of infinite words. In
contrast, our work directly defines and explores safety and liveness fragments for languages
on finite words, and specifically for LTLf. This distinction is crucial as it leads to many
different properties compared to the infinite word setting.

Outline of the paper

Section 2 reviews the necessary background on LTL, LTLf, and automata. Sections 3 and 4
investigate the properties and computational complexity of safety and liveness languages over
finite words, respectively. Section 5 establishes the safety-liveness decomposition theorem
in the finite-word setting. Section 6 examines the implications of our results for the model
checking of LTLf specifications. Section 7 summarizes the achieved results and outlines
directions for future work. Proofs omitted from the main text are provided in Appendix A
or in the extended version of this paper [14].
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10:4 Safety and Liveness on Finite Words

2 Background

In this section, we give the necessary background.
From now on, let Σ = {a, b, c, . . .} be an alphabet, i.e. a finite set of symbols. A finite

word (over Σ) is any finite, possibly empty, sequence of symbols in Σ. An infinite word (over
Σ) is any infinite sequence of symbols in Σ. We denote with Σ∗ (resp., Σω) the set of all
finite and possibly empty (resp., infinite) words over Σ. We denote with ε the empty word.
We define the length of σ as |σ| = 0 if σ = ε, as |σ| = n if σ = ⟨σ0, . . . , σn−1⟩ ∈ Σ∗, and as
|σ| = ω if σ ∈ Σω. A language of finite words L is a subset of Σ∗, while a language of infinite
words L is a subset of Σω. We denote with L the complement of L.

2.1 Linear Temporal Logic
We start by giving the syntax of Linear Temporal Logic on finite words (LTLf [13]) and of
Linear Temporal Logic (LTL [23]), both of which are defined by the same grammar. From
now on, let AP = {p, q, r, . . .} be a set of atomic propositions.

▶ Definition 1. A formula ϕ of LTLf and of LTL over AP is inductively defined as follows:

ϕ := ⊤ | p | ¬ϕ | ϕ1 ∨ ϕ2 | Xϕ | ϕ1 U ϕ2

where p ∈ AP.

The temporal operators X and U are called respectively next and until. We define the
following classic shortcut operators: (i) ⊥ := ¬⊤; (ii) ϕ1 ∧ ϕ2 := ¬(¬ϕ1 ∨ ¬ϕ2); (iii) X̃ϕ :=
¬X¬ϕ1; (iv) Fϕ := ⊤ U ϕ; (v) Gϕ := ¬F¬ϕ; (vi) ϕ1 R ϕ2 := ¬((¬ϕ1) U (¬ϕ2)). The temporal
operators X̃, F, G, and R are called respectively weak next, eventually, globally, and release.
The size of ϕ is the size of its parse tree.

A notable fragment of LTLf and of LTL is SafetyLTL. Formulae in this fragment restrict
the use of temporal operators to X̃, G and R, and allow negation only in front of atomic
propositions. The syntax of SafetyLTL is presented below.

▶ Definition 2. A formula ϕ of SafetyLTL over AP is inductively defined as follows:

ϕ := ⊤ | ⊥ | p | ¬p | ϕ1 ∨ ϕ2 | ϕ1 ∧ ϕ2 | X̃ϕ | Gϕ | ϕ1 R ϕ2

where p ∈ AP.

We now define the semantics of LTLf and LTL. Formulae of LTLf (resp., of LTL) are
interpreted over finite (resp., infinite) words. More precisely, LTLf is interpreted over finite
(possibly empty) words in (2AP)∗, while LTL is interpreted over infinite words in (2AP)ω.
The satisfaction of a formula ϕ of LTLf (resp., of LTL) by a finite word (resp., by an infinite
word) σ = ⟨σ0, σ1, . . .⟩ at position i, denoted by σ, i |= ϕ, is inductively defined as follows:

σ, i |= ⊤ is always true;
σ, i |= p iff 0 ≤ i < |σ| and p ∈ σi;
σ, i |= ¬ϕ iff σ, i ̸|= ϕ;
σ, i |= ϕ1 ∨ ϕ2 iff σ, i |= ϕ1 or σ, i |= ϕ2;
σ, i |= Xϕ iff i+ 1 < |σ| and σ, i+ 1 |= ϕ;
σ, i |= ϕ1 U ϕ2 iff ∃j . i ≤ j < |σ|(σ, j |= ϕ2 ∧ ∀k . i ≤ k < j(σ, k |= ϕ1)).
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We write σ |= ϕ to denote σ, 0 |= ϕ. The language of an LTLf formula ϕ over the set of
atomic propositions AP, denoted as L(ϕ), is defined as the set {σ ∈ (2AP)∗ | σ |= ϕ}.
Similarly, the language of an LTL formula ϕ, denoted with L∞(ϕ), is defined as the set
{σ ∈ (2AP)ω | σ |= ϕ}. We say that ϕ is valid on finite words (resp., on infinite words) if and
only if L(ϕ) = (2AP)∗ (resp., L∞(ϕ) = (2AP)ω).

We highlight an important aspect of the difference between LTLf and LTL, which will be
relevant in the next section. Consider the formula X̃⊥. Under finite words semantics, we can
use X̃⊥ to hook the final position of a word: for all finite words σ, it holds that σ, i |= X̃⊥ if
and only if i = |σ| − 1. This allows us to express formulae like G(q) as q U (X̃⊥ ∧ q), without
the need of the globally operator. However, under infinite words semantics, the formula X̃⊥
is always false, and thus formulae like q U (X̃⊥ ∧ q) are always false as well.

2.2 The safety and the liveness fragments of infinite words
Let Σ be an alphabet. Given an infinite word σ ∈ Σω, we define pref(σ) := {σ′ ∈ Σ∗ | ∃σ′′ ∈
Σω such that σ = σ′ · σ′′}.

The definition of safety language of infinite words is given as follows.

▶ Definition 3. A language L ⊆ Σω is safety if and only if, for all σ ̸∈ L, there exists
σ′ ∈ pref(σ) such that σ′ · σ′′ ̸∈ L, for all σ′′ ∈ Σω. Such prefix σ′ is called a bad prefix
for L.

Given a formula ϕ of LTL over the set of atomic propositions AP, we say that ϕ is a
safety formula iff L∞(ϕ) is a safety language over the alphabet 2AP .

In [9], it is proved that SafetyLTL, when interpreted on infinite words, captures exactly
the set of all safety languages that are definable in LTL.

▶ Proposition 4 ([9]). Let L ⊆ Σω be a language definable in LTL. It holds that L is safety
if and only if L = L∞(ϕ), for some formula ϕ ∈ SafetyLTL.

Liveness languages of infinite words are defined as follows.

▶ Definition 5. A language L ⊆ Σω is liveness if and only if, for all σ ∈ Σ∗, there exists
σ′ ∈ Σω such that σ · σ′ ∈ L.

Given a formula ϕ of LTL over the set of atomic propositions AP, we say that ϕ is a
liveness formula iff L∞(ϕ) is a liveness language over the alphabet 2AP .

2.3 Finite Automata
We define the classic notion of Nondeterministic Finite Automaton.

▶ Definition 6. A Nondeterministic Finite Automaton (NFA) is a tuple A = (Q,Σ, I,∆, F )
such that: (i) Q is a finite set of states; (ii) Σ is a finite alphabet; (iii) I ⊆ Q is the set of
initial states; (iv) ∆ ⊆ Q× Σ ×Q is the transition relation; and (v) F ⊆ Q is the set of final
states.

Given an NFA A = (Q,Σ, I,∆, F ), a state q ∈ Q and a finite word σ = ⟨σ0, . . . , σn−1⟩ ∈
Σ∗, we define ∆̂(q, σ) as the set

{q′ ∈ Q | ∃⟨q0, q1, . . . , qn⟩ . q0 = q, qn = q′, (qi, σi, qi+1) ∈ ∆, ∀0 ≤ i < n}.
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10:6 Safety and Liveness on Finite Words

We say that A reaches state q′ reading σ iff q′ ∈
⋃

q0∈I ∆̂(q0, σ), for some q0 ∈ I. A word
σ ∈ Σ∗ is accepted by A if

⋃
q∈I ∆̂(q, σ) ∩ F ̸= ∅. The language of A, denoted with L(A),

is the set of words accepted by A. We say that two NFAs A and A′ are equivalent if
L(A) = L(A′). If a language L is such that L = L(A), for some NFA A, then L is called a
regular language.

Let A = (Q,Σ, I,∆, F ) be an NFA. A is called a partial Deterministic Finite Automaton
(DFA) if |I| ≤ 1 and, for all q ∈ Q and for all a ∈ Σ, there exists at most one q′ ∈ Q′ such
that (q, a, q′) ∈ ∆.

The notion of reduced automata [2] is defined as follows.

▶ Definition 7 (Reduced NFA). Let A = (Q,Σ, I,∆, F ) be an NFA. We say that A is
reduced if, for all q ∈ Q, there exists σ ∈ Σ∗ such that ∆̂(q, σ) ∩ F ̸= ∅. We denote with
R(A) the NFA obtained from A by removing all states q that do not satisfy the condition
∆̂(q, σ) ∩ F ̸= ∅ for any σ ∈ Σ∗.

Clearly, it always holds that L(A) = L(R(A)). Notice that, if L(A) = ∅, then also all
the initial states (along with all the states reachable from them) are removed from R(A),
leading to a degenerate case of an automaton without initial state (I = ∅). Moreover, it is
worth pointing out that every NFA can be transformed into an equivalent reduced DFA, first
by applying determinization and then by removing all states that do not lead to any final
state. Finally, we define the closure of an NFA [2] as follows.

▶ Definition 8 (Closure automaton). Let A = (Q,Σ, I,∆, F ) be an NFA. The closure of
A, denoted with C(A), is the automaton obtained from A by setting all states as final, i.e.
(Q,Σ, I,∆, Q).

The interesting property of closures in NFAs is that they reject words solely by attempting
undefined transitions. This form of rejection is irremediable, as no subsequent extension of
the input word can lead the automaton to accept it.

3 The safety fragment on finite words

In this section, we define the safety fragment of languages of finite words. We then study some
properties of this fragment as well as some complexity-related issues. Finally we compare
safety languages definable in LTLf with those definable in LTL.

3.1 Safety languages of finite words
From now on, let Σ be a finite alphabet. Given a finite word σ ∈ Σ∗, we define pref(σ) :=
{σ′ ∈ Σ∗ | ∃σ′′ ∈ Σ∗ . σ = σ′ · σ′′}. We define safety languages of finite words as follows.

▶ Definition 9 (Safety languages of finite words). A language L ⊆ Σ∗ is safety if and only if,
for all σ ̸∈ L, there exists σ′ ∈ pref(σ) such that σ′ · σ′′ ̸∈ L, for all σ′′ ∈ Σ∗. Such prefix σ′

is called a bad prefix for L.

Given a formula ϕ of LTLf over the set of atomic propositions AP, we say that ϕ is a
safety formula if L(ϕ) is a safety language over the alphabet 2AP .

In contrast with safety languages of infinite words, in this setting we require that all
the finite continuations of a bad prefix do not belong the language. From the definition, it
immediately follows that every safety language L is such that L = K · Σ∗, where K ⊆ Σ∗ is
the set of bad prefixes.



L. Geatti, S. Pessotto, and S. Tonetta 10:7

Examples. Let Σ = {a, b}. The language b∗ is a safety language, because every violation
(i.e. every word not belonging to the language) contains a prefix ending with the symbol a
such that all possible continuations of the prefix are violations. In this case, the set of bad
prefixes is b∗ · a · Σ∗. On the contrary, the language b · b∗ is not of safety, since ε ̸∈ L but it
is not true that ε · σ′ ̸∈ L for all σ′ ∈ Σ∗. The LTLf formula G(p → X̃q) recognizes a safety
language, because any violating trace contains two adjacent positions where p is true in the
first one and q is false in the next one. Any continuation of the trace starting from this point
is a violation of the formula.

3.2 Properties of the safety fragment on finite words
First, we show that the safety condition is not limited to regular languages. In fact, there
exist safety languages over finite words that are not regular.

▶ Proposition 10. Let Σ = {a, b} and let L = {an · bn | n > 0} · Σ∗. It holds that L is safety
and not regular.

Proof. We provide the complete proof in [14]. ◀

Second, we show that safety languages over finite words are precisely those languages
that are prefix-closed, i.e. if a word belongs to the language, then all of its prefixes are also
included. The notion of prefix-closure is formally defined as follows.

▶ Definition 11 (Prefix-closure). Let L ⊆ Σ∗. We say that L is prefix-closed if, for all σ ∈ L,
it holds that pref(σ) ⊆ L.

The following proposition proves that all safety languages of finite words are prefix-
closed and vice versa. Therefore, prefix-closure provides an alternative and equivalent
characterization of safety languages of finite words.

▶ Proposition 12. Let L ⊆ Σ∗. It holds that L is safety if and only if L is prefix-closed.

Proof. We begin proving the left-to-right direction. Let L ⊆ Σ∗ be a safety language.
Suppose by contradiction that L is not prefix-closed, that is, there exists σ ∈ L and a prefix
σ′ ∈ pref(σ) such that σ′ ̸∈ L. Since L is safety, by Definition 9, it holds that there exists
a prefix σ′′ ∈ pref(σ′) of σ′ such that σ′′ · σ′′′ ̸∈ L, for all σ′′′ ∈ Σ∗. In the particular case
in which σ′′′ is the suffix of σ obtained from σ by removing its prefix σ′′, we have that
σ′′ · σ′′′ = σ and σ ̸∈ L, which is a contradiction since we supposed that σ ∈ L. Therefore, it
must be that L is prefix-closed.

We now prove the right-to-left direction. Let L ⊆ Σ∗ be a prefix-closed language. Suppose
by contradiction that L is not safety, that is, there exists σ ̸∈ L such that, for all σ′ ∈ pref(σ),
there exists a σ′′ ∈ Σ∗ such that σ′ · σ′′ ∈ L. In the particular case in which σ′ = σ, we have
that σ · σ′′ ∈ L, for some σ′′ ∈ Σ∗. But, since by hypothesis L is prefix-closed, all prefixes
of σ · σ′′, and in particular σ, must belong to L. However, this is a contradiction since we
supposed that σ ̸∈ L. Therefore, L must be a safety language. ◀

As a corollary of Proposition 12, a bounded model property for safety languages over
finite words follows directly, showing that any nonempty language of this kind necessarily
includes the empty word (its proof is provided in Appendix A).

▶ Corollary 13 (Small and Bounded Model Property for safety languages). Let L ⊆ Σ∗ be a
safety language. It holds that L ≠ ∅ if and only if ε ∈ L.
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10:8 Safety and Liveness on Finite Words

Third, we show an effective way to establish whether the language recognized by a given
NFA is safety. The procedure consists in checking whether the reduced version of the given
NFA and its closure are equivalent.

▶ Proposition 14. Let A be an NFA. L(A) is safety if and only if L(R(A)) = L(C(R(A))).

Proof. We consider first the right-to-left direction. Suppose that L(R(A)) = L(C(R(A)))
and consider the automaton C(R(A)). Since the closure of any automaton, by definition,
is such that all of its states are final, it is straightforward to see that its language is prefix-
closed. Therefore, we have that L(C(R(A))) is prefix-closed, and so is L(R(A)). Then,
by Proposition 12, L(R(A)) is a safety language.

To prove the left-to-right direction, notice that, since C(R(A)) is obtained from A by
setting all its states as final, it holds that L(R(A)) ⊆ L(C(R(A))). Therefore, only the
inclusion L(C(R(A))) ⊆ L(R(A)) has to be proved.

To prove that L(C(R(A))) ⊆ L(R(A)), we divide in cases depending on whether the set I
of initial states of C(R(A)) is empty.

If I = ∅, then L(C(R(A))) = ∅ and clearly L(C(R(A))) ⊆ L(R(A)).
If I ̸= ∅, let q0 be one of the initial states of C(R(A)), let σ ∈ L(C(R(A))), and let q be

one of the final states reached by C(R(A)) after reading σ. Since R(A) shares with its closure
the same set of states and transition relation, q is a state of R(A) and is reached by R(A)
after reading σ. Moreover, since R(A) is reduced, by definition of reduced automaton, there
exists a σ′ ∈ Σ∗ such that ∆̂(q, σ′) ∩ F ≠ ∅, and thus σ · σ′ ∈ L(R(A)). Since by hypothesis
L(R(A)) is safety, it is also prefix-closed (Proposition 12), and thus σ ∈ L(R(A)). ◀

3.3 The complexity of recognizing safety languages of finite words

Now, we investigate the complexity of determining whether a language of finite words is a
safety language, depending on the form in which the language is represented – either by
automata or temporal logic. In both cases, we prove that the problem is PSPACE-complete.
Interestingly, this is the same complexity as for the case of infinite words [25].

▶ Proposition 15. Establishing whether the language accepted by an NFA is safety is PSPACE-
complete.

Proof (sketch). The membership in PSPACE follows from Proposition 14, and from the fact
that the equivalence problem of two NFAs is a PSPACE problem. For the PSPACE-hardness,
we use a reduction from the universality problem for NFAs, which is PSPACE-complete. The
complete proof is provided in Appendix A. ◀

▶ Proposition 16. Establishing whether the language of an LTLf formula is safety is PSPACE-
complete.

Proof (sketch). The PSPACE upper bound follows from the singly exponential construction
of equivalent NFAs starting from LTLf formulas [13] and from the fact that the equivalence
problem of two NFAs is a PSPACE problem. For proving the PSPACE-hardness, we use a
reduction from the LTLf validity problem, which is PSPACE-complete. The complete proof
is provided in Appendix A. ◀
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3.4 Comparison of the safety fragments of LTL and LTLf
In this part, we compare the safety fragments of LTLf and LTL, and observe that certain
formulae in LTLf, when interpreted over infinite words, are no longer safety, and conversely,
some formulae in LTL cease to be safety when interpreted over finite words. This highlights
that, with respect to the safety fragment, transitioning between LTLf and LTL must be done
with care.

▶ Proposition 17. It holds that:
there exists an LTL formula ϕ such that L∞(ϕ) is safety but L(ϕ) is not safety; and
there exists an LTL formula ϕ such that L(ϕ) is safety but L∞(ϕ) is not safety.

Proof. To prove the first point, we take ϕ := G(p → Xq). When interpreted over finite words,
the language of ϕ is not safety. In fact, consider the word σ := ⟨{p}⟩ of length 1. It holds
that σ ̸∈ L(ϕ) because there is an occurrence of p that is not followed by any q. But none of
its prefixes σ′ ∈ pref(σ) is such that σ′ · σ′′ ̸∈ L(ϕ), for all σ′′ ∈ (2AP)∗. In fact, if σ′ = ε

then σ′ · {p} · {q} ∈ L(ϕ), while if σ′ = ⟨{p}⟩ then σ′ · {q} ∈ L(ϕ). It follows that L(ϕ) is
not a safety language. However, it is worth pointing out that, when interpreted over infinite
words, the language of ϕ is safety. In fact, ϕ belongs to the syntactic safety fragment of LTL,
i.e. SafetyLTL, and, by Proposition 4, L∞(ϕ) is a safety language of infinite words.

To prove the second point, consider the following formula: ϕ := G(qU(p∧q)∨qU(X̃⊥∧q)).
Under the interpretation over finite words, ϕ is equivalent to G(q U (p ∧ q) ∨ Gq), which in
turn is equivalent to G(p R q). To prove that L(G(p R q)) is a safety language, observe that,
for all σ ∈ (2AP)∗, σ ̸|= G(p R q) if and only if σ |= F(¬p U ¬q). Now, for each of these
words σ, there exists a prefix σ′ ∈ pref(σ) which does not contain a q in its last position and
thus it is irremediable, that is, σ′ · σ′′ |= F(¬p U ¬q), for all σ′′ ∈ (2AP)∗. Therefore, L(ϕ)
is a safety language. However, under the interpretation over infinite words, ϕ is equivalent
to G(q U (p ∧ q)), whose language is not safety: the infinite word {q}ω does not satisfy
G(q U (p ∧ q)) because p is never true, but each of its prefixes ⟨{q}, . . . , {q}⟩ can be extended
to an infinite word satisfying the formula, for example, by concatenating {p, q}ω. ◀

4 The liveness fragment on finite words

In this section, we define the liveness fragment of languages of finite words. We then show
an effective way to recognize whether a language is liveness and we study the complexity of
the problem. Finally, we compare liveness languages definable in LTLf with those definable
in LTL.

4.1 Liveness languages of finite words
We define the liveness condition for languages of finite words as follows.

▶ Definition 18. A language L ⊆ Σ∗ is liveness if and only if, for all σ ∈ Σ∗, there exists
σ′ ∈ Σ∗ such that σ · σ′ ∈ L.

Given a formula ϕ of LTLf over the set of atomic propositions AP, we say that ϕ is a
liveness formula if L(ϕ) is a liveness language over the alphabet 2AP .

Examples. The LTLf formula F(p) over AP = {p} recognizes a liveness language, because
any finite word σ ∈ (2AP)∗ can be extended to a trace in the language of F(p) by concatenating
⟨{p}⟩. The same holds for the formula GF(p) and for all formulae of type F(ψ), where ψ
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q0 q1

∅, {q}, {p, q}
{p}

∅, {p}

{q}, {p, q}

q0 q1

∅, {q}, {p, q}
{p}

∅, {p}

{q}, {p, q}

Figure 1 On the left, an automaton recognizing the LTLf formula G(p → Fq). On the right, its
closure, which accepts every finite word. By Proposition 19, the language of G(p → Fq) fulfills the
liveness condition.

is an LTLf formula. Conversely, the formula G(¬p) does not recognize a liveness language,
because the word ⟨{p}⟩ cannot be extended to a trace in the language of G(¬p). Consider
now the LTLf formula F(p ∧ X̃⊥) over AP = {p}, stating that p holds in the final position
of a word. Under finite word interpretation, we have L(ϕ) = (2AP)∗ · {p}. Clearly, L(ϕ) is
a liveness language. Under infinite word interpretation, instead, we have that L∞(ϕ) = ∅,
because there exists no word containing a position whose successor satisfies the formula ⊥.
It follows that L∞(ϕ) is not a liveness language of infinite words.

4.2 Recognizing liveness languages of finite words
In this section, we present an effective method for determining whether a language of finite
words satisfies the liveness property. We subsequently analyze the computational complexity
of this decision problem in two scenarios: when the language is represented by an NFA and
when it is specified using an LTLf formula.

▶ Proposition 19. Let A be an NFA over the alphabet Σ. L(A) is liveness if and only if
L(C(R(A))) = Σ∗.

Proof. We start proving the left-to-right direction. Suppose that L(A) is liveness. Clearly,
it always holds that L(C(R(A))) ⊆ Σ∗, thus we need only to prove that Σ∗ ⊆ L(C(R(A))).
Let σ ∈ Σ∗ be a finite word. Since L(A) is a liveness language and since L(A) = L(R(A)),
by Definition 18, there there exists σ′ ∈ Σ∗ such that σ · σ′ ∈ L(R(A)), i.e. σ is the prefix of
a word accepted by L(R(A)). Therefore, there exists a state q of R(A) reached by R(A)
after reading σ. By definition of closure automaton, state q is final in C(R(A)) and is reached
by C(R(A)) after reading σ. It follows that σ ∈ L(C(R(A))).

We now prove the right-to-left direction. Suppose that L(C(R(A))) = Σ∗. We prove that
the condition of liveness is satisfied by L(A). Let σ ∈ Σ∗. Since L(C(R(A))) = Σ∗, it follows
that there exists a state q reached by C(R(A)) after reading σ. Since, C(R(A)) and R(A)
share the same set of states and the same transition relation, q is also a state of R(A) and is
reached by R(A) after reading σ. Since R(A) is reduced, a final state of R(A) is reachable
from state q, impling that there exists a word σ′ ∈ Σ∗ such that σ · σ′ ∈ L(R(A)), proving
that the liveness condition holds for L(R(A)). Since the NFAs R(A) and A are equivalent,
this means that also L(A) is a liveness language. ◀

As an example of application of Proposition 19, we consider the LTLf formula ϕ := G(p →
Fq) over the set of atomic propositions AP := {p, q}. The automaton Aϕ, which is equal to
its reduced version R(Aϕ), recognizing L(ϕ) is depicted in Figure 1 (left). The right side
of Figure 1 displays its closure C(R(Aϕ)). Since L(C(R(Aϕ))) = (2AP)∗, by Proposition 19,
the language of G(p → Fq) is a liveness language.
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We now investigate the computational complexity of deciding whether a language satisfies
the liveness condition, in the cases where the language is given by an NFA and by an LTLf
formula. In the former case, the problem is PSPACE-complete, as stated by the following
proposition.

▶ Proposition 20. Establishing whether the language accepted by an NFA is liveness is
PSPACE-complete.

Proof (sketch). Both the membership in PSPACE (cf. Proposition 19) and the PSPACE-
hardness follows from the universality problem of NFAs, which is PSPACE-complete. The
complete proof is provided in [14]. ◀

Interestingly, the best algorithm we have devised so far for deciding whether an LTLf
formula is liveness requires exponential space. This is due to the fact that, given an
LTLf formula ϕ, the algorithm first constructs the NFA corresponding to ϕ, which requires
exponential space in |ϕ|, and then checks the universality of its closure (cf. Proposition 19),
a step that requires polynomial space in the size of the automaton. Overall, the algorithm
operates in exponential space with respect to |ϕ|. Whether this algorithm is optimal (i.e.
EXPSPACE-hard), or whether a more efficient solution exists, remains an open problem –
even in the case of infinite words.

▶ Proposition 21. Establishing whether the language of an LTLf formula is liveness is in
EXPSPACE.

Proof. Let ϕ be an LTLf formula of size n over AP. The algorithm to check whether ϕ is
liveness proceeds as follows. First, it builds the NFA Aϕ equivalent to ϕ, which is of size
2O(n) [13]. Then, it constructs C(R(Aϕ)) and checks whether L(C(R(Aϕ))) = (2AP)∗, in
space polynomial in the size of Aϕ, that is, 2O(n). If this is the case, then ϕ is liveness,
otherwise ϕ is not liveness. Overall, the algorithm requires space exponential in n, and thus
the problem is in EXPSPACE. ◀

4.3 Comparison of the liveness fragments of LTL and LTLf
In the proposition below, we show that, as in the case of the safety fragment, there exist
liveness formulae of LTLf that, when interpreted over infinite words, no longer accept liveness
languages. Conversely, there also exist liveness formulae of LTL that, when interpreted over
finite words, do not define a liveness language.

▶ Proposition 22. It holds that:
there exists an LTL formula ϕ such that L(ϕ) is liveness but L∞(ϕ) is not liveness; and
there exists an LTL formula ϕ such that L∞(ϕ) is liveness but L(ϕ) is not liveness.

Proof. To prove the first point, it suffices to take the formula F(p∧ X̃⊥). As we shown above,
when interpreted over finite words, the formula recognize a liveness language, while over
infinite words it recognizes a language which is not liveness.

To prove the second point, consider the following formula: ϕ := G((X̃⊥∧q) → F(X̃⊥∧¬q)).
Over finite words, it holds that L(ϕ) = ∅, because the formula forces the final time point of
any word to satisfy both q and ¬q. It follows that L(ϕ) is not a liveness language. However,
over the infinite word interpretation, we have that L∞(ϕ) = (2AP)ω, because the antecedent
of the implication is always false. Therefore, L∞(ϕ) is liveness. ◀
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5 Decomposition of regular languages

In this section, we present a decomposition result for regular languages that leverages the
characterization of the safety and liveness fragments. Specifically, we show that for any
regular language L, one can construct a safety language and a liveness language whose
intersection is precisely L.

From this point onward, we restrict our attention to DFAs. This assumption simplifies
certain proofs, most notably that of Proposition 25. This restriction comes with no loss of
generality, as every regular language L admits an equivalent DFA.

As a first step, we give the following definitions.

▶ Definition 23 (The Safe and the Live versions of a DFA). Let A = (Q,Σ, I,∆, F ) be a DFA.
We define Safe(A) as C(R(A)). We define Live(A) as the automaton R(A) augmented
with a new final state qf ̸∈ Q, and the following transitions: (i) (qf , a, qf ), for all a ∈ Σ;
(ii) (q, a, qf ), for all q ∈ Q and for all a ∈ Σ such that ∆(q, a) = ∅.

The proposition below states that, for any DFA A, the automata Safe(A) and Live(A)
recognize a safety and a liveness language, respectively. We provide the proof in Appendix A.

▶ Proposition 24. Let A be a DFA. It holds that L(Safe(A)) (resp., L(Live(A))) is a safety
language (resp., a liveness language).

The final step before presenting the decomposition algorithm is to show that, for any
DFA A, the automaton Live(A) recognizes exactly the set of words that are either accepted
by A or not accepted by Safe(A). This property is essential to ensure that the intersection
of Safe(A) and Live(A) recognizes precisely the language L(A).

▶ Proposition 25. Let A be a DFA. Live(A) recognizes the language L(A)∪(Σ∗\L(Safe(A))).

Proof. We provide the proof in [14]. ◀

The following theorem states and proves the decomposition theorem for regular languages,
establishing that every regular language over an alphabet Σ is expressible as an intersection
of a safety language over Σ and a liveness language over Σ.

▶ Theorem 26. Let L ⊆ Σ∗ be a regular language. There exist two regular languages
Lsafe ⊆ Σ∗ and Llive ⊆ Σ∗ such that: (i) Lsafe is a safety language; (ii) Llive is a liveness
language; (iii) L = Lsafe ∩ Llive.

Proof. Since L is a regular language, there exists a DFA A such that L(A) = L. Let
Lsafe = L(Safe(A)) and Llive = L(Live(A)).

By Proposition 24, Lsafe and Llive are a safety language and a liveness language, respect-
ively. Moreover, by Proposition 25, it holds that:

Lsafe ∩ Llive = L(Safe(A)) ∩ L(Live(A)) = L(Safe(A)) ∩ (L(A) ∪ (Σ∗ \ L(Safe(A))))
= L(Safe(A)) ∩ L(A) = L(A)

Therefore, L = Lsafe ∩ Llive. ◀
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6 Implications on LTLf Model Checking

In this section, we examine certain implications of the safety and liveness fragments on
the model checking problem [12] over finite words. Specifically, we address the problem of
verifying whether an NFA M satisfies an LTLf formula ϕ, i.e. whether L(M) ⊆ L(ϕ), denoted
as M |= ϕ.

The identification of safety and liveness fragments within both LTLf and the class of
regular languages over finite words opens avenues for designing specialized model checking
procedures and conducting a more granular complexity analysis – paralleling existing results
in the setting of infinite words [19, 11].

However, we show that when L(M) is assumed to be a nonempty safety language – a
common scenario in practice, particularly in invariant checking benchmarks [5] – the model
checking problem for LTLf formulae often becomes uninformative. In many such cases,
formulae that are semantically meaningful and nontrivial in the infinite-word setting give rise
to degenerate instances in the finite-word setting, where the model checking task becomes
trivial: either always false, or reducible to a simple condition such as whether the empty
word ε belongs to L(M) or the model checking of a much simpler formula.

6.1 The cosafety case
We begin by analyzing the case where L(ϕ) is a cosafety language – that is, the complement
of a safety language. Consider, for instance, the formula ϕ := Fp. Since L(M) is assumed
to be a safety language and thus is prefix-closed (cf. Definition 11 and Proposition 12), it
necessarily contains the empty word ε. However, since ϕ is a cosafety formula, L(ϕ) is a
safety language, and it holds that ε ∈ L(ϕ), that is, ε ̸∈ L(ϕ). Consequently, L(M) ̸⊆ L(ϕ),
i.e. M ̸|= ϕ. More generally, there does not exist an NFA M such that L(M) is a safety,
nonempty language and M |= ϕ, with ϕ := Fp. It is worth noting that this conclusion remains
valid even if one were to disregard ε from the language, in which case the model checking
task reduces to a trivial condition: verifying whether the initial state satisfies p.

This reasoning extends to arbitrary cosafety properties. Let ϕ be a cosafety LTLf formula
and let M be an NFA such that L(M) is safety and nonempty. One has that M |= ϕ if and
only if L(M) ∩ L(ϕ) = ∅. Since L(M) is safety and thus prefix-closed, by Corollary 13 we
have that ε ∈ L(M), and thus:
1. if ε ̸|= ϕ (that is, ε ∈ L(ϕ)), then L(M) ∩ L(ϕ) ̸= ∅, and thus M ̸|= ϕ;
2. if ε |= ϕ (that is, ε ∈ L(ϕ)), then ε ̸∈ L(ϕ); but since L(ϕ) is a safety language,

by Corollary 13 it holds that L(ϕ) = ∅, implying that L(M) ∩ L(ϕ) = ∅ and M |= ϕ.
Therefore, checking whether M |= ϕ is equivalent to checking whether ε ̸|= ϕ, for all cosafety
formulas ϕ and for all safety, nonempty NFAs M .

6.2 The general case
We now establish that for any LTLf formula ϕ and any NFA M such that L(M) is a safety
language, the model checking problem M |= ϕ reduces to verifying whether L(M) is contained
within a substantially simpler language than L(ϕ). Specifically, it suffices to check inclusion
in the language recognized by the automaton corresponding to ϕ after removing all non-final
states. As an example, suppose that ϕ := GFp. For any finite word σ, we have that σ |= GFp
if and only if σ satisfies p in the last position. Moreover, since L(M) is prefix-closed, it means
that, for every σ ∈ L(M), proposition p holds in every position of σ. Therefore, M |= GFp is
equivalent to M |= Gp.
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We define the subclosure of an NFA as the automaton resulting from the removal of all
non-final states along with their associated incoming and outgoing transitions.

▶ Definition 27 (Subclosure automaton). Let A = (Q,Σ, I,∆, F ) be an NFA. The subclosure
of A, denoted with S(A), is the automaton obtained from A by removing non-final states, i.e.
(Q ∩ F,Σ, I ∩ F,∆ ∩ (F × Σ × F ), F ).

The following proposition establishes that, for any NFA M such that L(M) is safety
and any LTLf formula ϕ, the model checking problem M |= ϕ is equivalent to checking the
language inclusion L(M) ⊆ L(S(Aϕ)), where Aϕ is the DFA corresponding to ϕ.

▶ Proposition 28. Let ϕ be an LTLf formula over AP and let Aϕ be its equivalent DFA. Let
M be an NFA such that L(M) ⊆ (2AP)∗ is a safety language. It holds that M |= ϕ if and
only if L(M) ⊆ L(S(Aϕ)).

Proof. The right-to-left direction is trivial since L(S(Aϕ)) ⊆ L(Aϕ) and thus, if L(M) ⊆
L(S(Aϕ)), then L(M) ⊆ L(Aϕ), that is M |= ϕ.

To prove the left-to-right direction, assume that M |= ϕ, that is L(M) ⊆ L(Aϕ), and let
σ ∈ L(M). We prove that σ ∈ L(S(Aϕ)) by induction on the length of σ.

Let |σ| = 0. Thus σ = ε. Since σ belongs also to L(Aϕ), there exists an initial state
of Aϕ that is final. By Definition 27, such state is also initial and final in S(Aϕ). Thus,
ε ∈ L(S(Aϕ)).

Let |σ| = n > 0. Since σ ∈ L(Aϕ), there exists a path ⟨q0, q1, . . . , qn⟩ accepting σ. Since
L(M) is safety and thus prefix-closed, also the prefix σ′ of size n− 1 is in L(Aϕ). Moreover,
since Aϕ is a DFA, ⟨q0, q1, . . . , qn−1⟩ must be accepting, having that σ′ belongs to L(Aϕ).
By inductive hypothesis, σ′ ∈ L(S(Aϕ)). Since both qn and qn−1 are final states in Aϕ, by
the definition of S there is a transition from qn−1 to qn, having that ⟨q0, q1, . . . , qn⟩ must be
a sequence of S(Aϕ) accepting σ. Therefore, σ ∈ L(S(Aϕ)). ◀

It is important to note that Proposition 28 remains valid regardless of whether the empty
word ε is included in the semantics. In particular, if the model checking problem M |= φ is
to be interpreted with the exclusion of ε, one can equivalently verify M |= (ϕ ∨ G⊥), since
L(G⊥) = {ε}.

Some important consequences of Proposition 28 are highlighted by the following repres-
entative examples, which hold for any NFA M such that L(M) is safety and nonempty:

if ϕ = Fp, then L(S(Aϕ)) = ∅ and therefore it never holds that M |= ϕ;
if ϕ = Fp∨G⊥, then L(S(Aϕ)) = {ε}∪{p} ·Σ∗ and, since ε ∈ L(M), it holds that M |= ϕ

iff M |= p;
if ϕ = GFp, then L(S(Aϕ)) = L(Gp) and M |= ϕ iff M |= Gp;
if ϕ = FGp, then L(S(Aϕ)) = ∅ and thus it never holds that M |= ϕ;
if ϕ = FGp ∨ G⊥, then L(S(Aϕ)) = L(Gp), and thus M |= ϕ iff M |= Gp;

7 Conclusions

In this work, we investigated the notions of safety and liveness languages over finite words.
We established several fundamental properties of these classes, including the prefix-closed
nature of safety languages. Furthermore, we presented effective procedures to determine
whether the language recognized by an NFA or specified by an LTLf formula is safety or
liveness. We also discussed key distinctions between the finite-word and infinite-word settings.
In addition, we proved that, analogously to the infinite-word case, every regular language can
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be represented as the intersection of a safety language and a liveness language. We further
examined implications for model checking of LTLf formulae, particularly when the program
under verification recognizes a safety regular language.

As a direction for future work, we conjecture that the problem of deciding whether the
language defined by an LTLf formula is a liveness language is EXPSPACE-complete, a result
that remains open in this paper. Furthermore, a natural extension of our results involves
the study of relative safety and relative liveness, as introduced by T. Henzinger in [15] and
studied further in [6], that refine the classical definitions by characterizing safety and liveness
properties with respect to a given environmental assumption. Investigating these refined
notions in the finite-word setting represents an interesting direction for future research.
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logarithmic space, we can turn A into an equivalent reduced NFA R(A) of size O(n). The pro-
cedure checks whether L(R(A)) = L(C(R(A))). Notice that, since L(R(A)) ⊆ L(C(R(A))),
only the opposite inclusion needs to be checked. Checking whether L(C(R(A))) ⊆ L(R(A))
is equivalent to check whether:

L(C(R(A))) ∩ L(R(A)) = ∅

Building an automaton for L(R(A)) requires 2O(n) space [17], computing the intersection
between two automata requires polynomial space with respect to the size of the two automata,
and checking the emptiness can be performed on-the-fly in nondeterminstic logarithmic space.
The total complexity is thus nondeterministic polynomial space, and thus the problem is in
PSPACE.

For proving the PSPACE-hardness, we consider the universality problem for NFAs, i.e. the
problem of checking whether the language of a given NFA over the alphabet Σ is Σ∗, which
is known to be PSPACE-complete.

Let A = (Q,Σ, I,∆, F ) be an NFA. We define the automaton B as the NFA
(Q′,Σ′, I ′,∆′, F ′) such that:

Q′ := Q ∪ {qsink, qloop};
Σ′ := Σ ∪ {f}, where f ̸∈ Σ;
I ′ := I;
∆′ := ∆ ∪ {(q, f, qloop) | q ∈ Q′} ∪
{(q, a, qsink) | q ∈ Q, a ∈ Σ, ∆(q, a) = ∅} ∪
{(q, a, q) | a ∈ Σ, q ∈ {qsink, qloop}};
F ′ := F ∪ {qloop}.

Automaton B has two crucial properties: (i) it has no undefined transitions; (ii) L(B) =
L(A) ∪ (Σ′)∗ · f · (Σ′)∗; note that this implies that L(B) ∩ (Σ)∗ = L(A).

We prove that L(A) = Σ∗ if and only if L(B) is safety.
Suppose that L(A) = Σ∗ and let σ be any word in (Σ′)∗. We divide in cases, depending

on whether σ contains at least one f .
Case 1. If σ does not contain any f , then σ ∈ Σ∗ and thus σ ∈ L(A). Since by construction

L(B) = L(A) ∪ (Σ′)∗ · f · (Σ′)∗, we have that σ ∈ L(B).
Case 2. If σ contains at least one f , then σ ∈ (Σ′)∗ · f · (Σ′)∗, and thus, also in this case,

σ ∈ L(B).
Therefore L(B) = (Σ′)∗ and, clearly, L(B) is a safety language over the alphabet Σ′.

Suppose that L(B) is a safety language. We first prove that L(B) = (Σ′)∗. Suppose by
contradiction that this is not case and let σ ̸∈ L(B). Since L(B) is a safety language, there
exists a σ′ ∈ pref(σ) such that σ′ · σ′′ ̸∈ L(B), for all σ′′ ∈ (Σ′)∗. Now, let q be any state
reached by B after reading σ′ (notice that, since B does not contain undefined transitions,
state q always exists). By construction of B, reading the symbol f , B transitions from state
q to state qloop. Since qloop is a final state, this means that σ′ · f ∈ L(B). But this is a
contradiction with the fact that σ′ · σ′′ ̸∈ L(B), for all σ′′ ∈ (Σ′)∗. Therefore, L(B) = (Σ′)∗.

As observed above, by construction, L(B)∩(Σ)∗ = L(A). Thus, the fact that L(B) = (Σ′)∗

implies that L(A) = Σ∗. ◀

▶ Proposition 16. Establishing whether the language of an LTLf formula is safety is PSPACE-
complete.

Proof. We follow the same approach as Sistla [25] for proving that the problem of establishing
whether the language recognized by an LTL formula is safety is PSPACE-complete.
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As for the membership in PSPACE, we follow this procedure. Given an LTLf formula ϕ of
size n over the atomic propositions AP, the procedure builds two NFAs over the alphabet
2AP , both of size 2O(n) [13]: the automaton Aϕ equivalent to the formula ϕ, and the
automaton A¬ϕ equivalent to the formula ¬ϕ. To check whether L(ϕ) is a safety language, it
suffices to check whether L(R(Aϕ)) = L(C(R(Aϕ))) (Proposition 14), which is equivalent to
check whether L(C(R(Aϕ))) ∩ L(R(A¬ϕ)) = ∅. This check can be done in nondeterministic
logarithmic space, on-the-fly while building the two automata. Therefore, the problem is in
PSPACE.

To prove the PSPACE-hardness, we use the validity problem for LTLf formulae, i.e. checking
whether the language of a given LTLf formula over the set of atomic propositions AP is
(2AP)∗. Let ϕ be an LTLf formula over AP . We prove that ϕ is valid (i.e. L(ϕ) = (2AP)∗) if
and only if L(ϕ ∨ Fp) is safety, where p ̸∈ AP.

Proving that if L(ϕ) = (2AP)∗ then L(ϕ ∨ Fp) is safety is straightforward. Since
L(ϕ) = (2AP)∗ and p does not appear in ϕ, it also holds that L(ϕ ∨ Fp) = (2AP∪{p})∗,
and thus L(ϕ ∨ Fp) is safety.

We now prove the opposite direction. Suppose that L(ϕ ∨ Fp) is safety. Suppose by
contradiction that ϕ∨ Fp is not valid and let σ ∈ (2AP∪{p})∗ be a word such that σ ̸|= ϕ∨ Fp.
Since by hypothesis the language of ϕ ∨ Fp is safety, there exists a σ′ ∈ pref(σ) such that
σ′ · σ′′ ̸|= ϕ ∨ Fp, for all σ′′ ∈ (2AP∪{p})∗. However, this is a contradition because the
σ′ · {p} |= ϕ∨ Fp. Therefore, ϕ∨ Fp is valid, i.e. L(ϕ∨ Fp) = (2AP∪{p})∗. Since p ̸∈ AP , this
means that L(ϕ) = (2AP)∗. ◀

▶ Proposition 24. Let A be a DFA. It holds that L(Safe(A)) (resp., L(Live(A))) is a safety
language (resp., a liveness language).

Proof. We first prove the case for Safe(A). Since, by Definition 23, Safe(A) is defined
as C(R(A)), it holds that C(R(Safe(A))) is exactly Safe(A). In particular L(Safe(A)) =
L(C(R(Safe(A)))). By Proposition 14, we have that L(Safe(A)) is a safety language.

We now prove the case for Live(A). The definition of Live(A) states that all undefined
transitions of R(A) are replaced with a transition into a new, final state (to which the
automaton is forced to remain reading any symbol). This means that the transition relation
of Live(A) is complete: ∆(q, a) ̸= ∅, for all states q of Live(A) and for all symbols a ∈ Σ.
Since all the states in C(R(Live(A))) are set to final, it follows that L(C(R(Live(A)))) = Σ∗.
By Proposition 19, it means that L(Live(A)) is a liveness language. ◀
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Abstract
A Simple Temporal Network with Uncertainty (STNU) is a data structure for representing and
reasoning about temporal constraints on activities, including those with uncertain durations. An
STNU is dispatchable if it can be flexibly and efficiently executed in real time while guaranteeing
that all relevant constraints are satisfied. Typically, dispatchability requires inserting conditional
wait constraints, thereby forming an Extended STNU (ESTNU). The number of edges in an ESTNU
affects the computational work that must be done during real-time execution. The MinDispESTNU
problem is that of finding an equivalent dispatchable ESTNU having a minimal number of edges.
Recent work presented an O(kn3)-time algorithm for solving the MinDispESTNU problem, where n

is the number of timepoints and k is the number of actions with uncertain durations. A subsequent
paper presented a faster O(n3)-time algorithm, but it has been shown to be incomplete. This paper
presents a new O(mn + n2k + n2 log n)-time algorithm for solving the MinDispESTNU problem,
where m is the number of constraints in the network. The correctness of the algorithm is based
on a novel theory of the canonical form of nested diamond structures. An empirical evaluation
demonstrates the order-of-magnitude improvement in performance.
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1 Background

Temporal constraint networks facilitate representing and reasoning about temporal constraints
on activities. Simple Temporal Networks with Uncertainty (STNUs) allow the explicit
representation of actions with uncertain durations [13]. An STNU is dispatchable if it can be
executed by a flexible and efficient real-time execution algorithm while guaranteeing that all
of its constraints will be satisfied. This paper modifies an existing algorithm for converting a
dispatchable network into an equivalent dispatchable network having a minimal number of
edges, making it an order of magnitude faster, as demonstrated by an empirical evaluation.

Simple Temporal Networks. A Simple Temporal Network (STN) is a pair (T , C) where T is
a set of real-valued variables called timepoints; and C is a set of ordinary constraints, each of
the form (Y − X ≤ δ) for X, Y ∈ T and δ ∈ R [3]. An STN is consistent if it has a solution
as a constraint satisfaction problem (CSP). Each STN has a corresponding graph where
the timepoints serve as nodes and the constraints correspond to labeled, directed edges. In
particular, each constraint (Y − X ≤ δ) corresponds to an edge X δ Y in the graph. Such
edges may be notated as (X, δ, Y ) or, if context permits, simply XY . A path from X to Y

may be notated by listing its timepoints (e.g., XUVWY ) or, if the context permits, just XY .
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A flexible and efficient real-time execution (RTE) algorithm has been defined for STNs
that maintains a time window for each timepoint X and, as each X is executed, propagates
constraints only locally, to X’s neighbors in the graph [19, 15]. An STN is dispatchable if
that RTE algorithm is guaranteed to satisfy all of the STN’s constraints no matter how
the flexibility afforded by the algorithm is exploited during execution. A consistent STN
is dispatchable if and only if each pair of timepoints connected by a path in the graph are
connected by a shortest vee-path (i.e., a shortest path comprising zero or more negative
edges followed by zero or more non-negative edges) [12]. Efficient algorithms for generating
equivalent dispatchable STNs having a minimal number of edges have been presented [19, 15].
Having fewer edges is important since it lessens real-time computations done during execution.

Simple Temporal Networks with Uncertainty. A Simple Temporal Network with Uncertainty
(STNU) augments an STN to include contingent links that represent actions with uncertain,
but bounded durations [13]. An STNU is a triple (T , C, L) where (T , C) is an STN, and L is
a set of contingent links, each of the form (A, x, y, C), where A, C ∈ T and 0 < x < y < ∞.
The semantics of STNU execution ensures that regardless of when the activation timepoint A

is executed, the contingent timepoint C will occur such that C − A ∈ [x, y]. Each STNU
S = (T , C, L) has a corresponding graph G = (T , Eo, Elc, Euc), where (T , Eo) is the graph for
the STN (T , C), and Elc and Euc are sets of labeled edges corresponding to the contingent
durations in L. In particular, each contingent link (A, x, y, C) in L has a lower-case (LC)
edge A c:x C in Elc that represents the uncontrollable possibility that the duration might take
on its minimum value x; and an upper-case (UC) edge C C:−y A in Euc that represents the
possibility that it might take on its maximum value y. For convenience, edges such as A c:x C

and C C:−y A may be notated as (A, c:x, C) and (C, C:−y, A), respectively.
An STNU is dynamically controllable (DC) if there exists a dynamic, real-time execution

strategy that guarantees that all constraints in C will be satisfied no matter how the contingent
durations turn out [13, 4]. A dynamic strategy is one whose execution decisions can react to
observations of contingent executions, but without advance knowledge of future events. Many
polynomial-time DC-checking algorithms have been presented [11, 1, 5], the fastest having a
worst-case time-complexity of O(mn + k2n + kn log n), where n, m and k are the numbers
of timepoints, ordinary constraints, and contingent links. Many DC-checking algorithms
generate a kind of conditional constraint called a wait [14, 10, 5]. Although not necessary
for DC-checking [1], wait constraints are needed for STNU dispatchability, as follows.

An STNU augmented with a set of waits, Ew, is called an Extended STNU (ESTNU) [11].
A real-time execution algorithm for ESTNUs, called RTE∗, has been defined that provides
maximum flexibility while requiring minimal real-time computation [11, 7]. An ESTNU is
dispatchable if every run of the RTE∗ algorithm is guaranteed to satisfy all of its constraints
no matter how the contingent durations turn out. Equivalently, an ESTNU is dispatchable if
and only if all of its STN projections are dispatchable (as STNs) [11]. (A projection of an
ESTNU is the STN that results from fixing the durations of its contingent links.) The fastest
algorithm for generating equivalent dispatchable ESTNUs is the O(mn + kn2 + n2 log n)-time
FDSTNU algorithm [6], but it provides no guarantee about the number of edges in its output.

The MinDispESTNU problem. For any given dispatchable ESTNU G, find an equivalent
dispatchable ESTNU G′ having a minimal number of edges. The minDispESTNU algorithm [7]
solves the MinDispESTNU problem in O(kn3) time. A faster O(n3)-time algorithm, called
fastMinDispESTNU [8], was later found to be incomplete.
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Figure 1 Stand-in edges entailed by labeled edges associated with contingent links.

This paper. Section 2 summarizes the minDispESTNU and fastMinDispESTNU algorithms. Sec-
tion 3 then presents a new algorithm, betterMinDispESTNU, that solves the MinDispESTNU
problem in O(mn + n2k + n2 log n) time. It employs a novel approach to generating so-called
stand-in edges. The correctness of the algorithm is based on a new theory of the canoni-
cal form of nested diamond structures, which is detailed in Hunsberger and Posenato [9].
Section 4 presents an empirical evaluation that demonstrates that betterMinDispESTNU
achieves an order-of-magnitude speedup over minDispESTNU in practice.

2 Overview of Existing Algorithms

The minDispESTNU algorithm [7] takes a dispatchable ESTNU E = (T , Eo, Elc, Euc, Ew) as its
only input and generates as its output an equivalent dispatchable ESTNU having a minimal
number of edges. It has four steps: (1) compute the set of so-called stand-in edges (i.e.,
ordinary edges that are entailed by various combinations of ESTNU edges) and insert them
into the graph; (2) apply an STN-dispatchability algorithm to the resulting set of ordinary
edges, thereby generating a dispatchable STN subgraph; (3) remove any remaining stand-in
edges; and (4) remove any wait edges that are not needed for dispatchability. The O(kn3)
worst-case time complexity of the minDispESTNU algorithm is dominated by Step 1. Therefore,
our new, faster algorithm modifies only that step, achieving an order-of-magnitude reduction
in the overall worst-case time complexity. The following paragraphs summarize Step 1 of the
minDispESTNU algorithm, as implemented by its genStandIns helper algorithm.

Generating Stand-in Edges

Following Morris [11], an ESTNU is dispatchable if all of its STN projections are dispatchable
(as STNs). Equivalently, in each STN projection, each pair of timepoints V and W that are
connected by a path must be connected by a shortest vee-path (SVP) (i.e., a shortest path
comprising zero or more negative edges followed by zero or more non-negative edges) [12]. A
key insight behind the minDispESTNU algorithm is that in different projections, the shortest
vee-paths from V to W may take different routes, employ different labeled edges, and have
different lengths. The longest SVP from V to W across all projections determines an ordinary
constraint, represented by a stand-in edge, that must be satisfied by every valid execution
strategy. The minDispESTNU algorithm generates stand-in edges in two phases: (1) those
entailed by individual labeled edges; and (2) those entailed by VACW diamond structures.

Stand-in edges entailed by individual labeled edges. Each LC, UC or wait edge entails
a (weaker) ordinary edge. For example, consider the labeled edges associated with the
contingent link (A, 1, 10, C) in Figure 1. The LC edge (A, c:1, 10) represents the possibility
that the duration C − A might take on its minimum value 1. Its stand-in edge (A, 10, C)
represents the (modeled) certainty that C − A will be at most 10. Similarly, the UC edge
(C, C:−10, A) represents the possibility that C − A might take on its maximum value 10,
while its stand-in edge (C, −1, A) represents the certainty that C − A will be at least 1.
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Figure 2 (Dashed) stand-in edges entailed by a VACW diamond structure.

Finally, the wait edge (V, C:−6, A) represents the conditional constraint that, as long as C

remains unexecuted, V must wait until 6 after A. Its stand-in edge (V, −1, A) represents
that V must unconditionally wait at least 1 after A, since C cannot execute before then.

More generally, for any contingent link (A, x, y, C), the LC edge (A, c:x, C) entails the
stand-in edge (A, y, C); the UC edge (C, C:−y, A) entails the stand-in edge (C, −x, A); and
any wait edge (V, C:−v, A) entails the stand-in edge (V, −x, A), as seen in Figure 1.

Stand-in edges entailed by VACW diamond structures. The minDispESTNU algorithm
uses its genStandIns helper algorithm to compute stand-in edges arising from diamond
structures. Figure 2a shows a typical VACW diamond, which involves the LC and UC edges
associated with a contingent link (A, 1, 10, C), a wait edge (V, C:−6, A), and some ordinary
edges aimed at a timepoint W . Figure 2b shows that in the projection where C − A = 1, the
shortest path from V to W has length 8, and the shortest path from V to C has length 0.
Figure 2c shows that in the projection where C − A = 10, the shortest path from V to W

has length 7, and the shortest path from V to C has length 4. Figure 2d introduces (dashed)
stand-in edges to reflect that, across all projections, where C − A ∈ [1, 10], the shortest
path from V to W has length at most 8, while the shortest path from V to C has length at
most 4. These stand-in edges represent ordinary constraints that must be satisfied by any
valid dynamic execution strategy. Figure 2e shows the general case where the stand-in edge
from V to W has length θ = max{δ − v, γ}, and the stand-in edge from V to C has length
y − v, the latter being termed an application of the VAC rule [9].

Stand-in edges entailed by nested diamonds. The main focus of genStandIns is on
computing stand-in edges entailed by individual VACW diamond structures. But diamond
structures can also be nested. In particular, in any VACW diamond, the subpath from A

to W may contain a stand-in edge derived from a nested diamond. However, because the
activation timepoints appearing in a nested diamond structure are subject to a strict order (as
shown elsewhere [9]), diamonds can only be nested to a maximum depth of k. For this reason,
the genStandIns algorithm does up to k iterations, each addressing one level of potential
nesting. Each iteration of genStandIns involves two steps: (1) exploring O(kn2) individual
VACW diamonds (k choices for the contingent link, and n choices for both V and W ); and
then (2) calling Johnson’s algorithm [2] to update the APSP distance matrix to accommodate
stand-in edges generated by the first step. Figure 3 shows how genStandIns deals with
a sample quadruply nested diamond structure. The innermost diamond, V0 A0 C0 W , is
explored during the first iteration, yielding the blue, dashed stand-in edge (V0, 37, W ), shown
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Figure 3 How genStandIns processes nested diamonds, where stand-in edges derived from
individual VACW structures are shown in blue, and those computed by Johnson’s algorithm in red.

in Figure 3b, where θ0 = max{40 − 3, 35} = 37.1 Johnson’s algorithm then updates the
APSP distance matrix, setting d(A1, W ) = 35, indicated by the red, dotted line in Figure 3b.
The next iteration considers V1 A1 C1 W , which uses the new subpath from A1 to W of
length 35 to generate the blue, dashed stand-in edge (V1, 33, W ), shown in Figure 3c, where
θ1 = max{35 − 3, 33} = 33. Johnson’s algorithm then updates d(A2, W ) to 31, indicated by
the red, dotted line in Figure 3c. The third iteration generates the blue, dashed stand-in edge
(V2, 28, W ), since θ2 = max{31−3, 25} = 28; and the red, dotted line from A3 to W indicates
the subsequent update d(A3, W ) = 26. Finally, as shown in Figure 3d, the last iteration
generates the blue, dashed stand-in edge (V3, 24, W ), since θ3 = max{26 − 3, 24} = 24; while
the red, dotted line from U to W indicates the update d(U, W ) = 22.

The complexity of minDispESTNU is driven by the O(kn3)-time complexity of genStandIns,
which derives from its up to k calls of Johnson’s algorithm on up to O(n2) edges.

2.1 Canonical Form of Nested Diamond Structures
The authors presented a novel, rigorous theory of the canonical form of nested diamond
structures [9] that provides a foundation for understanding the dispatchability of ESTNUs
and formally proving the correctness of the minDispESTNU algorithm. It also highlights features
of such structures that suggest new approaches to solving the MinDispESTNU problem.

1 As seen in Figure 1, each labeled edge itself entails a corresponding stand-in edge, not shown in Figure 3.
Those stand-in edges ensure that there are ordinary subpaths from each Ai to W , and from each Ci

to W , which implies that all of the VACW diamonds in Figure 3 would be processed during each
iteration of genStandIns. However, the stand-in edges shown in Figure 3 are the strongest ones.
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U Aj Aj−1 Aj−2 Ah+1 AhVj Vj−1 Vj−2 Vh

Cj Cj−1 Cj−2 Ch+1 Ch W

Figure 4 Canonical form of a nested diamond structure Suw (contingent links in brown, waits in
green, negative edges in red, non-negative edges in blue, and an ordinary vee-path in black).
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Figure 5 Three negOrdWait paths from U to Ai (in purple, green and blue) that determine the
values of d∗(U, W1), d∗(U, W2) and d∗(U, W3), indicated by red dotted arrows. Stand-in edges are
dashed. Other stand-in edges (e.g., from V1 to W2) are not shown.

Central to any such algorithm is computing, for each pair of timepoints U and W , the
strongest ordinary constraint entailed by ESTNU paths from U to W , notated as d∗(U, W ).
For the ESTNU in Figure 3, d∗(U, W ) = 22 (cf. the red dotted line in Figure 3e). The
theory confirms that each value d∗(U, W ) that derives from nested diamonds must have an
associated structure, notated as Suw, whose form is illustrated in Figure 4. In particular,
Suw comprises a sequence of contingent links, shown in brown, connected by different kinds
of paths. From each contingent timepoint Ci, there is a path of non-negative ordinary edges
from Ci to W , shown in blue. Between consecutive pairs of activation timepoints Af and Ag

there is a negOrdWait path (i.e., a path comprising zero or more negative ordinary edges,
shown in red, followed by a single wait edge, shown in green). There is also a negOrdWait
path from U to the leftmost activation timepoint Aj . Finally, the path from the rightmost
activation timepoint Ah to W is an ordinary path, shown in black, that is a shortest vee-path
(SVP). The path from U to W that passes through all of the activation timepoints is called
the spine of the structure. For this paper, the following properties are particularly important:

In the situation/projection where each contingent duration along the spine satisfies
Ci − Ai = δi − γi = d∗(Ai, W ) − d(Ci, W ), the length of the spine is d∗(U, W ).
The negOrdWait paths between consecutive pairs of activation timepoints, across all
canonical structures, puts the entire set of activation timepoints into a strict partial order.

2.2 Error in the fastMinDispESTNU Algorithm
Recent work [8] presented an algorithm, called fastMinDispESTNU, that aimed to take ad-
vantage of certain features of nested diamonds. In particular, it exploited the fact that
activation timepoints participating in nested diamonds fall into a strict partial order. That
enabled processing them in a single iteration, instead of the k iterations in the minDispESTNU

algorithm. Unfortunately, that work made an incorrect assumption. Although it is true that
for any given canonical structure it suffices to include only one wait edge terminating at each
activation timepoint along the spine, it is not the case that all of the canonical structures
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Figure 6 Computing d∗(U, W1) (left) and d∗(U, W2) (right) by back-propagation in the OW-
graph.

that include some activation timepoint Ai necessarily employ the same wait edge terminating
at Ai. Instead, as illustrated in Figure 5, different wait edges terminating at Ai may be
needed in different canonical structures. In the figure, there are three overlapping canonical
structures that each use the contingent link (Ai, 1, 10, Ci): one from U to W1 (in purple),
one from U to W2 (in green), and one from U to W3 (in blue). For d∗(U, W1), the projection
where Ci − Ai = d∗(Ai, Wi) − d(Ci, W1) = 10 − 1 = 9 is determinative; and in that projection
the shortest path from U to W1 is through V1 with length d∗(U, W1) = −1, indicated by the
red dotted arrow. The dashed, purple stand-in edge (V1, 2, W1) has length 2, since the wait
edge (V1, Ci:−8, Ai) has length −8 in that projection. For d∗(U, W2), the projection where
Ci − Ai = 6 − 2 = 4 is determinative; and in that projection, the shortest path from U to W2
is through V2 with length d∗(U, W2) = −3. The green, dashed stand-in edge (V2, 2, W2) has
length 2, since the wait edge (V2, Ci:−5, Ai) has length -4 in that projection. For d∗(U, W3),
the projection where Ci − Ai = 5 − 3 = 2 is determinative; and in that projection, the
shortest path from U to W3 is through V3 with length d∗(U, W3) = −3. The blue, dashed
stand-in edge (V3, 3, W3) has length 3, since the wait edge (V3, Ci:−2, Ai) has length −2 in
that projection. The righthand side of Figure 5 plots the lengths of the three paths from U

to Ai as functions of the contingent duration ωci
= Ci − Ai. It confirms that for different

values of ωci , different paths are shortest between U and Ai. As a result, each d∗(U, Wf )
value is based on a different path from U to Ai.

In general, for each terminus Wf , the value d∗(U, Wf ) is determined by the projection
where Ci − Ai = d∗(Ai, Wf ) − d(Ci, Wf ). Since these durations/projections may be different
for different Wf , the wait edges terminating at Ai may provide different shortest vee-paths
in different projections. Although this example shows that the fastMinDispESTNU algorithm
does not necessarily solve the MinDispESTNU problem, it also suggests an alternative way
to approach the computation of d∗(U, Wf ) values that results in a more efficient (and correct)
algorithm for solving the MinDispESTNU problem, which is the subject of the next section.

3 A New Approach to Generating Stand-in Edges

Figure 6 illustrates our new approach to efficiently generating stand-in edges derived from
nested diamond structures. It uses the following feature of the canonical form of nested dia-
monds: in the situation where the duration of each participating contingent link (Ai, xi, yi, Ci)
is given by Ci − Ai = δi − γi = d∗(Ai, W ) − d(Ci, W ), the length of the path from U to W

along the spine of the canonical structure equals d∗(U, W ). Crucially, these durations are
fixed for a given W . Therefore, the problem of activation timepoints, Aj and Ai, that are
consecutive in multiple overlapping canonical structures employing different wait edges in
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different structures, can effectively be sidestepped by computing all of the d∗(U, W ) values
for a fixed W . To do so, our new algorithm backtracks from W along shortest paths in the
OW-graph (i.e., the graph comprising the ordinary and wait edges from the ESTNU) where
wait edges, as they are encountered, are projected using the above-mentioned durations.

On the left of the figure, backtracking from W1 encounters the activation timepoint
Ai, where d∗(Ai, W1) = 10 and d(Ci, W1) = 1, where the determinative duration is ωci =
10 − 1 = 9. In this situation, the wait edges terminating at Ai project onto the red edges
shown in the middle-left of the figure. In this projection, the path UV1AiW1 is shortest, with
a length of −3−8+10 = −1, indicated by the red, dotted arrow. The corresponding stand-in
edge from V1 to W1 is shown as dashed and purple. The dashed stand-in edges emanating
from V2 (green) and V3 (blue) are also generated, but do not contribute to d∗(U, W1).

On the righthand side of the figure, backtracking from W2 encounters Ai and yields the
duration ωci

= 6 − 2 = 4. In this situation, the wait edges project to the red edges shown on
the far right. Although each wait edge generates a stand-in edge, the one from V2 to W2
provides the shortest path (dotted, red) from U to W2, which determines d∗(U, W2) = −3.

Pseudocode for our new algorithm for generating stand-in edges entailed by nested
diamond structures is given as Algorithm 1. (Appendix A provides pseudocode for all
minDispESTNU procedures updated to use Algorithm 1.) Algorithm 1 works as follows.

Initialization (Lines 1–3). The getInitStandins algorithm (a helper for minDispESTNU)
is called to generate stand-in edges entailed by individual labeled edges (cf. Figure 1) or
from applications of the VAC rule (cf. Figure 2e). Next, the Bellman-Ford algorithm [2]
is called to compute a solution to the STN, Gow, that comprises the ordinary and wait
edges from G, ignoring any alphabetic labels. That solution, f , is then used as a potential
function to re-weight the edges in Gow to have non-negative values, thereby enabling the
use of Dijkstra’s algorithm [2] to guide the subsequent back-tracking from each W . Finally,
Johnson’s algorithm [2] is used to compute the initial distance matrix for ordinary paths.

Main foreach Loop (Lines 4–30). Each iteration of the main foreach loop processes a
single timepoint W . It uses a modified version of Dijkstra’s algorithm to back-propagate
from W through the edges in the Gow graph, aiming to update the distance function d so
that by the end of the iteration, for each timepoint T , d(T, W ) = d∗(T, W ), and all needed
stand-in edges terminating at W have been generated.
Iteration initialization (Lines 5–8). First, a minimum priority queue, Q, is initialized. For

each timepoint T in the queue, its priority is the current estimate of d∗(T, W ), re-weighted
by the potential function f . In particular, the priority of T is given by: f(T )+δtw −f(W ).
Initially, the queue contains only W , with a priority of 0. The n-vector, priority enables
anytime access to the priorities of timepoints in the queue.
Next, a set needStandIn2W is initialized. It is used to keep track of timepoints T for
which a stand-in edge from T to W will need to be generated. If the current estimate of
d∗(T, W ) derives from a path (1) that forms the spine of a canonical diamond structure;
and (2) whose first edge is a wait edge, then T is added to needStandIn2W , at Line 26.
However, should subsequent propagation discover a shortest path from T to W for which
no stand-in edge is needed, then T is removed from needStandIn2W , at Line 16. Since
the status of a given timepoint T may change during the algorithm, stand-in edges are
not actually accumulated until the end of the iteration, at Lines 28–30.

Iteration Body (Lines 9–30). The body of each iteration is a while loop that carries out
the back-propagation from W . At Line 10, a timepoint T is extracted from the queue,
along with its priority δ∗

tw. At Line 11, the value of d∗(T, W ) is extracted from δ∗
tw by
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Algorithm 1 betterGenStandIns: Better Algorithm for Generating Stand-in Edges Entailed
by Nested Diamonds.

Input: G = (T , Eo ∪ Elc ∪ Euc ∪ Ew), a dispatchable ESTNU graph
Output: (Esi , d), where Esi is a set of stand-in edges; and d is the updated distance matrix

1 Esi ··= getInitStandins(G) //Stand-in edges entailed by individual labeled edges and VAC rule
2 f ··= bellmanFord(Gow) //Potential function for OW-graph, Gow = (T , Eo ∪ Esi ∪ Ew)
3 d ··= johnson((T , Eo ∪ Esi)) //Compute the APSP distance matrix for (T , Eo ∪ Esi)
4 foreach W ∈ T do

//Init min priority queue, where priority(T ) = current estimate of d∗(T, W ) re-weighted by f

5 Q ··= new min priority queue
6 priority ··= (∞, . . . , ∞) //For tracking priority of timepoints in the queue
7 Q.insert(W, 0); priority[W ] ··= 0
8 needStandIn2W ··= ∅ // T ∈ needStandIn2W means “need stand-in edge from T to W ”
9 while ¬Q.empty() do

10 (T, δ∗
tw) ··= Q.extractMin() //δ∗

tw = d∗(T, W ) reweighted by potential function f

11 δtw ··= −f(T ) + δ∗
tw + f(W ) //δtw = d∗(T, W ) (un-reweighted)

12 d(T, W ) ··= δtw //Update distance matrix
13 foreach (R, δrt , T ) ∈ (Eo ∪ Esi) do //Back-propagate along ordinary edges
14 δ∗

rw ··= (f(R) + δrt − f(T )) + δ∗
tw //Possible new estimate of d∗(R, W ) (re-weighted)

15 if δ∗
rw < priority[R] then //New estimate of d∗(R, W ) shorter

16 needStandIn2W ··= needStandIn2W \ {R} //No stand-in edge RW needed
17 Q.insertOrDecreaseKey(R, δ∗

rw); priority[R] ··= δ∗
rw

18 if T = A is an activation timepoint for a contingent link (A, x, y, C) then
19 ωc ··= d(A, W ) − d(C, W ) //ωc = contingent duration that determines d∗ values
20 if ωc ∈ (x, y] then //Condition for generating a non-redundant stand-in edge
21 foreach (V, C:−v, A) ∈ Ew do //Back-propagate along incoming wait edges
22 vωc

··= max{−ωc, −v} //Length of wait edge in projection ωc

23 v∗
ωc

··= f(V ) + vωc − f(A) //Re-weighted length in projection ωc

24 δ∗
vw ··= v∗

ωc
+ priority[A] //δ∗

vw = possible new estimate of d∗(V, W )
25 if δ∗

vw ≤ priority[V ] then
26 needStandIn2W ··= needStandIn2W ∪ {V } //Need stand-in edge V W

27 Q.insertOrDecreaseKey(V, δ∗
vw); priority[V ] ··= δ∗

vw

28 foreach T ∈ needStandIn2W do
29 δtw ··= −f(T ) + priority[T ] + f(W ) //Actual value of d∗(T, W )
30 Esi ··= Esi ∪ {(T, δtw, W )} //Accumulate stand-in edge

31 return (Esi , d)

undoing the re-weighting using the potential function f . (The next section proves the
invariant that when a timepoint T is popped from the queue, its priority equals d∗(T, W ),
re-weighted by the potential function f .) That value is then used to update the distance
function d, at Line 12.
Next, Lines 13–17 back-propagate along each incoming ordinary edge (R, δrt , T ). First, at
Line 14, a possible new estimate of d∗(R, W ) using a path from R to T to W , re-weighted
using the potential function f , is computed and stored in δ∗

rw. (Note that f(R)+δrt −f(T )
is the re-weighted length of the incoming edge from R to T .) If that estimate is less than
the current priority of R (cf. Line15), then R is removed from needStandIn2W to reflect
that this newly found shortest path from R to W does not begin with a wait edge and,
hence, does not require a stand-in edge (cf. Line 16). At Line 17, R is inserted into the
queue and its priority is updated.
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Lines 18–27 carry out the back-propagation along any incoming wait edges, which can only
happen if W = A is an activation timepoint for a contingent link (A, x, y, C). Line 19
computes the value of the contingent duration ωc = C − A = δ − γ = d∗(A, W ) − d(C, W )
that determines whether any stand-in edges terminating at W can use this contingent link
(cf. Figures 2e and 6). Note that the algorithm relies on the fact that d(A, W ) = d∗(A, W )
at this point. Line 20 checks whether ωc ∈ (x, y], since otherwise, as shown in Claim 10 of
Hunsberger and Posenato [9], it is not necessary to back-propagate along any wait edge
coming in to A (i.e., ordinary edges suffice). Line 22 computes the projection of the wait
edge in the situation where C − A = ωc. Line 23 re-weights the projected length using
the potential function. Line 24 computes the length of the path from V to T to W in the
re-weighted graph. If that length less than or equal to the current key of V in the queue
(Line 25), then V is added to needStandIn2W (at Line 26) to reflect that a stand-in edge
should be generated; and the key for V is updated in the priority queue (at Line 27).

Finally, at the end of the iteration, stand-in edges for all of the flagged timepoints are
generated at Lines 28–30.

Correctness of the betterMinDispESTNU Algorithm

The correctness of betterMinDispESTNU relies on the following properties of the canonical
form of nested diamond structures that we have rigorously presented elsewhere [9]. (The
claims mentioned below are from that work.) First, for each pair of timepoints U and W , there
is a canonical form Suw that determines the value d∗(U, W ). Furthermore, d∗(U, W ) equals the
length of the spine of that structure in the situation where each Ci−Ai = d∗(Ai, W )−d(Ci, W ).
(See the proof of Claim 8.) Second, using the same techniques as in the proof of Claim 7,
we get that for a fixed W , there is a single situation ω that is simultaneously maximal
for all d∗(U, W ) values (i.e., in the projection determined by ω, the length of the spine of
each structure Suw equals d∗(U, W )). For each contingent link (A, x, y, C) appearing in any
canonical structure Suw from any U to the fixed timepoint W , ω specifies the duration,
ωc = C − A = d∗(A, W ) − d(C, W ). Therefore, the betterGenStandIns algorithm, as it
backtracks from W , can be understood as incrementally computing the durations, ωc = C −A,
for each activation timepoint A that it encounters, based on the accumulated values, d∗(A, W )
and d(C, W ). It then computes the length of each incoming wait edge (V, C:−v, A) in that
projection (i.e., max{−v, −ωc}), which is its length in the spine of any structure that uses it.

Worst-Case Time Complexity of the betterMinDispESTNU Algorithm

First, let m = |Eo|, k = |Elc| = |Euc| and r = |Ew| ≤ nk be the numbers of ordinary, lower-case,
upper-case, and wait edges, respectively, in the input ESTNU. Generating stand-in edges for
individual labeled edges along with those derived from the VAC rule add 2k+2r more ordinary
edges. Afterward, betterMinDispESTNU is applied to the OW-graph which has m + 2k + 3r

edges. For each timepoint W , betterMinDispESTNU uses a Dijkstra-like back-propagation
that runs in O((m + 2k + 3r + nk) + n log n) time. (At most nk additional stand-in edges
can be added during the course of the algorithm.) Therefore, its n iterations can be done
in O((m + 2k + 3r + nk)n + n2 log n) time, which reduces to O(mn + n2k + n2 log n). For
dense graphs, where m = O(n2), this reduces to O(n3), but for sparse graphs, for example,
where m = O(n log n) and k = O(log n), it reduces to O(n2 log n).
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4 Empirical Evaluations

We implemented the betterMinDispESTNU algorithm containing the procedure Algorithm 1
in Java – publicly available as part of the CSTNU Tool framework [18] – and evaluated
its performance using the STNU benchmark published by Posenato [17]. This benchmark
was created using the STNU random generator of the CSTNU Tool framework. The public
benchmark comprises 1000 instances, all having the same topology, the worker-lanes topology,
which simulates the worker lanes of business process modeling [16]. In this topology, the set
of contingent links is divided into five lanes, with each lane representing a sequence of tasks
that must be executed by an agent. The contingent links within each lane are interspersed
with ordinary constraints that specify delays between the end of one task and the start of the
next. Additionally, there are extra constraints between nodes in different lanes to represent
temporal-coordination constraints among tasks executed by different agents.

For each possible number of nodes n ∈ {500, 1000, 1500, 2000, 2500}, the benchmark
contains 200 DC instances and 200 non-DC instances, each having k = n/10 contingent links
and, on average, 6.56n − 2.56k − 10 edges (i.e., O(n) edges). We considered the first 30
instances for each value of n in the benchmark.

All of the experiments were executed on an OpenJDK JVM 21 configured with 16 GB of
heap memory (parameters -Xmx16G and -Xms16G), on a Linux computer equipped with two
AMD Opteron™ 4334 processors running at 3.1 GHz (6200 BogoMIPS) and 64 GB RAM.

Each DC STNU G was first pre-processed by the FDSTNU dispatchability algorithm to
generate an equivalent dispatchable ESTNU, Gfd. Then, the dispatchable ESTNU, Gfd, was
fed as input to minDispESTNU and betterMinDispESTNU to generate equivalent dispatchable
ESTNUs having minimal numbers of edges (called µESTNUs) to: (1) confirm that the output
µESTNUs were identical; and (2) compare the average execution times.

Surprisingly, during the execution of minDispESTNU, we observed that no instances from
the considered benchmarks contain any nested diamond structures. Consequently, there were
no opportunities for the betterMinDispESTNU algorithm to outperform minDispESTNU.

Figure 7a shows the average numbers of edges in the input STNUs (black), the dispatchable
ESTNUs generated FDSTNU (teal), and the minimal dispatchable ESTNUs produced by
minDispESTNU (dotted red) and betterMinDispESTNU (dashed blue). (The dotted red and
dashed blue lines in the figure are completely overlapping and, hence, difficult to distinguish.)
The error bars denote 95% confidence intervals, which are scarcely visible due to the
minimal standard deviations. The findings reveal that the average numbers of edges in the
minimized networks are approximately one order of magnitude smaller than in the ESTNUs
generated by FDSTNU. Since the numbers of edges in dispatchable networks directly impact the
performance of real-time execution algorithms, these results demonstrate that minDispESTNU

and betterMinDispESTNU generate dispatchable networks that can be more efficiently executed.
We also confirmed that they output the same minimal networks.

Figure 7b plots the computational cost associated with generating µESTNUs. The lower
teal line shows the average execution times for FDSTNU to generate equivalent dispatchable
networks that are typically not µESTNUs. The upper two (red and blue) lines show the
average execution times for generating equivalent dispatchable networks having minimal
numbers of edges, obtained by applying minDispESTNU or betterMinDispESTNU to Gfd. As
expected, if there are no nested diamond structures, then both algorithms will have essentially
equivalent performance since they both end up doing two calls to Johnson’s algorithm (or a
Johnson-like algorithm).
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(c) minDispESTNU and betterMinDispESTNU perfor-
mance versus network size for instances containing
a depth-4 nested diamond structure (cf. Figure 3a).
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mance versus network size for instances containing
a depth-6 nested diamond structure.

Figure 7 Results of the empirical evaluation of the betterMinDispESTNU algorithm.

To assess the impact of nested diamond structures on the performance of the two
algorithms, we created two new benchmarks, one comprising random STNU instances that
each contain one copy of the depth-4 nested diamond structure depicted in Figure 3a, the
other similar to the first, but where the diamond structure has depth 6.

The presence of the depth-4 nested diamond structure in each instance requires the
genStandIns helper algorithm used by minDispESTNU to perform up to five iterations, each
taking O(mn + n2 log n) time, to generate the appropriate stand-in edges. In contrast,
betterMinDispESTNU replaces genStandIns with Algorithm 1 (betterGenStandIns) whose
worst-case time complexity is only O(mn+n2k+n2 log n), regardless of how deeply nested the
diamond structure may be. We therefore expected to see an especially pronounced difference
in average execution times for instances having the depth-6 nested diamond structure.

The results are presented in Figures 7c and 7d. The execution time of betterMinDispESTNU

(FDSTNU) (in blue) is significantly less than that of minDispESTNU (FDSTNU) (in red) across all
instances. In addition, for instances having 2000 nodes, the execution time of minDispESTNU

(FDSTNU) exceeded the 30-minute timeout. Such results confirm that the betterMinDispESTNU

algorithm is significantly more efficient than the minDispESTNU algorithm when the input
instances contain nested diamond structures, even when the number of nested diamonds is
small. Regarding the depth-6 nested diamond structure, we discovered that, on average, the
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presence of random constraints among nodes in different lanes and those in the diamond
structure sometimes entailed stronger constraints than the stand-in edges associated with
the diamond structure and, therefore, the genStandIns helper for minDispESTNU performs
on average five internal iterations, the same as for instances having the quadruply-nested
diamond structure.

5 Conclusions

Generating an equivalent dispatchable ESTNU having a minimal number of edges is an
important problem for applications involving actions with uncertain, but bounded durations.
The number of edges in the dispatchable network is important because it directly impacts the
real-time computations required during execution. Therefore, for time-sensitive applications
it is important to generate an equivalent dispatchable ESTNU having a minimal number
of edges, which we call a µESTNU. This paper modified the only existing algorithm for
generating µESTNUs, making it an order-of-magnitude faster. It also showed that a second
previously presented algorithm does not in fact solve the MinDispESTNU problem. The new
algorithm, betterMinDispESTNU, reduced the worst-case time-complexity from O(kn3) to
O(mn + n2k + n2 log n) which, for sparse networks, reduces to O(n2 log n).
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A Pseudocode

Algorithm 2 betterMinDispESTNU: Solving the MinDispESTNU problem.

Input: G = (T , Eo ∪ Elc ∪ Euc ∪ Eucg), dispatchable ESTNU
Output: A µESTNU for G
//Compute the set of (ordinary) stand-in edges

1 (Esi
o , d) ··= betterGenStandIns(T , Eo ∪ Elc ∪ Euc ∪ Eucg)

//STN dispatchability on ordinary edges, reorienting labeled edges
2 (T , E∗

o , Êl, Êu, Êucg) ··= dispSTN(T , Eo ∪ Esi
o , Elc, Euc, Eucg)

3 Ê∗
o ··= E∗

o \Esi
o //Remove any remaining stand-in edges from E∗

o

4 Êucg ··= Êucg\ markWaits(Tc, Êucg, d) //Remove dominated waits
5 return G = (T , Ê∗

o ∪ Êl ∪ Êu ∪ Êucg)
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Algorithm 3 getInitStandins: Generate stand-in edges entailed by individual labeled edges.

Input: G = (Tx ∪ Tc, Eo ∪ Elc ∪ Euc ∪ Eucg), a dispatchable ESTNU
Output: The set Esi

o of ordinary stand-in edges for the individual labeled edges in G
Side Effect : Modifies G by fixing any weak or misleading wait edges

1 Esi
o ··= ∅

2 foreach (A, x, y, C) ∈ L do //Collect stand-in edges for LC, UC and wait edges
3 Esi

o ··= Esi
o ∪ {(A, y, C), (C, −x, A)} //Collect stand-in edges for LC and UC edges

4 foreach (V, C:−v, A) ∈ Eucg do
5 if −v ≥ −x then //Replace weak wait edge by an ordinary edge
6 Eucg ··= Eucg\{(V, C:−v, A)}; Eo ··= Eo ∪ {(V, −v, A)}
7 else
8 if −v < −y then //Fix misleading wait by adjusting its wait time
9 Eucg ··= Eucg \ {(V, C:−v, A)} ∪ {V, C:−y, A)}

//Add stand-in edges for wait edge and from the VAC rule
10 Esi

o ··= Esi
o ∪ {(V, −x, A), (V, max{y − v, 0}, C)}

11 return Esi
o

Algorithm 4 markWaits: Mark wait edges for removal.

Input: Tc, contingent TPs; Êucg, wait edges; d, distance fn.
Output: A set Em

w ⊆ Êucg of wait edges marked for removal
1 Em

w ··= ∅
2 foreach (V, C:−v, A) ∈ Êucg do //Collect waits dominated by ordinary paths, UC edges, or

other waits
3 if d(V, A) ≤ −v or d(V, C) < 0 then
4 Em

w ··= Em
w ∪ {(V, C:−v, A)} //Dominated by an ordinary path or the UC edge

5 else
6 foreach U ∈ T | ∃(U, C:−u, A) ∈ Êucg do
7 if d(V, U) < 0 and d(V, U) − u ≤ −v then
8 Em

w ··= Em
w ∪ {(V, C:−v, A)} //Dominated by another wait

9 return Em
w
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Abstract
Trajectory sample databases store finite sequences of measured space-time locations of moving
objects, along with a speed bound for each object. These databases can be seen as uncertain
databases. We propose a language that allows the formulation of queries about the uncertainty
in trajectory sample databases. As part of that language, we introduce the notion of visit events,
which are used to describe certain constraints on the movement of an object. In our language, an
atomic query asks whether a moving object can, given its limitations, realise such an event. We give
complexity results for this realisability problem, in various settings.
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1 Introduction

Due to the proliferation of location-aware devices (such as GPS receivers) in the past two
decades, one of the use-cases of moving object databases [8] is the storage of time-stamped
measured locations of moving objects [7]. Such a sequence of spatio-temporal measurements of
a single moving object is called a trajectory sample. Given this type of partial information on
a moving object, we do not know the precise space-time path (or trajectory) which the object
has followed, but we do know that the trajectory must have passed these measured spatio-
temporal locations. However, without making further assumptions, there are no theoretical
limits to the movement of the object in between two measurements. An assumption that
originates from the area of time geography, where the moving object’s accessibility to an
environment is studied, is that we know a bound on the speed of the moving object [5, 9, 13].
Therefore, it is common to associate a maximal speed to each moving object, alongside a
trajectory sample. With this additional knowledge, the actual trajectory of a moving object
is guaranteed to be contained in a spatio-temporal region known as a “lifeline necklace” in
spatio-temporal and moving object databases [6, 10, 18], or simply as a “chain of space-
time prisms” in the fields of time geography [9] and Geographical Information Systems
(GIS) [15, 12, 14].
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We refer to a moving object database with the specific purpose of storing trajectory
samples and speed bounds as a trajectory sample database. A trajectory sample database can
be seen as an uncertain (or incomplete) database [1, 11]. In general, an uncertain database
represents a set of “possible worlds”, where each possible world is a concrete instantiation
of the data. In our setting, a possible world corresponds to an assignment of a trajectory
to every object, satisfying the known limitations of that object. In this paper, we propose
a query language for trajectory sample databases that is based on events that are possibly
semantically interesting for some application and that may occur during a trajectory of
a moving object. We introduce visit events as part of our language, which are used to
describe constraints on trajectories. The most basic visit event expresses that a trajectory
visits a particular region during a particular period of time. To allow for composition, the
class of visit events is closed under Boolean combinations (using negation, conjunction and
disjunction). For example, we could express the complex event that states that an object has
visited a museum in the morning, some restaurant at lunch and has not been in a particular
church in the afternoon. For a dataset of tourists visiting some city, this event may have
occurred during the movement of some of the tourists. This example shows that our proposed
query language is related to the field of semantic trajectories and places of interest (POIs)
in such trajectories and could be used to match trajectories with event patterns [4, 17, 21].
The queries appearing in [20], where a cylinder model of uncertainty is used, are similar to
what our languages can express.

The atomic query in our language asks whether a given visit event is realisable by the
trajectory of some moving object, that is, whether there exists a trajectory that satisfies
the constraints described by that event. We call the evaluation of this atomic query the
realisability problem. To allow for composition on the query level, the query expressions are
also closed under Boolean combinations. An important detail is that our query language is
defined relative to two parameters: R, denoting the class of spatial regions that can occur in
visit events, and T , denoting the periods of time that can occur in visit events. We study the
complexity of the realisability problem for different choices of R and T . For R, we consider
the class of singleton points (Point) and of semi-algebraic sets (SemiAlg). For T , on the other
hand, we consider the class of singleton moments (Moment) and intervals of time (Interval).
Because the realisability problem already becomes NP-hard for very restrictive classes of
events, and because we believe it is of interest to measure the influence that the size of
the database has on the complexity of query evaluation, we distinguish between combined
complexity, data complexity and query complexity [1]. A summary of our complexity results
is displayed in Table 1.

Table 1 A summary of the complexity results: data, query, and combined complexity.

Class of events Data Query Combined
(Point, Moment)-event in DNF linear polynomial polynomial
Positive (Point, Moment)-events linear NP-hard NP-hard
(SemiAlg, Moment)-events linear NP-hard NP-hard
Conjunctive (Point, Interval)-events polynomial NP-hard NP-hard
Positive (SemiAlg, Interval)-events polynomial NP-hard NP-hard

The paper is organised as follows. In Section 2, we give the definitions that are necessary
to formalize the notion of a trajectory sample database. In Section 3, we define the syntax
and the semantics of our query languages. In Section 4, we study the complexity of the
realisability problem in different settings. Finally, we conclude the paper with Section 5.
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2 Definitions and preliminaries on trajectory sample databases

In this section, we give definitions of the concepts needed to introduce the notion of a
trajectory sample database.

We consider the space in which objects move to be the plane R2, and we use the letters
p, q, . . . (with or without indices) to denote locations in space. Time is modelled as the real
line R, and we use t (with or without indices) to refer to the temporal points (or moments).
We also use x and y to refer to the real coordinates of spatial locations. A spatio-temporal
point (p, t) is then an element of R2 × R and if p = (x, y), we also write (x, y, t) for the
spatio-temporal point (p, t). Furthermore, we use d to denote the Euclidean distance in R2.

The movement of an object is captured by the notion of “trajectory” and it corresponds
to a function mapping (all possible) moments in time to locations in space, as is expressed
by the following definition.

▶ Definition 1. A trajectory is a continuous function from R to R2.

We use the Greek letter γ (with or without indices) to refer to trajectories. In practice
trajectories are only observed or measured at discrete moments in time and we call these
partial views on trajectories “trajectory samples”.

▶ Definition 2. A trajectory sample (or sample, for short) is a finite sequence of space-time
points ⟨(p1, t1), . . . , (pn, tn)⟩ that is ordered by the temporal component (that is, t1 < · · · < tn).

We use the letter S (with or without indices) to refer to trajectory samples. The following
definition captures the notion of trajectories matching trajectory samples.

▶ Definition 3. We say a trajectory γ visits a space-time point (p, t) when γ(t) = p and we
say that a trajectory γ visits a subset of space-time if γ visits one of its elements.

A trajectory sample ⟨(p1, t1), . . . , (pn, tn)⟩ matches the trajectory γ if γ visits all the
space-time points (pi, ti), for i = 1, . . . , n.

Trajectory sample databases do not only store a trajectory sample for each moving
object, but also a maximal speed for each moving object. Because we assume that every
moving object has such speed bound, these bounds further restrict trajectories (as trajectory
samples do). This is capured in the following definition.

▶ Definition 4. A trajectory γ is called vmax-bounded when for all t, t′ ∈ R we have
d(γ(t), γ(t′)) ≤ vmax · |t− t′|.

We use Γ(S,vmax) to denote the set of all vmax-bounded trajectories matching the sample S.
Obviously, some trajectory samples have no vmax-bounded trajectories that match them.
The consistency of a sample with a speed bound vmax is expressed in the following definition.

▶ Definition 5. A trajectory sample ⟨(p1, t1), . . . , (pn, tn)⟩ is called vmax-consistent when
d(pi, pi+1) ≤ vmax · (ti+1 − ti), for i = 1, . . . , n− 1.

In the remainder of this paper, we assume, when given a trajectory sample S and a speed
bound vmax, that S is vmax-consistent.

▶ Definition 6. The linear interpolation trajectory of a trajectory sample S = ⟨(p1, t1), . . . ,
(pn, tn)⟩, denoted by LIT(S), is defined as the trajectory γ, with

γ(t) =


p1 if t ≤ t1
ti+1−t
ti+1−ti

· pi + t−ti

ti+1−ti
· pi+1 if ti < t ≤ ti+1 (for 1 ≤ i < n)

pn if tn < t.

TIME 2025
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We note that if S is vmax-consistent, then LIT(S) is a vmax-bounded trajectory.
In trajectory sample databases, we use natural numbers as identifiers for moving objects.

Therefore, such database is defined relative to a finite subset Obj of N, called the object
identifiers.

▶ Definition 7. A trajectory sample database D over object identifiers Obj ⊂ N is a function
mapping each identifier i ∈ Obj to a pair D(i) = (SD(i), vD(i)), where SD(i) is a trajectory
sample and vD(i) is a speed bound.

This means that, given a database D, the set ΓD(i) = Γ(SD(i),vD(i)) contains all trajectories
that the object with identifier i may have followed (given the sample and the speed bound).

3 Syntax, semantics and evaluation of (R, T )-queries

In this section, we describe a family of query languages for trajectory sample databases.
Our languages consists of two “tiers”: in the inner tier, we have the events, which are used
as subexpressions in the outer tier, where we have the query expressions. We define the
language relative to two parameters, R and T , where R is a collection of spatial regions (or
subsets of R2), and T is a collection of temporal periods (or subsets of R).

In the following subsections, we define the syntax of the query languages, their semantics,
and we end with a remark on the evaluation of query expressions.

3.1 The syntax of (R, T )-queries
We start by defining the inner tier of our language, which is a calculus of events. These
events occur as subexpressions in the query expressions defined later on. Events express
visits that may occur during the movement of an object.

▶ Definition 8. We define the (R, T )-events as follows:
1. visits(R, T ), with R ∈ R and T ∈ T , is an atomic (R, T )-event;
2. If e, e1 and e2 are (R, T )-events, then so are (¬e), (e1 ∧ e2) and (e1 ∨ e2).

In other words, (R, T )-events can be considered as propositional formulas over the pro-
positional symbols visits(R, T ), for every R ∈ R and T ∈ T . Now, we are ready to define
(R, T )-queries. Their expression is given in the following definition.

▶ Definition 9. Let Var be a set of object identifier variables (or variables, for short). The
(R, T )-query expressions are defined as follows:
1. If e is an (R, T )-event, i a natural number and x ∈ Var, then realisable(i, e) and

realisable(x, e) are atomic (R, T )-query expressions;
2. If q, q1 and q2 are (R, T )-query expression, then so are (¬q), (q1 ∧ q2) and (q1 ∨ q2).

3.2 The semantics of (R, T )-queries
To define the semantics of query expressions, we first define what it means for an event to be
realised by a trajectory.

▶ Definition 10. Let e be an (R, T )-event and let γ be a trajectory.
1. If e is the atomic event visits(R, T ), then e is realised by γ if γ(t) ∈ R for some t ∈ T

(that is, γ visits R× T ).
2. If e is of the form (¬e1), then e is realised by γ when e1 is not realised by γ.
3. If e is of the form (e1 ∧ e2), then e is realised by γ when e1 and e2 are realised by γ.
4. If e is of the form (e1 ∨ e2), then e is realised by γ when e1 or e2 is realised by γ.
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In our definition of the semantics of (R, T )-queries, we distinguish between Boolean and
non-Boolean queries. The first type of queries contain no variables and they evaluate to true
or false. The second type of queries contain variables and they define a relations over Obj.

▶ Definition 11. Let D be a trajectory sample database over object identifiers Obj. We write
D |= q to express that a variable-free (R, T )-query expression q evaluates to true on D. This
relation is defined as follows:
1. D |= realisable(i, e) if i ∈ Obj and there exists a trajectory in ΓD(i) that realises e.
2. D |= ¬q if D |= q does not hold.
3. D |= q1 ∧ q2 if D |= q1 and D |= q2.
4. D |= q1 ∨ q2 if D |= q1 or D |= q2.

▶ Definition 12. Let D be a trajectory sample database over object identifiers Obj. If q is an
(R, T )-query expression containing variables x1, . . . , xk ∈ Var, then the result of q evaluated
in D is

q(D) =
{

(i1, . . . , ik) ∈ ObjkD | D |= q[i1/x1, . . . , ik/xk]
}
,

where q[i1/x1, . . . , ik/xk] is obtained from q by instantiating the variable xj in q by ij, for
j = 1, ..., k.

3.3 Evaluation of (R, T )-queries
Having defined the semantics of our (R, T )-query languages, there is a “standard” way of
evaluating query expressions with variables: given a query expression with k variables, we
enumerate all k-tuples of object identifiers, consider all the instantiations associated with
them and then evaluate the variable-free expression obtained by substituting the variable
occurrences by the concrete object identifiers from this tuple.

However, it is not immediately clear from the definition of the semantics how an atomic
query of the form realisable(i, e) can be evaluated. In what follows, we restrict our attention
to this decision problem.

▶ Definition 13. We define the (R, T )-realisability problem to be the following decision
problem: given (R, T )-event e, sample S and speed bound v, does there exist a trajectory in
Γ(S,v) that realises e?

From now on, we use the notation (S, v) |= e to express that there exists a trajectory in
Γ(S,v) that realises the event e.

4 The complexity of the (R, T )-realisability problem

In this section, we give a number of complexity results on the above realisability problem.
We recall that the input to this problem is a trajectory sample, a speed bound and an
(R, T )-event. In order for the realisability problem to be a proper computational decision
problem, these inputs must have finite representations. This means, for example, that
we cannot take arbitrary real numbers as input and that we need to assume some finite
encoding of our inputs. Here, we assume that the spatio-temporal points occurring in the
trajectory sample have rational coordinates, and that the speed bound is rational. As for the
(R, T )-event, its representation depends on the choice for R and T and the representation of
their elements. The choices for R that we consider are Point, the collection of all singletons
in Q2; and SemiAlg, the collection of all semi-algebraic sets in the plane. A semi-algebraic set
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in the plane is a subset of R2 that can be defined using a Boolean combination of polynomial
(in)equalities over two real variables (where the polynomials have integer coefficients) [3].
Elements of Point are simply represented by the coordinates of the point in question, while
an element of SemiAlg is represented by some encoding of its defining formula. The choices
for T we consider are Moment, containing all singletons in Q, and Interval, containing all
closed intervals of R with rational endpoints.

For notational convenience, the atomic (Point, T )-event visits({p}, T ) will be written
as visits(p, T ). And similarly, we will write visits(R, t) for the atomic (R,Moment)-event
visits(R, {t}).

As we show below, the realisability problem is already NP-hard for quite restricted classes
of events. Similar to the evaluation of queries in relational databases, the hardness of the
realisability problem is caused by the size of the event, and not by the size of the trajectory
sample. Therefore, we study the complexity of the realisability problem in three different
settings [1], being:

the data complexity, where we measure the complexity in terms of the size of the sample,
and consider the event to be fixed,
the query complexity, where we measure the complexity in terms of the size of event, and
consider the sample to be fixed, and
the combined complexity, where we measure the complexity in terms of both the size of
the sample, and the size of the event.

We also consider several restrictions to the class of input events, such as positive events,
containing no negations, conjunctive events, being conjunctions of atoms (or, not containing
disjunctions and negations), and events in disjunctive normal form (DNF).

In the remainder of this section, we give various results on the complexity of the (R, T )-
realisability problem, for different choices of R and T and in the three different settings.

For the complexity results mentioned below, we use a computational model in which
operations (addition, multiplication, ...) and comparison relations (=, <, ...) on rational
numbers are assumed to take unit time. That is, we measure the time complexity in terms
of the number of spatio-temporal points in a trajectory sample and in terms of number of
atoms (and their length) in an event-expression.

4.1 The query complexity of the (R, T )-realisability problem
Our first result shows that the realisability problem is already NP-hard for a relatively
restricted class of events, namely the positive (Point,Moment)-events.

▶ Theorem 14. In terms of query complexity, the (Point,Moment)-realisability problem for
positive events is NP-hard.

Proof. To prove NP-hardness, we describe a reduction from SAT, the satisfiability problem
of propositional formulas. Because the statement concerns query complexity, we reduce SAT
to the (Point,Moment)-realisability problem with fixed sample and speed bound. In this
case, we choose the sample S = ⟨((0, 0), 0), ((0, 0), 1)⟩ and the speed bound v = 1. The input
of the reduction is a propositional formula ϕ. We can assume that ϕ is in negation normal
form2, because the satisfiability problem remains NP-hard under this restriction. The output
is a positive (Point,Moment)-event eϕ such that the formula ϕ is satisfiable iff there exists a
trajectory γ in Γ(S,v) that realises the event eϕ.

2 A formula is said to be in negation normal form if negation operators are only applied to atoms.
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Let P1, . . . Pk be the propositional symbols occuring in ϕ. For 1 ≤ i ≤ k, we define
ti = i+1

k+2 , pi = ( 1
2(k+2) , 0) and p′

i = (− 1
2(k+2) , 0). Now, we take eϕ to be the result

of substituting occurences of ¬Pi by visits(p′
i, ti) and non-negated occurrences of Pi by

visits(pi, ti) in ϕ. Clearly, eϕ is a (Point,Moment)-event, not containing negations.
Finally, we show that ϕ is satisfiable if and only if there exists a γ in Γ(S,v) that realises eϕ.

The “if”-direction is straightforward. If there is some γ that realises eϕ, then ϕ must certainly
be satisfiable. To be precise, the assignment that assigns Pi to true if and only if γ(ti) = pi

satisfies ϕ. For the “only if”-direction, assume that ϕ is satisfiable. Then there exists a truth
assignment α that makes ϕ true. Now, we extend the sample S to a sample S′ such that
it contains (pi, ti) if Pi is assigned true by α, and otherwise contains (p′

i, ti). It is easily
verified that S′ is v-consistent, which means LIT(S′) is a v-bounded trajectory. Now, we
have that LIT(S′) realises visits(pi, ti) if Pi is true under α, and realises visits(p′

i, ti) if ¬Pi is
true under α. It follows from the way we constructed the event, that LIT(S′) realises eϕ. ◀

While the above result shows that the (Point,Moment)-realisability problem is NP-hard
for positive events (not containing negations), the problem for (Point, Interval)-events already
becomes NP-hard for conjunctions of atoms, as shown below.

▶ Theorem 15. In terms of query complexity, the (Point, Interval)-realisability problem for
conjunctive events is NP-hard.

Proof. We give a reduction from the Euclidean travelling saleman problem (E-TSP for short),
shown to be NP-hard in [16] (the problem we refer to here is called the Euclidean tour-TSP
there). The Euclidean travelling saleman problem asks, given a finite set of locations P ⊆ Q2

and a positive number ℓ ∈ Q, whether there is a cycle through all locations of P whose
length is at most ℓ. Formally, this means there is a permutation p1, . . . , pn of the locations
in P such that

∑n−1
i=1 d(pi, pi+1) + d(pn, p1) ≤ ℓ. Without loss of generality, we assume that

P always contains the origin (0, 0).
Again, we work with a fixed sample S = ⟨((0, 0), 0)⟩ and speed bound v = 1. From

an instance P, ℓ of E-TSP, we give a conjunction of (Point, Interval)-atoms C, such that
(S, v) |= C if and only if there is cycle through P of length at most ℓ. We define C as

visits((0, 0), [ℓ, ℓ]) ∧
∧

p∈P \{(0,0)}

visits(p, [0, ℓ]).

To prove that this reduction is correct, we first show that if (S, v) |= C, then there is
cycle through P of length at most ℓ. Let γ be a v-bounded trajectory matching S and
realising C. Because γ matches S, we have γ(0) = (0, 0). And, because γ realises C, it
reaches every location in P at some moment in [0, ℓ], and γ(ℓ) = (0, 0). This induces an
order p1, . . . , pn of the locations in P , where γ first reaches p1, then p2, and so on (we
note that p1 is always (0, 0)). Thus, if we let ti be the first moment where γ(ti) = pi for
i = 1, . . . , n, then 0 = t1 < · · · < tn ≤ ℓ. We claim the cycle p1, . . . , pn, p1 has length at most
ℓ. The length of this cycle is

∑n−1
i=1 d(pi, pi+1) + d(pn, p1). For every i, γ visits (pi, ti), and

because γ is v-bounded, we have d(pi, pi+1) ≤ v · |ti − ti+1| = ti+1 − ti. Similarly, γ visits
(pn, tn) and (p1, ℓ), thus d(pn, p1) ≤ ℓ− tn. It follows that the length of the cycle is at most∑n−1

i=1 (ti+1 − ti) + ℓ− tn = tn − t1 + ℓ− tn = ℓ.
Finally, we show that if there is cycle through P of length at most ℓ, then (S, v) |= C.

Let p1, . . . , pn, p1 be such cycle, where we choose p1 to be (0, 0). Now, let t1 = 0 and for
i = 2, . . . , n, take ti = ti−1 + d(pi−1, pi). Then, tn =

∑n−1
i=1 d(pi, pi+1), which, by assumption,

is at most ℓ− d(pn, p1). Define the trajectory sample S′ = ⟨(p1, t1), . . . , (pn, tn), (p1, ℓ)⟩. It
is clear from the definition of ti that the part of S′ excluding (p1, ℓ) is v-consistent. We have
seen that tn ≤ ℓ−d(pn, p1), and thus d(pn, p1) ≤ ℓ− tn, which implies that S′ is v-consistent.
From this follows that LIT(S′) is v-bounded, and it clearly matches S and realises C. ◀
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4.2 The data complexity of the (R, T )-realisability problem
In this section, we show that the (SemiAlg,Moment)-realisability problem has linear-time
data complexity, and the (SemiAlg, Interval)-realisability problem has polynomial-time data
complexity

We start with the result on (SemiAlg,Moment)-queries, but first we introduce some
notation and we give two lemmas. Every region in SemiAlg is of the form {(x, y) ∈ R2 |
φ(x, y)}, where φ = φ(x, y) is a quantifier-free formula over the vocabulary (+,×, <, 0, 1),
with x and y as free variables. The set {(x, y) ∈ R2 | φ(x, y)} is called the region defined
by φ, and we denote it by R(φ).

▶ Definition 16. If C = visits(R1, t1) ∧ · · · ∧ visits(Rk, tk) is a conjunction of atomic
(R,Moment)-events, and I ⊆ R is an interval, the formula CI is the conjunction of those
visits(Ri, ti), with 1 ≤ i ≤ k, for which ti ∈ I.

▶ Lemma 17. Let C be a conjunction of atomic (R,Moment)-events, let S be a trajectory
sample ⟨(p1, t1), . . . , (pn, tn)⟩ and let v be a speed bound. Then, (S, v) |= C if and only if all
of the following are true:
(1) (⟨(p1, t1)⟩, v) |= C(−∞,t1],
(2) for i = 1, . . . , n− 1, we have (⟨(pi, ti), (pi+1, ti+1)⟩, v) |= C[ti,ti+1], and
(3) (⟨(pn, tn)⟩, v) |= C[tn,+∞).

Proof. The “only if”-direction is obvious. We prove the “if”-direction. Assume (1), (2)
and (3) are true. By (1), there exists a v-bounded trajectory γ0 matching ⟨(p1, t1)⟩ that
realises C(−∞,t1]. By (2), for i = 1, . . . , n−1, there exists a v-bounded trajectory γi matching
⟨(pi, ti), (pi+1, ti+1)⟩ that realises C[ti,ti+1]. And by (3), there exists a v-bounded trajectory
γn matching ⟨(pn, tn)⟩ that realises C[tn,+∞). We define the trajectory γ as follows:

γ(t) =


γ0(t) if t ∈ (−∞, t1],
γi(t) if t ∈ [ti, ti+1] and
γn(t) if t ∈ [tn,+∞).

We note that the intervals [ti−1, ti] and [ti, ti+1] both contain ti. However, this does not
pose a problem for the definition of γ, because both γi−1 and γi visit (pi, ti), which means
γi−1(ti) = γi(ti) = pi. It only requires a simple application of the triangle inequality (of
Euclidean distance) to show that γ is a v-bounded trajectory. For i = 1, . . . , n, we have
γ(ti) = pi, thus γ matches S. The only thing left to prove is that γ realises C. Let
A = visits(R, t) be an arbitrary conjunct of C. Depending on t, there are three cases to be
considered. First, if t ∈ (−∞, t1], then A is a conjunct of C(−∞,t1]. This implies γ0 realises A,
so γ(t) = γ0(t) ∈ R, which means γ realises A. The other two cases, when t is contained in
[ti, ti+1] or in [tn,+∞), are similar. Because γ realises all the conjuncts of C, it also realises
C itself. ◀

▶ Lemma 18. If C = visits(R1, t1)∧· · ·∧visits(Rk, tk) is a conjunction of atomic (R,Moment)-
events, S is a trajectory sample and v a speed bound, then (S, v) |= C if and only if there
exist k spatial locations p1, . . . , pk such that
(1) for i = 1, . . . , k we have pi ∈ Ri, and
(2) the sample containing the points (p1, t1), . . . , (pk, tk), as well as the ones in S, is v-

consistent.
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We remark that we consider condition (2) from the lemma to be false when some space-
time point among (p1, t1), . . . (pk, tk) shares its temporal component with a point in S, while
their spatial component differs.

Proof. The “only if”-direction is obvious. We prove the “if”-direction. Assume there are
locations p1, . . . , pk satisfying (1) and (2). Now take the trajectory γ to be the linear
interpolation trajectory of the sample containing the points (p1, t1), . . . , (pk, tk), as well as
the ones in S. It is clear that γ matches S and assumption (2) implies it is a v-bounded
trajectory. Finally, assumption (1) implies that γ realises C. ◀

▶ Definition 19. We say two (R, T )-events A and B are equivalent if for every sample S
and speed bound v, we have (S, v) |= A if and only if (S, v) |= B.

The following proposition follows directly from the fact that, for p ∈ R2, we have p /∈ R(φ)
if and only if p ∈ R(¬φ).

▶ Proposition 20. A (SemiAlg,Moment)-event of the form ¬visits(R(φ), t) is equivalent to
the event visits(R(¬φ), t).

Given an arbitrary (SemiAlg,Moment)-event, we can convert it into negation normal form
and use Proposition 20 to remove all negations. The result of this process is a positive
(SemiAlg,Moment)-event that is equivalent to the original. Because this process can be
performed in linear time (with respect to the length of the event), we can assume that any
given (SemiAlg,Moment)-event is positive, without loss of generality.

▶ Theorem 21. In terms of data complexity, the (SemiAlg,Moment)-realisability problem is
decidable in linear time.

Proof. We describe an algorithm to decide the realisability problem of a (SemiAlg,Moment)-
event e for input sample S = ⟨(p1, t1), . . . , (pn, tn)⟩, where pi = (xi, yi), and speed bound v.
Noting the remark made above, we assume that e is positive. The first step is to convert e
into its disjunctive normal form ē. Since we are dealing with data complexity, the possibly
increased size of ē, compared to e, has no impact on the running time of our method. In fact,
because the number of disjuncts of ē is constant, it is sufficient to show that the realisability
problem for a single disjunct can be decided in linear time.

Consider a disjunct C of ē. Because ē is positive and in DNF, the event C must be a
conjunction of atomic events. This means we can apply Lemma 17, and we can determine
whether (S, v) |= C by testing whether each of the following conditions are met:
(1) (⟨(p1, t1)⟩, v) |= C(−∞,t1],
(2) for i = 1, . . . , n− 1, we have (⟨(pi, ti), (pi+1, ti+1)⟩, v) |= C[ti,ti+1], and
(3) (⟨(pn, tn)⟩, v) |= C[tn,+∞).
We focus our attention to condition (2). For every value of i, we want to decide whether
C[ti,ti+1] is realisable for sample ⟨(pi, ti), (pi+1, ti+1)⟩ and speed bound v. Let us write the
conjunction C[ti,ti+1] as visits(R(φ1), t′1) ∧ · · · ∧ visits(R(φk), t′k), with t′1 ≤ · · · ≤ t′k. We
remark that this implies ti ≤ t′1 ≤ · · · ≤ t′k ≤ ti+1. From Lemma 18, we know that
(⟨(pi, ti), (pi+1, ti+1)⟩, v) |= C[ti,ti+1] if and only if there exist locations q1, . . . , qk ∈ R2, with
qi = (x′

i, y
′
i), such that

(a) for j = 1, . . . , k we have qj ∈ R(φj), and
(b) the sample ⟨(pi, ti), (q1, t

′
1), . . . , (qk, t

′
k), (pi+1, ti+1)⟩ is v-consistent.

TIME 2025



12:10 On the Complexity of the Realisability Problem for Visit Events

In other words, we have (⟨(pi, ti), (pi+1, ti+1)⟩, v) |= C[ti,ti+1] if and only if the formula
ψ = ∃x′

1∃y′
1∃ . . . ∃x′

k∃y′
k(ψa ∧ψb) is true, where ψa is φ1(x′

1, y
′
1) ∧ · · · ∧φk(x′

k, y
′
k), expressing

condition (a), and to express condition (b), we take ψb to be the conjunction of k+ 1 distance
inequalities.

Because ψ is a first-order logic sentence over the ordered field of real numbers, its truth
can be determined by a decision procedure for the theory of real closed fields (first described
by Tarski [19], we refer to Basu et al. [2] for a modern exposition). We note that the size
of ψ is independent of n, and thus has constant size in the data complexity setting (k is
bounded by the length of C). The time needed to determine the truth of ψ is thus also
constant. To test for condition (2), we have to perform the above steps for n− 1 values of i.
Conditions (1) and (3) can both be tested in constant time, in a manner similar to the above,
the only difference is that the constructed sentence requires one less inequality for expressing
v-consistency. We have thus shown that the realisability problem for a single disjunct of ē
can be answered in O(n) time. This concludes the proof. ◀

Our next result concerns the data complexity of the (SemiAlg, Interval)-realisability prob-
lem for positive events.

▶ Lemma 22. If e is a positive (R, Interval)-event containing k distinct atoms A1, . . . , Ak,
where Ai = visits(Ri, Ti), then (S, v) |= e if and only if there exist k space-time points
(p1, t1), . . . , (pk, tk) such that
(1) the sample containing the points (p1, t1), . . . , (pk, tk), as well as the ones in S, is v-

consistent, and
(2) the Boolean expression obtained by replacing Ai in e by true if (pi, ti) ∈ Ri × Ti, and by

false otherwise, evaluates to true.

Proof. We first prove the “if”-direction. Assume that there exist (p1, t1), . . . , (pk, tk) satisfy-
ing (1) and (2). Let S′ be the sample containing the points (p1, t1), . . . , (pk, tk), as well as
the ones in S. Assumption (1) says S′ is v-consistent, which means LIT(S′) is v-bounded.
Because S′ is an extension of S, and γ matches S′, it must also match S. The trajectory
LIT(S′) realises all the atoms Ai for which (pi, ti) ∈ Ri × Ti, and potentially others. Because
of assumption (2) and the fact that e is positive, LIT(S′) realises e, and thus (S, v) |= e.

For the “only if”-direction, we assume that (S, v) |= e. That means that there exists
a v-bounded γ realising e and matching S. We choose (p1, t1), . . . , (pk, tk) as follows. For
every atom Ai which γ realises, we know that γ visits some point in Ri × Ti, and take (pi, ti)
to be such point. For an atom Ai not realised by γ, we take (quite arbitrarily) (pi, ti) to
be the first anchor point of S. Then, (pi, ti) /∈ Ri × Ti, since otherwise γ would realise Ai.
All points of (p1, t1), . . . , (pk, tk) and S are visited by γ, so the sample containing all those
points must be v-consistent, satisfying condition (1). Because γ realises Ai if and only if
(pi, ti) ∈ Ri × Ti and γ realises e, condition (2) is also satisfied. ◀

The following proposition follows directly from the definition of v-consistency and the
fact that the distance function d obeys the triangle inequality.

▶ Proposition 23. If M is an (unordered) finite set of space-time points, then the sample
containing all points in M is v-consistent if and only if for every pair of points (p1, t1) and
(p2, t2) from M , we have d(p1, p2) ≤ v · |t1 − t2|.

It will be of interest later that the condition d(p1, p2) ≤ v · |t1 − t2| from the above
proposition is equivalent to d(p1, p2)2 ≤ v2 ·(t1 −t2)2, which, if p1 = (x1, y1) and p2 = (x2, y2),
is a polynomial inequality with variables x1, y1, t1, x2, y2, , t2, v.
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▶ Theorem 24. In terms of data complexity, the (SemiAlg, Interval)-realisability problem for
positive events can be decided in polynomial time.

Proof. We describe an algorithm to decide the realisability of a positive (SemiAlg, Interval)-
event e for input sample S, of length n, and speed bound v. Lemma 22 gives a condition
equivalent to (S, v) |= e. We can express this condition using a first-order logic sentence over
the ordered field of real numbers ψ = ∃x1∃y1∃t1 . . . ∃xk∃yk∃tk(ψ1 ∧ ψ2), where ψ1 expresses
part (1) of Lemma 22, and ψ2 expresses part (2). To express part (1), stating that the sample
containing (x1, y1, t1), . . . , (xk, yk, tk) as well as the points from S is v-consistent, we can take
ψ1 to be a conjunction of (n+ k)2 distance inequalities, as per Proposition 23. To express
the second part, we construct ψ2 by taking e and replacing every atom visits(R(φi), [t−i , t

+
i ])

by the formula φi(xi, yi) ∧ t−i ≤ ti ∧ ti ≤ t+i .
We have now constructed a formula ψ which is true if and only if (S, v) |= e. Thus, if there

is a method to determine the truth ψ, we can decide the realisability problem for positive
(SemiAlg, Interval)-events. Because ψ is an existantial sentence, we can apply known decision
procedures for the existential theory of the reals. Of course, the time complexity required to
decide the realisability of positive (SemiAlg, Interval)-events in the described manner, depends
on the time complexity of the existential theory of the reals. In [2] (see theorem 13.14), an
upper bound of sm+1dO(m) is given, where s is the number of polynomials occuring in the
formula, m the number of variables, and d the maximum degree of the polynomials. Because
we are considering data complexity, the number of polynomials in the φi’s, as well as their
maximum degree, is constant, and so is k. This implies that ψ contains O(n2) polynomials
of constant degree, and 3k variables. Thus, by Theorem 13.14 from [2], the truth of ψ can
be decided in O((n2)3k+1) = O(n6k+2) time, which is polynomial in n. It is also clear that ψ
can be constructed in polynomial time. ◀

4.3 A class of events for which the realisability problem has polynomial
time combined complexity

Until now, we have only seen hardness results in the query (and thus, combined) complexity
setting. In this section, we give an example of a class of events for which the realisability
problem has polynomial-time combined complexity.

An (R, T )-literal is either an atomic (R, T )-event, or the negation of an atomic (R, T )-
event. Conjunctions of (Point,Moment)-literals provide a class of events for which the
realisability problem has an efficient solution in terms of combined complexity. Before giving
our result, we first prove a lemma.

▶ Lemma 25. If S1 and S2 are trajectory samples, then there exists a v-bounded trajectory
matching S1 and not visiting any point in S2 if and only if
(1) S1 does not contain a point in S2,
(2) S1 is v-consistent, and
(3) if LIT(S1) visits a point from S2, on the line segment between points (pi, ti) and (pi+1, ti+1)

from S1, then d(pi, pi+1) < v · (ti+1 − ti).

Proof. It is obvious that the conditions (1), (2) and (3) are necessary for the existence of a
v-bounded trajectory matching S1 and not visiting points in S2. To show that they are also
sufficient, we assume that all three conditions are met. Consider the trajectory LIT(S1). By
condition (2), it is v-bounded. In case LIT(S1) visits one or more points from S2, we show
that we can extend (by adding points) S1 to a sample S∗, such that LIT(S∗) is v-bounded,
matches S1 and does not visit points from S2. Because S∗ is obtained by adding points to S1,
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it is obvious that LIT(S∗) matches S1. Let us say that LIT(S1) visits a point (q, t) from S2
on the line segment between (pi, ti) and (pi+1, ti+1). From (1) we know that ti < t < ti+1,
and from (3) we have d(pi, pi+1) < v · (ti+1 − ti). Together, these observations imply there
must be a small disk around q, such that for every p in this disk, the extension of S1 with
the point (p, t) remains v-consistent. Informally, this means we can deviate LIT(S1) slightly
between ti and ti+1, while the trajectory remains v-bounded. Now, for every point (q′, t′) of
S2 with ti < t′ < ti+1, there is at most one choice for p inside the disk that makes the linear
interpolation trajectory of the extended sample visit (q′, t′). Because there are infinitely
many points in the disks, we can choose p such that, between ti and ti+1, none of the points
from S2 are visited. We can repeat this process for each line segment of LIT(S1) that visits a
point from S2. The linear interpolation trajectory of the resulting sample S∗ then matches
S1, is v-bounded and does not visit points from S2, as desired. ◀

▶ Theorem 26. In terms of combined complexity, the (Point,Moment)-realisability problem
for a conjunction of k literals and a trajectory sample of length n is decidable in O(n+k log k)
time.

Proof. We assume that we are given a conjunction C of k (Point,Moment)-literals, a sample S
of length n and a speed bound v as input. Let P1, . . . , Pm be the positive atoms occuring
in C and let N1, . . . , Nℓ be the atoms occuring negated in C. First we compute the sample
S1 = ⟨(p1, t1), . . . (pn+m, tn+m)⟩, containing both the points in S and the ones occuring
in the atoms P1, . . . , Pm. Computing this sample requires ordering the points occuring in
P1, . . . , Pm by time, and merging these with those from S (which are already ordered by
time). This can be done in O(n+ k log k) time. We also compute a sample S2, containing
the points from N1, . . . , Nℓ, in O(k log k) time. Now we have (S, v) |= C if and only if
there exists a v-bounded trajectory matching S1 and not visiting any point in S2. This
can be determined by testing for the conditions of Lemma 25 in O(|S1| + |S2|) time, where
|S1| + |S2| = n+m+ ℓ = n+ k. Thus, the total time required by the described procedure is
O(n+ k log k). ◀

▶ Corollary 27. In terms of combined complexity, the (Point,Moment)-realisability problem
for an event in disjunctive normal form, of length k, and a trajectory sample of length n is
decidable in O(kn+ k log k) time.

Proof. We assume that we are given a (Point,Moment)-event e in disjunctive normal form,
of length k, a sample S of length n and a speed bound v as input. Then, e is of the form
C1 ∨ · · · ∨ Cℓ, where every disjunct Ci is a conjunction of literals. Let us say that the event
Ci contains ki literals. Because e is realisable if and only if one of the Ci’s is realisable, we
can use Theorem 26 to determine the realisability of e, by determining it for each of the
disjuncts. This takes

∑ℓ
i=1 O(n+ ki log ki) time, which is O(kn+ k log k). ◀

5 Conclusion

We have proposed a family of query languages for trajectory sample databases. Query
expressions in these languages contain events, which are used to describe constraints on
trajectories. When performing query evaluation, an essential problem required to be solved
is that of the realisability of an event. We studied the complexity of this realisability
problem in terms of data, query and combined complexity. These results are summarised in
Table 1. These complexity results are given in a computational model wherein (arithmetic
and comparison) operations on rational numbers take unit time. It is not clear whether our
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results remain true in a model in which we measure the cost of these operations in terms of
the length of the bit-representation of rational numbers. Also, we did not give much attention
to the evaluation of query expressions outside of the realisability problem. We assumed that
query expressions are evaluated in some standard way, but more efficient strategies might
exist.
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Abstract
Clinical trials are typically specified with protocols that define eligibility criteria, treatment regimens,
follow-up schedules, and outcome assessments. Temporality is a hallmark of all clinical trials,
reflected within and across trial components, with complex dependencies unfolding across multiple
time points. Despite their importance, clinical trial protocols are described in free-text format,
limiting their semantic precision and the ability to support automated reasoning, leverage data across
studies and sites, or simulate trial execution under varying assumptions using Real-World Data. This
paper introduces a formalized representation of clinical trials using Temporal Ensemble Logic (TEL).
TEL incorporates metricized modal operators, such as “always until t” (□t) and “possibly until
t” (♢t), where t is a time-length parameter, to offer a logical framework for capturing phenotypes
in biomedicine. TEL is more expressive in syntax than classical linear temporal logic (LTL) while
maintaining the simplicity of semantic structures. The attributes of TEL are exploited in this paper
to formally represent not only individual clinical trial components, but also the timing and sequential
dependencies of these components as a whole. Modeling strategies and demonstration case studies
are provided to show that TEL can represent the entirety of clinical trials, whereby providing a
formal logical framework that can be used to represent the intricate temporal dependencies in trial
structure specification. Since clinical trials are a cornerstone of evidence-based medicine, serving as
the scientific basis for evaluating the safety, efficacy, and comparative effectiveness of therapeutic
interventions, results reported here can serve as a stepping stone that leads to scalable, consistent,
and reproducible representation and simulation of clinical trials across all disease domains.
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1 Introduction

Clinical trials are a cornerstone of biomedical research, providing rigorous evidence for the
safety, efficacy, and comparative effectiveness of therapeutic interventions [32]. These studies
follow structured protocols that define eligibility criteria, intervention timing, follow-up
assessments, and outcome measures. Each of these components is inherently temporal,
unfolding across defined intervals and often involving complex interdependencies. As trial
designs evolve to include adaptive structures, multiple treatment arms, and longitudinal
assessments, there is an increasing demand for formal methods that can represent the full
temporal structure of clinical trial execution [5].

One of the challenges in clinical trial informatics is the lack of a formal representation
framework for trial protocol specifications. Basic protocol components such as treatment
windows, observation periods, washout phases, and outcome evaluations are usually described
informally or in free-text, making them difficult to reuse and interpret computationally. This
limitation impairs the ability to simulate trials, align patient trajectories, validate protocol
logic, or integrate information across studies [34].

Temporal logic provides a formal framework for reasoning about time, enabling the
representation of temporal facts and relationships such as event ordering and interval
duration [48]. Foundational work like Allen’s interval-based temporal logic has shaped this
field by formalizing temporal relations between intervals, laying the groundwork for advanced
temporal inference [40]. The expressive power of temporal logic is particularly valuable in
clinical contexts, where complex temporal dependencies must be modeled to simulate trial
scenarios and interpret patient narratives [18, 48]. In clinical trials, temporal reasoning
is pivotal for structuring protocol logic, modeling event sequences, and enforcing timing
constraints [39, 30]. These capabilities support key tasks such as cohort modeling, protocol
validation, eligibility screening, and outcome prediction across the trial lifecycle. Recent
advances have also integrated temporal logic into clinical natural language processing (NLP),
improving the extraction and prediction of temporally grounded events [41]. By incorporating
temporal entailment between patient states, these methods enable longitudinal reasoning
essential for assessing treatment efficacy and guiding patient care [1, 41].

Despite such developments and potentials, there is a lack of logical-framework with
demonstrated capability and translatability in representing clinical trial protocols with
temporal and semantic precision and the ability to support automated reasoning, leverage
data across studies and sites, or simulate trial execution under varying assumptions using
Real-World Data [22, 35, 49]. This paper introduces a framework for formalized representation
of clinical trials using Temporal Ensemble Logic (TEL [48]). TEL incorporates metricized
modal operators, such as “always until t” (□t) and “possibly until t” (♢t), where t is a
time-length parameter, to offer a logical framework for capturing phenotypes in biomedicine.
TEL is more expressive in syntax than classical linear temporal logic (LTL) while maintaining
the simplicity of semantic structures.

The attributes of TEL are exploited in this paper to formally represent not only individual
clinical trial components, but also the timing and sequential dependencies of these components
as a whole. We demonstrate that TEL can facilitate formal modeling of key elements including
eligibility criteria, baseline visits, interventions, follow-up visits, and outcome assessments. It
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supports both individual-level and cohort-level reasoning, making it well-suited for clinical
trial simulation. Our modeling strategy uses atomic propositions formulated from a domain-
specific ontology constructed from standardized biomedical vocabularies such as SNOMED
CT [10], ICD-9/10-CM [16], CPT [12], RxNorm [28], and LOINC [25]. Trial participants’
electronic medical records serve as models, over the domain of positive integers N+ which
represent days (typically the finest granularity in clinical trial protocols), weeks, or months.

The main contributions of this study are as follows: 1) we introduce a modeling strategy
to capture clinical trial protocol components using TEL, providing a logical specification of
temporal dependencies in clinical trial protocols; 2) we develop the AD Clinical Trial Ontology
(ADCTO), a lightweight, domain-specific ontology aligned with biomedical standards to
codify semantic entities used in TEL for this purpose, and 3) we prototype a simulation
system with interfaces that represent trial specifications as TEL formulas and executes them
against Real-World Data (RWD) to support protocol validation and virtual execution using
the model-checking paradigm.

The remainder of this paper is organized as follows: Section 2 introduces the formal
foundation of TEL. Section 3 describes two major categories of trial simulations. Section 4
presents our modeling of clinical trials. Section 5 details the TEL-based logical formalization
of clinical trial components. Section 6 reports on the implementation, ontology development,
and simulation system.

2 Preliminaries

2.1 Temporal Ensemble Logic
In modeling clinical trials, we consider the time domain of positive integers N+, which
represent days lapsed from the start of a clinical trial.

The basic construct of TEL [48] includes two types of terms: integer terms over N+,
and logical formulas. Integer terms s, t, u, v, . . . consist of constants a, b, c, . . ., variables
x, y, z, . . . (from a set Var), and the addition of these terms (s + t). We write Term for
the set of all such integer terms. Logical formulas φ consist of primitive propositions p,
indexed formulas φt, Boolean connectors (∧, ¬), time-indexed modalities □tφ and ♢tφ, and
first-order quantification over variables in Var.

In Backus–Naur form (BNF) notation, we have s, t ::= a | x | (s+ t), where a is an integer
constant, x ∈ Var, and (s+ t) represent the addition of two integer terms.

For TEL formula, we have, with t for integer term and x for variable over N+:

φ,ψ ::= p | φt | ¬φ | φ ∧ ψ | φ ∨ ψ | □tφ | ♢tφ | ∀xφ | ∃xφ.

Atomic propositions p come from a pre-defined set Prop, a set of clinical codes and ontological
terms according to the conceptual correspondence provided in Table 1.

To specify the semantics of the above formulas, we define an interpretation as a function
α : N+ → 2Prop, which determines, at each time-point i ∈ N+, a subset of atomic propositions
that are assigned true. We can use the notation of formal languages to describe such
interpretations. The alphabet is Σ (= 2Prop), to account for all possible truth-status of each
proposition in Prop at a given time. Following standard formal language convention, Σ∗

represents the set of all finite words over Σ, Σ+ represents the set of all no-empty finite
words over Σ, and Σω represents all ω-words over Σ. Therefore, we can write α in the form
of an ω-word σ[1]σ[2] · · · , with σ[i] ∈ Σ being the ith letter of α for all i ≥ 1.

TIME 2025
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▶ Definition 1. We define, given an ω-word α = σ[1]σ[2] · · · over Σ and any i ≥ 1,

(α, i) |= p if p ∈ σ[i];
(α, i) |= φt if (α, i+ t) |= φ;
(α, i) |= ¬φ if (α, i) ̸|= φ;
(α, i) |= ϕ ∧ ψ if (α, i) |= φ and (α, i) |= ψ;
(α, i) |= ϕ ∨ ψ if (α, i) |= φ or (α, i) |= ψ;
(α, i) |= □tφ if (α, j) |= φ for all j with i ≤ j < i+ t;
(α, i) |= ♢tφ if (α, j) |= φ for some j with i ≤ j < i+ t;
(α, i) |= ∀xφ if for all k ≥ 1, (α, i) |= φ[x := k].
(α, i) |= ∃xφ if there exists k ≥ 1, (α, i) |= φ[x := k],

where φ[x := k] is the standard syntactic convention for the formula obtained by replacing
all free occurrences of variable x in φ by constant k.

2.2 Conceptual Correspondence for Trial Modeling

Clinical trials involve complex temporal dependencies between interventions, patient responses,
and outcomes, requiring a formal approach to temporal reasoning. Existing logical frameworks
in computer science and biomedicine either lack expressiveness for capturing trial dynamics
or impose syntactic constraints that limit their applicability to real-world trial scenarios.

Table 1 Correspondence Between Clinical Trial Components and TEL Elements.

Clinical Trial Entities Logical Constructs Logical Forms
Controlled vocabularies, ontology terms Atomic propositions Prop
Temporal relationships Modal and logical operators □t,♢t, ∧, ∃
Electronic medical records Semantic models σ[1]σ[2] · · ·
Start Event, Index Event, Inclusion Cri-
teria, Exclusion Criteria, Observation
Window, Baseline Visit, Intervention
Phase, Follow-Up Visits, Outcome Assess-
ment, Base Criteria, Case Criteria, Con-
trol Criteria

TEL formulas
S, I, IC, EC, W , B,
T , F , O, Base, Case,
Control

Trial execution Model-checking (α, i) |= φ

To make the technical motivations and design decisions more intuitive, we begin with an
illustrative example. This example is intended to highlight the practical needs and conceptual
foundations for combining first-order and modal logic primitives in the representation of
biological phenotypes. By grounding the discussion in concrete use cases, we aim to clarify
the expressive requirements that drive our modeling strategy.

▶ Example 2. For an Alzheimer’s Disease (AD) clinical trial of demonstrating the efficacy
of at least one dose of a medicine (H3 receptor antagonist) in comparison to placebo on
cognitive performance in patients with mild to moderate AD [44], TEL provides a formal
structure for representing its constraints and event relationships. The key components of the
protocol can be expressed as follows:

∃x∃i
[
Sx ∧ Ix+i ∧ (♢4wB)(x+i) ∧ (□24wT )x+i+4w ∧ (♢10wF )x+i+28w ∧ (♢1wO)x+i+38w

]
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where the start date x corresponds to the date of informed consent (S). The index event (I)
is defined as the cognitive evaluations and biomarker analyses i days after consent. Baseline
visit (B) is conducted within four weeks (4w) prior to intervention. The intervention phase (T )
involves the administration of a medicine or placebo over 24 weeks (24w). Follow-up visits (F )
are scheduled to monitor safety and efficacy parameters for up to 10 weeks (10w). The
outcome assessment (O) occurs at week 38 (38w), evaluating changes in cognitive function
from baseline.

2.3 Related Work: Temporal Logics for Clinical Trials
Many existing temporal logics have been developed to express different types of temporal
relationships, each with its own strengths and trade-offs. LTL [33] captures linear sequences
of states to express event orders. Based on LTL, Metric Temporal Logic (MTL) [29] adds
explicit timing bounds to temporal operators. Interval Temporal Logic (ITL) [9, 14] focuses
on intervals rather than points, capturing relationships. Despite the extensive development
of temporal logic frameworks, their practical application in clinical trial specification remains
limited. Giordano et al. modeled stroke guidelines as concurrent processes in LTL and
verified them with SPIN [13], while Sanati et al. introduced a MTL-based Description Logics
for formulating eligibility criteria for clinical trials [2]. Shankar et al. [39] developed a formal
ontology to encode temporal constraints in clinical trials, allowing precise specification of
timeline requirements (e.g., “lab test 2 must occur within 7 days after dose 1”) using ITL.
CNTRO [42, 43] encodes logical and temporal constraints directly within the structure of
the Web Ontology Language (OWL). The Time Event Ontology (TEO) proposed by Li et
al. [21] extends CNTRO by harmonizing Allen’s interval algebra with a suite of basic time
relations, although it lacks a language of logic for modeling trials.

Table 2 Logic-based Modeling for Clinical Trials.

Logic Constructs Expressiveness Clinical Trial
Application

Modeled
Component

LTL Point-based
Decidable

Limited [13] Entire trial

MTL Point-based
Decidable (restricted
cases)

Limited [2] Eligibility criteria

ITL
Interval-based
Decidable (restricted
cases)

Lack point-based references [21, 39, 42] Entire trial

TEL
Point-based, limited
First-order
Decidability for used
fragment open

Good fit for purpose (in-
tegrative, interval and
point, first-order)

This study Entire trial

LTL can express sequential temporal dependencies and comes with mature automated
tools, but it has limited expressiveness. It cannot capture complex interval constraints such
as “observe within a specified time window”. MTL can express time-bounded constraints
such as visit windows or dosing intervals, but cannot directly relate distinct times or intervals.
It lacks the ability to express dependencies such as “dose two administered exactly 14 days
after dose one, followed by a visit 7 days later.” ITL can model observation windows and
treatments with interval-based semantics (e.g., “treatment continues during observation
window”) but it becomes overly complex and lacks cross-timeline reference capability without
additional constructs. Table 2 summarizes these observations.

TIME 2025
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The use of TEL for trial modeling brings the following advantages. TEL has already
been demonstrated as a natural but minimalistic logical framework with potential as an
attractive approach to formalizing phenotypes in biomedicine [48]. Using the model-checking
paradigm, TEL can support both point-based and interval-based temporal constructs. TEL
is highly expressive in modeling temporal properties, but restricted in aspects not essential
to targeted applications. The scope of first-order quantifiers for TEL is limited to unary
predicates derived from an existing formula, rather than over independently given predicates.
As can be seen in subsequent developments, the specific fragment of TEL used for this study
does not involve the ∀ quantifier. Although it is beyond the scope of the current paper
to address theoretical developments in decidability and algorithmic complexity results for
specific fragments of TEL (given its general undecidability [48]), our experimental results
show practical feasibility in reasonable settings.

3 Clinical Trial Simulation (CTS)

Clinical trials serve as the cornerstone of medical research, providing rigorous assessments of
the safety and efficacy of novel interventions. However, traditional clinical trial methodologies
have several challenges, including ethical considerations, patient recruitment difficulties, and
potential confounding variables. Advanced simulation-based approaches have been developed
to address these limitations, leveraging real-world data and computational modeling to
enhance trial design and execution [4]. This paper examines two key types of clinical trial
simulations [19]: Self-Controlled Case Series [31] and Eligibility Cohort Building [11].

3.1 Self-Controlled Case Series (SCCS)
The Self-Controlled Case Series (SCCS) method is a widely used design for evaluating the
association between medical interventions and adverse events. By treating individuals as their
own controls, SCCS effectively mitigates confounding from fixed patient-level characteristics
such as genetics and lifestyle [46]. In this simulation-based framework, longitudinal health
records are used to construct individual timelines of intervention exposure and subsequent
adverse events. A predefined risk window is specified following the intervention, and the
frequency of events during this period is compared to baseline periods within the same
individual using statistical modeling.

For example, a recent study investigating thrombosis risk after COVID-19 vaccination
applied SCCS by extracting temporal sequences of vaccination dates and thrombotic events
from electronic health records [17]. By comparing the incidence of events before and after
vaccination within each individual, the study reduced between-subject variability and provided
robust evidence of causal relationships.

3.2 Eligibility Cohort Specification
Patient recruitment is a persistent bottleneck in clinical trial implementation. Eligibility
Cohort Building Simulations offer a data-driven strategy to improve recruitment efficiency
by leveraging EHR data to model real-world patient populations [36]. In this approach,
researchers first define trial eligibility criteria such as age range, treatment history, and
comorbidities, and apply them to EHR datasets to construct a virtual cohort. Computational
models estimate the number of patients who meet the criteria and allow iterative refinement
by adjusting thresholds or conditions to assess their impact on cohort size and diversity [20].
This simulation process enables the design of recruitment strategies that are both scientifically
rigorous and operationally feasible.
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For example, a Phase III clinical trial investigating a novel therapeutic for hormone
receptor-positive breast cancer used this method to address recruitment delays. By simulating
eligibility criteria including age between 30 and 75 years, prior chemotherapy, and absence of
major cardiovascular conditions on a real-world breast cancer dataset, investigators identified
constraints that limited enrollment. Adjusting these parameters, such as slightly expanding
the age range, helped increase the candidate pool while preserving trial integrity [26].

4 Structure of Clinical Trial Specification

4.1 Individual Timeline-Based Structure of CTS
Start Event (Initialization). The start event denotes the earliest temporal reference point
preceding trial enrollment. It may represent initial patient contact, the commencement of
a data collection window, or the initiation of eligibility surveillance. Although not part of
the trial intervention itself, this event serves as a critical anchor for modeling retrospective
observation periods, washout phases, or baseline covariate collection from real-world data
sources such as electronic health records (EHRs) or insurance claims.

Index Event (Trial Anchor Point). The index event marks the initiation of the trial
timeline for each participant. Defined via clinical markers or diagnostic confirmation, this
event anchors the temporal alignment of all subsequent protocol components. It facilitates
consistent modeling of participant trajectories across eligibility evaluation, randomization,
and treatment administration phases.

Observation Window (Pre-Index Interval). The interval between the start and index events
constitutes the observation window, during which baseline covariates, prior exposures, or
exclusionary conditions are assessed. This period may include look-back or washout durations
essential for contextualizing eligibility and anchoring the index event.

Eligibility Criteria (Inclusion and Exclusion). Eligibility is determined based on defined
inclusion and exclusion criteria. Inclusion criteria specify characteristics that must be present
(e.g., age range, disease severity), while exclusion criteria identify disqualifying conditions
(e.g., contraindications, comorbidities). These filters are applied either before or at the index
to ensure clinical appropriateness and cohort homogeneity.

Baseline Visit (Pre-Intervention Assessments). Participants meeting eligibility require-
ments undergo a baseline visit for comprehensive pre-intervention evaluation. This includes
the collection of demographic data, clinical measurements, and relevant biomarkers, which
serve as reference points for outcome comparison and guide treatment group allocation.

Intervention Phase (Treatment Administration). The intervention phase involves the
administration of assigned treatments such as experimental therapies, standard care, or
placebos, initiated after the index event. This phase captures the protocol-defined exposure
period and may incorporate adherence, dose variability, or pharmacokinetic modeling.

Follow-Up Visits (Post-Treatment Monitoring). Follow-up visits are conducted at sched-
uled intervals following the intervention phase to monitor clinical outcomes, detect adverse
events, and track longitudinal changes in patient status. This component accounts for
dropout risk, adherence behavior, and the timing of outcome manifestation.

TIME 2025
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Outcome Assessment (End Event). The final phase of the trial involves assessing predefined
primary and secondary endpoints, including clinical efficacy, safety profiles, or composite
outcomes. Outcome evaluation is conducted after the full observation period has elapsed or
upon reaching specific clinical milestones, enabling rigorous analysis of treatment effects.

4.2 Cohort-Based Structure of CTS

The Individual Timeline-Based CTS captures the temporal dynamics of clinical events at the
patient level, supporting analyses of time-dependent phenomena such as treatment onset and
disease progression. While effective for intra-individual variability and temporal causality, it
is less suited for between-group comparisons. In contrast, the Cohort-Based CTS organizes
participants into predefined groups based on treatment or baseline characteristics, simulating
longitudinal outcomes to assess efficacy, safety, event incidence, and dropout rates. This
structure, aligned with parallel-arm trial designs, aids trial feasibility, sample size estimation,
and recruitment planning. Cohorts are defined by Base Criteria (shared attributes), Case
Criteria (presence of key exposures), and Control Criteria (absence of exposures), enabling
robust comparative analyses and accounting for real-world complexities such as time-to-event
variability, adherence, and attrition.

5 Logical Representation of CTS using Temporal Ensemble Logic

5.1 TEL-Based Formalization of Timeline-based CTS

This section formalizes a timeline-based CTS using the TEL framework. The model is
anchored by a start event (S) and an index event (I ), such as a diagnosis or lab finding,
which serves as the temporal reference for aligning all other trial components. Between these
events lies the observation window (W ), used to assess baseline covariates and eligibility
status. Eligibility criteria (E) may span both pre- and post-index periods. The baseline
visit (B) captures pre-intervention assessments. The intervention phase (T) begins after
the index event, followed by post-treatment follow-up visits (F) to monitor outcomes and
safety. Outcome assessment (O) occurs within a bounded period at the end of the trial. TEL
constraints are defined with modal operators to precisely capture temporal relationships.

Start Event: The TEL expression for the start event occurring at time x is: ∃x (Sx).
Index Event: The TEL expression for the index event occurring at time x+ i is given
by: ∃x∃i (Sx ∧ Ix+i). The x+ i subscript ensures that Index event can occur only after
the Start Event. This represents the key modeling strategy of using distinct terms to
represent time dependencies, rather than using explicit comparison such as x < y in other
approaches.
Observation Window: The observation window defines the time interval between
the start event and the index event, within which prior clinical events must occur.The
corresponding TEL expression is given by: ∃x∃i

[
Sx ∧ Ix+i ∧ (♢iW )x

]
.

Baseline Visit: The TEL expression for the baseline visit B occurs within b units after
the index event is given by: ∃x∃i∃b

[
Sx ∧ Ix+i ∧ (♢iW )x ∧ (♢bB)x+i

]
.

Intervention Phase: The TEL expression for the intervention phase T occurring within
t units post-baseline is given by:

∃x∃i∃b∃t
[
Sx ∧ Ix+i ∧ (♢iW )x ∧ (♢bB)x+i ∧ (♢tT )x+i+b

]
.
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Follow-up visits: The TEL expression for the follow-up visit F occurring within f units
after the intervention phase is given by:

∃x∃i∃b∃t∃f
[
Sx ∧ Ix+i ∧ (♢iW )x ∧ (♢bB)x+i ∧ (♢tT )x+i+b ∧ (♢fF )x+i+b+t

]
.

Outcome Assessment: The TEL expression for the outcome assessment O occurring
within o units after the follow-up visit is given by:

∃x∃i∃b∃t∃f∃o
[
Sx∧Ix+i∧(♢iW )x∧(♢bB)x+i∧(♢tT )x+i+b∧(♢fF )x+i+b+t∧(♢oO)x+i+b+t+f

]
.

Eligibility Criteria: Eligibility Criteria define the conditions under which a participant
is deemed suitable for enrollment in the clinical trial.

Inclusion Criteria (IC): which specify characteristics that must be present for a
participant to qualify. The TEL expression is given by:

∃x∃i∃c1∃c2

[
Sx ∧ Ix+i ∧ (♢c1IC)x ∨ (♢c2IC)x+i

]
.

Exclusion Criteria (EX), which specify conditions that, if present, disqualify a
participant from participation. The TEL expression is given by:

∃x∃i∃e1∃e2

[
Sx ∧ Ix+i ∧ (□e1¬EX)x ∧ (□e2¬EX)x+i

]
.

The full TEL expression representing the clinical trial structure temporally anchored on
the start event and index event, and encoding the logical and temporal constraints across
eligibility, baseline, treatment, follow-up, and outcome phases, is defined as follows:

∃x∃i∃b∃t∃f∃o∃f∃c1∃c2∃e1∃e2

[
Sx ∧ Ix+i ∧ (♢iW )x ∧ (♢bB)x+i ∧ (♢tT )x+i+b ∧ (♢f F )x+i+b+t ∧

(♢oO)x+i+b+t+f ∧
(
(♢c1 IC)x ∨ (♢c2 IC)x+i

)
∧

(
(□e1 ¬EX)x ∧ (□e2 ¬EX)x+i

) ]
.

5.2 TEL-Based Formalization of Cohort-based CTS
The Cohort-Based CTS models trial participants as belonging to logically distinct subpopu-
lations, defined through a combination of base eligibility and group-specific cohort criteria.
Each individual in the simulation is first evaluated against the Base Criteria to determine in-
clusion in the eligible study population. Then, individuals are assigned to mutually exclusive
groups according to whether they satisfy the Case Criteria or Control Criteria.

Base Criteria: All individuals must meet the base criteria within a defined observation
window starting at the reference time t0. These criteria typically include basic demographic
filters, the length of the observation period, and the exclusion of confounders. The TEL
expression is: ∃t0 (Baset0).
Case Criteria: Individuals who meet the case criteria are assigned to the case cohort.
These criteria usually capture exposure to an intervention, diagnosis of a condition, or
other qualifying events. The case criteria must be met after satisfying the base criteria.
The TEL expression is: ∃t0∃t1

[
Baset0 ∧ (♢t1Case)t0

]
.

Control Criteria: Individuals who meet the control criteria are assigned to the control
cohort. These criteria typically indicate the absence of the exposure or condition that
defines the case group. The assignment of control also follows the base criterion. The
TEL expression is: ∃t0∃t2

[
Baset0 ∧ (♢t2Control)t0

]
.
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5.3 Model-Checking of Clinical Trial Specifications

Formally, the model-checking [6, 45] process seeks to determine whether a patient record α

satisfies a given clinical trial specification φ, as defined in TEL. That is, we aim to verify
whether there exists a time point i ≥ 1 such that (α, i) |= φ, under the TEL semantics.
This generalizes beyond traditional initial-time evaluation by enabling satisfaction to be
checked at any point along a patient’s longitudinal record, allowing for alignment of protocol
logic with varying index events. The language defined by a TEL formula, denoted L(φ),
consists of all ω-words (i.e., patient records) that satisfy the formula at some valid time
index. This capability supports temporal abstraction and flexible anchoring of eligibility and
trial components in real-world datasets. TEL-based model-checking provides a scalable and
precise method for aligning structured clinical data with complex temporal protocol logic,
improving the interpretability, consistency, and reproducibility of virtual clinical trials.

6 Case Study

To evaluate and demonstrate the practical utility of our TEL-based formalization framework,
we applied it to the domain of AD clinical trials. AD trials present complex temporal
structures and heterogeneous eligibility criteria, making them a representative use case for
formal modeling. We developed two resources: (1) the AD Clinical Trial Ontology (ADCTO),
a lightweight ontology that captures core concepts from AD-related trial protocols, and (2) a
logic-based clinical trial simulation system that operationalizes TEL for temporally-aware
trial design and execution. These tools enable precise specification, validation, and simulation
of AD clinical trials grounded in real-world data.

6.1 AD Clinical Trial Ontology

We developed the AD Clinical Trial Ontology (ADCTO) to represent key elements frequently
encountered in the eligibility criteria of Alzheimer’s disease (AD) clinical trials, using data from
ClinicalTrials.gov. The ontology encompasses a comprehensive range of categories, including
Disease, Medication, Diagnostic Test, Procedure, Rating Criteria, Social Determinants of
Health, and Fertility. Each concept was mapped to the Unified Medical Language System
(UMLS) with assigned Concept Unique Identifiers (CUIs) and annotated with Observational
Health Data Sciences and Informatics (OHDSI) Athena identifiers. We enriched ADCTO
with annotations from resources such as the National Library of Medicine (NLM) Value Set
Authority Center, the National Drug Code (NDC) directory, UMLS Terminology Services,
Codify by the American Academy of Professional Coders (AAPC), and the Phenotype
KnowledgeBase (PheKB). To construct a coherent hierarchy, we integrated established
biomedical ontologies and classification systems, including the Disease Ontology for disease
concepts and DrugBank and the Anatomical Therapeutic Chemical (ATC) classification
system for medications, with refinements informed by domain experts to ensure semantic
precision and relevance.

Compared to existing ontologies, ADCTO maintains a lightweight structure, with 274
classes, 278 logical axioms, and 284 declaration axioms. To evaluate its adequacy, we achieved
a recall of 0.63 (the proportion of ontology-mapped elements relative to all extracted eligibility
elements) and an average term frequency–inverse document frequency (TF-IDF) score of
3.91, indicating ADCTO’s effectiveness in capturing the essential elements of AD eligibility
criteria in a compact and computationally efficient structure.
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6.2 AD Clinical Trial Simulation System

We developed the AD Clinical Trial Simulation System, a logic-based platform for designing
and evaluating virtual clinical trials using real-world data. Built on the ADCTO, the system
provides a formally defined and semantically consistent vocabulary to represent key trial
components, including event types, eligibility criteria, interventions, outcomes, and their
temporal dependencies. Users interact with a web-based interface that offers ontology-aligned
dropdown menus, enabling the configuration of trial components without the need for manual
coding. These selections are automatically compiled into formal representations, allowing for
precise and interpretable modeling of trial logic. The simulation engine leverages TEL to
capture and enforce time-dependent relationships among clinical events. All components are
temporally anchored to a defined index event, enabling precise sequencing of trial activities.
The system supports fixed and flexible timelines and allows retrospective simulations using
observational data. It is designed to bridge the gap between descriptions of natural language
protocols and formal computational models. The user interface reflects the core vision of the
system, which is to democratize formal trial design by making logical and ontological structures
accessible to clinical researchers without requiring expertise in logic or programming.

A. Trial 
Components

B.2  Timeline visualization & configuration

B. Trial builder

B.1  General trial information 

C. AD ontology navigation

E. Criteria builder

Click to save

F. Trial management

E.1. Dropdown menu 
of AD ontology terms 

D. Temporal 
constraints

(a)

(b)

Figure 1 The interface of the AD clinical trial simulation system.
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Figure 1 illustrates the user interface of our system. Figure 1.(a).A shows the components
of a clinical trial and allows users to click on each element to begin configuring it. Fig-
ure 1.(a).B showcases the trial builder, with subpanels B.1 and B.2 displaying interfaces
for entering trial information and configuring timeline parameters. Figure 1(b) illustrates
the configuration interface for specifying Inclusion Criteria, which serves as a representative
example; similar interfaces are employed across other trial components to ensure consistency
and usability. Figure 1.(b).C presents the ontology navigation interface, enabling users to
explore standardized ADCTO terms. Figure 1.(b).D and E highlight the specification of
temporal constraints and eligibility criteria, with E.1 featuring a dropdown menu populated
by ontology-aligned terms. Finally, Figure 1.(b).F depicts the trial management interface,
where users can review and save configured trials. Configured trials are automatically trans-
lated into formal TEL expressions and executed against real-world EHR datasets to simulate
trial behavior and validate protocol feasibility. This enables researchers to assess cohort
sizes, timing constraints, and outcome trajectories in silico. The system was implemented
using Ruby on Rails [15] with a Model-View-Controller (MVC) architecture and used Mon-
goDB [3] as the backend database to support scalable, document-based storage of evolving
trial representations and large-scale simulations.

The interface serves as an authoring tool and compilation engine, generating formal TEL
models from high-level trial designs. Each session outputs a reusable TEL expression anchored
by start and index events, enriched with modal and quantified constraints. These specifications
support downstream tasks such as simulation, model-checking, and validation against EHR
or registry data. The platform enforces an ontology-driven workflow that enhances semantic
clarity, reduces variability, and promotes reuse across studies. Aligned with standardized
vocabularies, it enables integration with external data models and supports automated
reasoning. Designed for longitudinal datasets, the system facilitates rapid prototyping,
cohort selection, and eligibility screening. Each simulation is saved as a machine-readable
specification that adheres to FAIR (Findable, Accessible, Interoperable, Reusable) data
principles, supporting reproducibility, version control, and collaboration across institutions.

7 Discussion

The simulation system implements a formal, TEL-based approach for specifying and simu-
lating clinical trials, supporting ontology-driven configuration and automatic translation of
protocol elements into logical expressions. The system represents an early-stage prototype
designed to establish the feasibility of logic-based trial modeling and virtual execution.
Development priorities include extending the reasoning engine, improving user interface inter-
activity, supporting integration with large-scale observational data platforms, and enabling
export of TEL specifications in interoperable formats aligned with common data models.
These enhancements will allow the platform to support complex protocol designs and to
enable real-time simulation of cohort definitions and outcome trajectories. The current
system implements a pipeline that maps user interface inputs directly to TEL formulas.
Trial designers specify protocol elements using dropdown menus populated from ADCTO,
including time constraints and event types. These inputs are compiled into formal TEL ex-
pressions through structured templates that preserve both syntactic correctness and semantic
alignment. Patient medical records are represented as temporally indexed sequences of coded
events, enabling the TEL engine to evaluate whether a given specification is satisfied at any
admissible index point in the record.
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TEL is undecidable in its general form [48]; however, the fragment used in this study avoids
intractable features such as unrestricted quantifier alternation and deeply nested temporal
operators. It relies on existential quantification and time-bounded modal constructs, allowing
finite evaluation over RWD. We have developed and preliminarily validated algorithms for
this purpose, with several manuscripts in preparation detailing their design, implementation,
and performance benchmarking. These works will also introduce interval-based extensions
to model durations between temporally disjoint events. Formal characterization of the
fragment’s decidability and complexity remains a key direction for ensuring scalability.

In its current form, TEL supports point-based reasoning with relative offsets and can
explicitly model upper bounds on absolute time intervals between events. Using the modal
operators ♢t (diamond) and □t (box) with time parameters, TEL can precisely define both
lower and upper bounds for the occurrence of events. For example, □tφ ensures that a
condition φ holds continuously for a duration of t time units, while ♢tφ guarantees that
φ becomes true at some point within t units. These constructs provide direct control over
temporal constraints, which is critical in clinical trial protocols where the timing of events,
such as symptom onset, dosing intervals, or outcome assessments, is clinically significant.
This expressiveness allows TEL to model temporally bounded windows of clinical relevance
and supports fine-grained specification of interval-based requirements.

TEL has focused on clinical trial modeling, but there is a range of related efforts that
address temporal representations in healthcare processes, such as clinical guidelines, care
pathways, and decision-intensive workflows. Relevant work includes temporal workflow models
for clinical pathways [7], decision modeling frameworks for chronic care management [8], and
Business Process Model and Notation (BPMN)-based systems [24] for perioperative processes.
Other studies have explored mobile delivery of guideline-based decision support [38], ontology-
based search and reasoning over clinical protocols [27], and logic-based eligibility verification
for trials [23]. Metric and interval temporal logic approaches have been applied to model
timing constraints in clinical practice guidelines [37, 47]. Our approach complements these
efforts by offering a logic tailored for patient-level temporal event alignment with computable
representations integrated into simulation engines and ontology-driven user interfaces.

Finally, TEL captures temporal and structural dependencies, but clinical trials often
involve normative constraints. Deontic logic provides a formal foundation for representing
requirements such as obligations, prohibitions, and permissions. Integrating deontic logic
into the TEL framework may enable richer modeling of regulatory rules, protocol compliance,
and adaptive trial conditions. This direction will enhance the system’s ability to represent
real-world clinical scenarios that involve both temporal precision and rule-governed behaviors.

8 Conclusion

This study presents a TEL-based framework for modeling clinical trials through precise,
formal logic representations of temporal relationships among clinical events. It addresses
key limitations in current trial design, including the lack of formal temporal reasoning and
unstructured protocol specifications. We developed a logic-based simulation system and the
ADCT Ontology to standardize trial components and support formal reasoning. The system
includes an ontology-driven user interface that enables domain experts to configure trials
without coding, facilitating reproducible virtual trial design, feasibility analysis, and cohort
simulation. The methodology generalizes to other domains requiring semantically rigorous
and temporally aligned trial models. TEL has limited direct support from widely available
verification or modeling platforms, and future work will focus on developing dedicated
implementations to enhance its adoption and usability.
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Abstract
We present QualiNet, an end-to-end deep learning framework that acquires Bird’s Eye View (BEV)
qualitative spatial relations directly from 2D images, eliminating the need for depth sensors. The
system combines 2D object detection, masking, and classification to infer Rectangle Algebra (RA)
and Qualitative Distance Calculus (QDC) relations. Evaluated on NuScenes and PandaSet datasets,
QualiNet achieves 91% accuracy for RA, 80% for QDC, and 99% top-2 accuracy, demonstrating
robust performance for automated vehicle perception.
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1 Introduction

Automated vehicle perception traditionally relies on quantitative methods that struggle with
complex real-world scenarios [1]. Qualitative representations offer a promising alternative
by capturing relative spatial relationships through calculi like Rectangle Algebra (RA)
and Qualitative Distance Calculus (QDC) [15]. These methods simplify complex spatial
information while aligning with human reasoning patterns [16, 2].

Current approaches for building qualitative representations [8, 4] typically require expens-
ive sensors (LiDAR, depth cameras) and significant computational resources. We present
QualiNet, an end-to-end deep learning framework that acquires Bird’s Eye View (BEV)
qualitative representations directly from 2D images using object detection and classification.
Our method is validated on NuScenes [6] and PandaSet [18] datasets.

2 Related Work

Recent advances have demonstrated the effectiveness of qualitative representations across
multiple domains. In action recognition, qualitative state transitions [19, 14] and relation
chains [12] have proven valuable for capturing action semantics. For autonomous driving,
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neuro-symbolic integration [17] and BEV qualitative representations [2] enhance both scene
understanding and system explainability. Spatial knowledge acquisition methods show
particular diversity, ranging from implicit templates [9] to force histograms [5] and hybrid
symbolic-neural approaches [10]. While current methods typically depend on 3D sensors [13],
our QualiNet system uniquely acquires BEV spatial relations directly from 2D images,
eliminating the need for specialized depth sensing hardware.

Background

Perception in Automated Vehicles
Perception is crucial for automated vehicles to understand and interact with their environment.
This involves processing data from various sensors like LiDAR, radar, and cameras [1].

2D perception, primarily using cameras, analyzes images to identify objects but lacks
depth information, making distance and size estimation challenging [11].

3D perception overcomes this limitation by incorporating depth information from stereo
cameras or LiDAR. This enables accurate spatial understanding and object localization, vital
for safe and reliable autonomous navigation [7].

Qualitative Spatial Calculus
A qualitative calculus operates over domain D (e.g., R2) with binary relations Γ =
{r1, . . . , rm} that are jointly exhaustive and pairwise disjoint. We employ:

QDC [15]: Distance relations (very close, close, normal, far)
RA [15]: Rectangle relations from Allen’s Interval Algebra (before, meets, overlaps, etc.)
on x/y axes

A scene S = (V, O, R) consists of frames V , objects O, and their relations R.

Transforming Images into BEV Qualitative Constraint Networks
We represent detected objects and their spatial relations as a qualitative graph G = (O,R),
where O is the set of objects and R their qualitative relations from language Γ. Each object
belongs to a single category (e.g., car, pedestrian).

Using the ego vehicle as reference object o0, we construct a star graph G∗ = (O,R∗)
with relations between o0 and other objects. The complete graph G is built through relation
composition: Rij = R0i ◦R0j ∀(oi, oj) ∈ O2, i ̸= j using path consistency enforcement [15]
until convergence.

Image to Relation Data Construction
We denote by D = {(Ii,R∗

i , o0)}N
i=1 a dataset of tuples consisting of 2D images Ii, qualitative

relations R∗
i between BEV detected objects and the reference object o0 (ego vehicle). This

dataset serves as the training data for QualiNet, enabling the model to learn the mapping
between visual information and qualitative spatial relations.

Consider I2BEVQR as a function that maps a 2D image I to the set of qualitative
relations R∗ between the detected objects and the reference object o0. I2BEVQR takes a 2D
image I as input and outputs the set of qualitative relations R∗ between the detected objects
and the reference object o0. R∗ represents the labels for I. For each image, the function
extracts the objects with their categories and bounding boxes, including the ego-vehicle. It
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then constructs a star graph with the ego-vehicle as the central node and other objects as
peripheral nodes. Using the QXG-builder tool [4, 2] and the specified algebra, it determines
the qualitative spatial relations between the ego-vehicle and each object. These relations,
along with the image and the ego-vehicle information, are added to the dataset.

Learning to Acquire Qualitative Relations
We defineM as a function that takes a 2D image I and returns a binary mask M indicating
the presence of detected objects: M : I → M where M is a binary matrix of dimensions
H ×W such that:

M(i, j) =
{

1 if pixel (i, j) belongs to a detected object
0 otherwise

This masking process helps to focus the attention of the deep learning model on the
relevant regions of the image, improving the accuracy and efficiency of spatial relation
extraction.

The QualiNet (Algorithm 1) takes as input the training dataset, learning rate, number
of epochs, and predefined architectures for the CNN and the MLPclassifier. It outputs a
trained QualiNet model.

Algorithm 1 QualiNet Training Algorithm.

Input: Dataset D = {(Ii,R∗
i , o0i)}N

i=1, Epochs E, CNN architecture, MLPClassifier
architecture

Output: Trained QualiNet model FQualiNet
Initialize CNN with a predefined architecture
Initialize Classifier with a predefined architecture
for epoch← 1 to E do

for (I,R∗, o0) ∈ D do
for oj ∈ O \ {o0} do

M ←M(I, oj)
Fj ← CNN(M)
R̂0j ← MLPClassifier(Fj)
L← Loss(R̂0j ,R∗

j )
Update parameters of CNN and Classifier using gradient descent

return FQualiNet

3 Experiments

This section outlines the experimental setup and results for evaluating QualiNet’s performance.
Since our approach is novel, there are no direct baselines for comparison. Instead, we focus
on showcasing QualiNet’s capabilities and analyzing its behavior. Our evaluation aims to
investigate how accurate is QualiNet’s top predictions (Top 1 and Top 2 accuracy)?

We used the NuScenes [6] dataset for evaluation. NuScenes includes diverse urban scenes
captured from multiple sensors. We utilized both the full dataset (NuScenes-Large) and a
smaller subset (NuScenes-mini).

TIME 2025
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QualiNet is implemented in PyTorch using a ResNet-152 CNN for feature extraction and
an MLP for classification. The model is trained with SGD and a learning rate scheduler.
Data is split 70:30 for training and validation, and performance is evaluated over five runs
using Top 1 and Top 2 accuracy.

The original dataset exhibited severe imbalance: QDC “far” (42% samples) vs “very close”
(3%). After augmentation, all relations have 500±20 samples.

We assess QualiNet’s performance using the following metrics:
Accuracy (Top 1): Percentage of correct top predictions. Accuracy (Top 2): Per-

centage of cases where the correct relation is among the top two predictions.
All datasets were transformed using the I2BEV function to generate the training and

testing data. During data construction, impossible RA relations for each camera were
removed to ensure the training data accurately reflects observable spatial relationships.

The code for QualiNet and the experiments presented in this paper is available at:
https://drive.google.com/drive/folders/1K9ViuyM4s_IwkcaCd3b1KYAhh0P3j1BH?usp=sharing

3.1 Results

The results presented in this section are averaged over all the datasets test sets used in the
evaluation.

Table 1 Top-1 and Top-2 Accuracy by camera: CF (Front), CFL (Front-Left), CFR (Front-Right),
CB (Back), CBL (Back-Left), CBR (Back-Right).

SensorRelationTop-1 AccuracyTop-2 Accuracy
CF RA 0.93 0.98

CFL RA 0.92 0.96
CFR RA 0.92 0.96
CB RA 0.94 0.99

CBL RA 0.88 0.93
CBR RA 0.89 0.96
CF QDC 0.78 0.94

CFL QDC 0.78 0.93
CFR QDC 0.77 0.93
CB QDC 0.77 0.94

CBL QDC 0.78 0.94
CBR QDC 0.78 0.93

Table 1 presents the Top-1 and Top-2 accuracy of QualiNet for different camera sensors
and relation types. As shown, the Top-1 accuracy ranges from 76% to 94%. However, the
Top-2 accuracy is consistently higher, ranging from 90% to 99%. This indicates that even
when QualiNet’s top prediction is not the exact ground truth relation, it often includes the
true relation within its top two guesses. This observation answers RQ1 by demonstrating
that QualiNet exhibits high accuracy in predicting spatial relations, particularly when
considering the Top-2 accuracy, which is important for building satisfiable qualitative graphs.
The model has some limitation that will be addressed in future works. The limitations
include: Small/Distant Objects: Performance degrades for objects <50px in size (15%
accuracy drop) due to limited visual information. Detection Sensitivity: Sensitive to
object detection errors (10% error propagation to relation classification).

https://drive.google.com/drive/folders/1K9ViuyM4s_IwkcaCd3b1KYAhh0P3j1BH?usp=sharing
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4 Conclusion

We presented QualiNet, a novel framework for acquiring BEV qualitative spatial relations
directly from 2D images, eliminating the need for expensive depth sensors. Experimental
results demonstrated high accuracy (>90% Top-2) across multiple relation types and camera
views, with 92% of predicted graphs being fully consistent. Future work will extend QualiNet
to dynamic scenes and enhanced occlusion handling.
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Abstract
The recent resurgence of the Datalog language in the Knowledge Representation and Reasoning
community has paved the way for a very promising proposal for temporal extension. DatalogMTL
(Datalog with Metric Temporal Operators) is a language that offers a good trade-off between
computational complexity and expressive power. However, existing implementations are still
preliminary or prototypical. In this extended abstract, we give a brief overview of Temporal Vadalog,
a system supporting reasoning over DatalogMTL programs built upon an engineered architecture
and adopted in production scenarios in the financial setting.
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1 Introduction

The adoption of Datalog-based systems for Knowledge Representation and Reasoning (KRR)
and their growing application in production settings such as the financial space [1] are going
hand in hand with a wave of research into extensions to Datalog, known as the Datalog±

family [10]. The aim is to strike a good balance between computational complexity and high
expressivity, that is, to incorporate the features needed for real-world applications. In this
context, a key requirement in KRR is native support for time through the reasoning process.

The recent introduction of the extension of Datalog with metric temporal operators, named
DatalogMTL [8], along with the good computational characteristics of its fragments [16, 17, 18],
brought the potential of temporal reasoning to real-world applications, from transport
and robotics, from healthcare to finance. However, the integration of such capabilities
into a production-ready system requires functional and architectural characteristics that
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ensure rigorous and efficient implementation of the language in computation and memory
footprints. To our knowledge, all currently existing DatalogMTL implementations remain at
a prototypical stage or are designed primarily for exploratory research [7, 19].

Contribution. Motivated by the need to adopt temporal reasoning in high-stake financial
settings for the Central Bank of Italy, in this extended abstract [4], we introduce the
Temporal Vadalog System, the temporal extension to the Vadalog System, a state-of-the-art
Datalog-based reasoner [2].

Overview. Due to space constraints, the remainder of the paper provides an example-based
glimpse into the functional and non-functional approaches to implementing DatalogMTL in
Vadalog, specifically in Section 2, focussing on joins, and in Section 3, which describes the
architecture. Some preliminaries about DatalogMTL can be found in Appendix A. For a
complete overview, the reader is referred to the full paper [4].

2 Time-Aware Joins and Time Series Operators by Example

To briefly illustrate the capabilities of the system, we proceed by example with a realistic –
albeit simplified – case from the financial domain.

▶ Example 1. A Financial Intelligence Unit (FIU) is an agency responsible for collecting
information about suspicious financial activity to support investigations into money laundering
or terrorism financing. They aim to identify companies with abnormal spending behavior and
investigate the corporate networks they belong to. We describe the scenario by a database D
of temporally annotated facts and the following set Π of DatalogMTL rules.

⊟[0,3]suspiciousActivity(C ),¬ [0,7]markedAsSafe(C)→ directSuspicious(C) (1)
directSuspicious(C )→ suspicious(C ) (2)

suspicious(C ), linked(C , O)→ suspicious(O) (3)

We assume that the reader is familiar with the logic-based formulation of Datalog
syntax, with the body of a rule (left-hand side) being the implication premise, a logical
conjunction of predicate over terms (i.e., constants or variables), while the head (right-
hand side) is the implication conclusion. Ignoring the temporal angle, Rule 1 describes the
conditions (company C involved in suspiciousActivity while not being markedAsSafe) under
which a company C is marked as directSuspicious, while Rules 2-3 recursively mark every
directSuspicious company C as suspicious (Rule 2) and then proceed to mark every other
company o that is linked to suspicious company C as suspicious as well (Rule 3). Coming
back to Rule 1, we see how the temporal aspect is essential: a company that is markedAsSafe
in a distant past is not thereby exempt from having its current suspiciousActivity scrutinized.
Metric temporal operators are helpful here: assuming day granularity, when prefixed with
⊟[0,3], the atom suspiciousActivity only holds if the atom itself has continuously held in
the interval [t − 0, t − 3] if evaluated at t – the suspiciousActivity continuously held for
the previous 3 days – while with [0,7], markedAsSafe only holds if the clearance occurred
sometime between [t− 0, t− 7]. Let us consider database D:

D =
{suspiciousActivity(A)@[May− 01, May− 04], markedAsSafe(A)@[Apr− 30, Apr− 30],
suspiciousActivity(B)@[May− 02, May− 05], markedAsSafe(B)@[Apr− 21, Apr− 21]}
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Figure 1 Illustration of an example of a temporal join al-
gorithm execution; atoms with predicates A0 and A1 are joined
on a PlantNameTerm.

Program: EMA

Dataset Vadalog InfluxDB

NQ1 0.0953 13.989
NQ10 4.8127 34.57
NQ50 74.1943 591.554
NQ100 306.6180 820.992

Figure 2 Experiment results,
expressed in seconds, for the Ex-
ponential Moving Average in Vada-
log and in the TSDB InfluxDB in
the full paper [4]

By applying Rule 1, we see that only company B would be marked as directSuspicious
as it was not markedAsSafe in the 7 days prior to the suspiciousActivity. However, to
compute the conjunction between these two temporal atoms – ⊟[0,3]suspiciousActivity and

[0,7]markedAsSafe – one would need a time-aware join, able to join facts and their temporal
intervals at the same time, while also handling stratified negation.

Temporal Join Algorithm

In Temporal Vadalog, the join algorithm is a temporal interval extension of the slot machine
join of the Vadalog system [2], which is based on the index nested loop join [11]. In particular,
during the first full scan of the inner relation, an in-memory index is constructed, unlike in
the usual algorithms, where a precomputed index is typically present in materialized form.

The algorithm, fully reported in Algorithm 1, intuitively works as follows. Assume we
have two predicates to be joined A0 and A1; first, we use the A1 index to retrieve the next
already-scanned fact that matches the join term(s) from A0 (Line 8). If the index does not
contain such a fact, we pursue the full scan until either a matching fact is found or all facts
have been examined (Lines 10-14). If no further fact is found (Lines 15-22), we continue
the scan with the next A0 (if it exists and if A1 is not negated). In case a fact is found,
independently of whether it is from the index or the full scan, we produce the valid interval
of the joined fact using the join logic (Line 23): difference for a negated literal, intersection
for a positive interval, or a blend of interval operations and set operations for temporal
operators like S (since) and U (Until). In the end, we check whether the resulting interval
is valid, and if not, if A1 is negated, we continue the scan with the next A0 (if it exists)
(Lines 25-29), otherwise we proceed with the loop; if the interval is non-empty and Ak is not
negated, we return true as we have found a valid joined fact (Lines 31-32); otherwise, we
continue retrieving the next “negated” fact. A visual representation of the execution of a
temporal join is shown in Figure 1.

Time Series Operators

In Example 1, we assumed that the suspiciousActivity facts were provided by D. Now we
want to consider the predicate as a result of a different reasoning task.

▶ Example 2. Understanding whether a spending activity is suspicious implies detecting
anomalous patterns, a task extremely relevant for financial authorities. A form of behavioural
analysis is adopted here: if the number of flagged transactions is greater than the company
average for a given period, then the spending activity is suspicious.

flagTransactions(C, AMT ), sma(C, AVG), AMT > AVG → suspiciousActivity(C) (4)

TIME 2025
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Algorithm 1 Temporal Join between two predicates.
Input: predicates A0 and A1 to be joined, with A0 not negated

1: I0 ← A0.iterator()
2: I1 ← A1.iterator()
3: (a0, ϱ0)← I0.getNext()
4: function Next
5: interval← ϱ0
6: while true do
7: X ← a0.joinTerm

8: (a1, ϱ1)← A1.index.get(X)
9: if a1 is null then ▷ Continue full scan, if index miss

10: while I1.next() do
11: (a1, ϱ1)← I1.getNext()
12: A1.index.put(a1) ▷ Update the index map for A1
13: if a1.joinTerm == a0.joinTerm then
14: break ▷ Exit the inner loop if matching fact is found
15: end if
16: end while
17: end if
18: if a1 is null then ▷ No further matching fact A1 found
19: if A1 is negated then
20: return true
21: end if
22: if I0.next() is false then
23: return false
24: end if
25: (a0, ϱ0)← I0.getNext() ▷ Repeat loop for next a0
26: interval← ϱ0
27: continue
28: end if
29: interval← resultingIntervalFromJoinLogic(ϱ1, interval)
30: if interval is empty then
31: if A1 is negated then
32: if I0.next() is false then
33: return false
34: end if
35: (a0, ϱ0)← I0.getNext() ▷ Repeat loop for next a0
36: interval← ϱ0
37: end if
38: continue
39: end if
40: if A1 is not negated then
41: return true
42: end if
43: end while
44: end function
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The average value is given by the sma predicate (simple moving average), which encapsulates
a time series operator that performs a moving average calculation to smooth the signal and
filter out noise and transient variations. While time series analysis typically adopts ad-hoc
software libraries, Temporal Vadalog intrinsically offers such statistics:

[0,n)timeSeries(X, Value)→ extended(X, Value) (5)
timeSeries(X, Value), extended(X, Roll)→ rolling(X, Roll) (6)

rolling(X, Roll), Avg = avg(Roll)→ sma(X, Avg) (7)

We use to extend the validity of the window over n days (Rule 5), and we join it with
the original time series to pin it to the correct starting date (Rule 6). As in SMA all data
points have equal weight, Rule 7 computes the mathematical average over every window.
Performance has been evaluated against a time series database (TSDB) in the full paper [4],
in this case with the exponential moving average (EMA), on the NASDAQ Composite Index
time series [14]. Results are shown in Figure 2.

3 The Temporal Vadalog Architecture

The temporal join is only one component of the system, and several others are required in
order to support query answering over a set of rules like that of Examples 1-2, among which the
transformations from the temporal operators and termination of recursive rules. Looking at
the larger picture, the Temporal Vadalog architecture extends the volcano iterator model [13]
of the Vadalog system [6] with time-awareness. A DatalogMTL program Π is transformed into
an execution pipeline that reads data from sources, applies the transformations (both algebraic
and time-related ones) and returns the intended output as a result. The process consists of
two stages: in the first, the pipeline is built through a sequence of compilers and optimizers
that gradually transforms the set of rules into a reasoning query plan. Taking inspiration from
the pipe and filters architecture [9], each required transformation is represented by a filter,
while dependencies between rules are represented by pipes. The second stage is at runtime,
where a pull-based approach is used. Starting from the output filter, next() calls propagate
through filter chains to source filters. Each filter applies the requested transformation based
on the rule it represents. As long as data are available in the filter cascade, next() succeeds.

A number of time-relevant operations are tackled along the way: (a) the transformation
of time intervals through the application of temporal operators; (b) the implementation
of merging operations for intervals through various strategies to ensure correctness and
efficiency [3]; (c) the temporal joins in the presence of stratified negation; (d) detection of
repeating temporal patterns through the so-called termination strategies, i.e. techniques
to guaranteee termination; (e) temporal aggregations [5]; and (f) the possibility to switch
between temporal and to non-temporal reasoning, to activate non-temporal features, essential
in some reasoning settings, such as existential quantification.

Summary. In this work, we showed the Temporal Vadalog system by first describing
temporal joins and operators applied to an example, and concluded by briefly discussing the
“big picture” of its architecture. The interested reader is referred to the full paper.
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The appendix includes excerpts from the full version of the paper [4] to cover the more
technical parts of this extended abstract. In particular, Appendix A provides the background
of DatalogMTL.

A DatalogMTL

DatalogMTL is Datalog extended with operators from the metric temporal logic. We provide
a summary of DatalogMTL with stratified negation under continuous semantics. DatalogMTL
is defined over the rational timeline, i.e., an ordered set of rational numbers Q. An interval
ϱ = ⟨ϱ−, ϱ+⟩ is a non-empty subset of Q such that for each t ∈ Q where ϱ− < t < ϱ+, t ∈ ϱ,
and the endpoints ϱ−, ϱ+ ∈ Q ∪ {−∞,∞}. The brackets denote whether the interval is
closed (“[]”), half-open (“[)”,“(]”) or open (“()”), whereas angle brackets (“⟨⟩”) are used when
unspecified. An interval is punctual if it is of the form [t, t], positive if ϱ− ≥ 0, and bounded
if ϱ−, ϱ+ ∈ Q.

DatalogMTL extends the syntax of Datalog with negation with temporal operators [15].
For the following definitions, we consider a function-free first-order signature. An atom is
of the form P (τ ), where P is a n-ary predicate and τ is a n-ary tuple of terms, where a
term is either a constant or a variable. An atom is ground if it contains no variables. A fact
is an expression P (τ )@ϱ, where ϱ is an interval and P (τ ) a ground atom and a database
is a set of facts. A literal is an expression given by the following grammar, where ϱ is a
positive interval: A ::= ⊤ | ⊥ | P (τ ) | ⊟ϱA | ⊞ϱA | ϱA | ϱA | A Sϱ A | A Uϱ A. A rule is
an expression given by the following grammar, where i, j ≥ 0, each Ak (k ≥ 0) is a literal
and B is an atom: A1 ∧ · · · ∧Ai ∧ not Ai+1 ∧ · · · ∧ not Ai+j → B. The conjunction of literals
Ak is the rule body, where A1 ∧ · · · ∧Ai denote positive literals and Ai+1 ∧ · · · ∧Ai+j denote
negated (i.e., prefixed with not) literals. The atom B is the rule head. A rule is safe if each
variable occurs in at least one positive body literal, positive if it has no negated body literals
(i.e., j = 0), and ground if it contains no variables. A program Π is a set of safe rules and is
stratifiable if there exists a stratification of a program Π. A stratification of Π is defined as a
function σ that maps each predicate P in Π to a positive integer (stratum) s.t. for each rule,
where P h denotes a predicate of the head, and P + (resp. P −) a positive (negative) body
predicate, σ(P h) ≥ σ(P +) and σ(P h) > σ(P −). The semantics of DatalogMTL is given by
an interpretation M that specifies for each time point t ∈ Q and each ground atom P (τ ),
whether P (τ ) is satisfied at t, in which case we write M, t |= P (τ ). This satisfiability notion
extends to ground literals as follows:

M, t |= ⊤ for each t

M, t |= ⊥ for no t

M, t |= ⊟ϱA iff M, s |= A for all s with t− s ∈ ϱ

M, t |= ⊞ϱA iff M, s |= A for all s with s− t ∈ ϱ

M, t |= A Sϱ A′ iff M, s |= A′ for some s with t− s ∈ ϱ ∧ M, r |= A for all r ∈ (s, t)
M, t |= A Uϱ A′ iff M, s |= A′ for some s with s− t ∈ ϱ ∧ M, r |= A for all r ∈ (t, s)
M, t |= ϱA iff M, s |= A for some s with t− s ∈ ϱ

M, t |= ϱA iff M, s |= A for some s with s− t ∈ ϱ

An interpretation M satisfies not A (M, t |= not A), if M, t ̸|= A, a fact P (τ )@ϱ, if
M, t |= P (τ ) for all t ∈ ϱ, and a set of facts D if it is a model of each fact in D. Furthermore,
M satisfies a ground rule r if M, t |= Ak for 0 ≤ k ≤ i and M, t |= not Ak for i+1 ≤ k ≤ i+j

for every t; for every t, if the literals in the body are satisfied, so is the head M, t |= B; M
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satisfies a rule when it satisfies every possible grounding of the rule. Moreover, M is a model
of a program if it satisfies every rule in the program and the program has a stratification,
i.e., it is stratifiable. Given a stratifiable program Π and a set of facts D, we call CΠ,D
the canonical model of Π and D [8], and define it as the minimum model of Π and D,
i.e., CΠ,D is the minimum model for all the facts of D and the rules of Π. In this context,
“minimum” means that the set of positive literals in M is minimized or, equivalently, that
the positive literals of this model are contained in every other model. Since Π is stratifiable,
this minimum model exists and is unique [12]. According to Tena Cucala’s notation [15],
we say that a stratifiable program Π and a set of facts D entail a fact P (τ )@ϱ, written as
(Π,D) |= P (τ )@ϱ, if CΠ,D |= P (τ )@ϱ. In the remainder of the paper, we will assume the
stratification of programs (or set of rules) as implicit.

In this context, the query answering or reasoning task is defined as follows: given the pair
Q = (Π, Ans), where Π is a set of rules, Ans is an n-ary predicate, and the query Q is evaluated
over D, then Q(D) is defined as Q(D) = {(t̄, ϱ) ∈ dom(D)n × time(D) | (Π,D) |= Ans(t̄)@ϱ},
where t̄ is a tuple of terms, the domain of D, denoted dom(D), is the set of all constants that
appear in the facts of D, and the set of all the time intervals in D is denoted as time(D).
As we shall see in practical cases, the Ans predicate of Π will be sometimes called “query
predicate” and provided to the reasoning system with specific conventions, which we omit
for space reasons, but will render in textual explanations.
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found its way into MOD research. The uncertainty on the movement of an object associated
with a trajectory sample, is then modeled by a chain of space-time prisms. An illustration of
two chains is shown in Figure 1.

Figure 1 An illustration of two intersecting chains of space-time prisms (one chain in yellow and
the other in blue).

One query of particular interest in this context is the alibi query, which asks whether
two moving objects may have met, given their trajectory samples and speed bounds. The
difficulty of answering this query can be reduced to deciding whether two space-time prisms
intersect. Using a geometric argument, a solution to this problem was given by Othman et
al. [5]. We address the generalised alibi query, which asks the same question, but for any
(finite) number of moving objects. Because a space-time prism can be described by a system
of polynomial inequalities, the generalised alibi query can be expressed as an existential
first-order logic formula over the ordered field of real numbers. While there are algorithms for
deciding the truth of such sentences [1], existing implementations cannot solve the query in
practice (that is, within an acceptable amount of time). We provide several solutions (mainly
via the spatial and temporal projection) to this query with varying time complexities. These
algorithmic solutions rely on techniques from convex and semi-algebraic geometry, because
space-time prisms are both convex and semi-algebraic sets. We also address variants of the
generalised alibi query where the question is asked for a given spatial location or a given
moment in time. Additionally, some of our methods are capable of producing a sample point,
which is a point in the intersection of the n space-time prisms, if it exists. Finally, we give a
quantifier-free description of the spatial projection of the intersection of n space-time prisms,
which is exactly the region in space where the objects may have met (between two measured
points), and allows answering the spatial variant of the generalised alibi query in linear time.

Our main contributions are summarised in Tables 1 and 2, which give an overview of the
proposed methods or problems, their time complexity and their ability to produce sample
points. For clarity, the complexity results in this table refer to deciding the emptiness of the
intersection of n prisms. When the n moving objects are given by chains of prisms then the
time complexity results in the table need to be multiplied by L − n + 2, where L is the total
number of prisms in the n chains.

We give a brief summary of the workings of each of the proposed methods in the next
sections.
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Table 1 Time complexity (in terms of the number of prisms n) and sample points of the proposed
methods for the generalised alibi query.

method time complexity sample points

via spatial projection O(n5) yes
via spatial projection with Helly O(n4) no

via temporal projection O(n3) yes

Table 2 Time complexity (in terms of the number of prisms n) and sample points of the variants
for the generalised alibi query.

variants of generalised alibi query time complexity sample points

at a fixed location O(n) yes
at a fixed moment O(n3) yes

2 Deciding the generalised alibi query via the spatial projection

The essence of this method is to test whether the spatial projection of the intersection of the
n space-time prisms is empty. Because this projection is precisely the region in space where
the n objects could theoretically have met, we call it the meeting region. We show, using
Fourier-Motzkin elimination, that the meeting region can be characterised as the intersection
of regions enclosed by curves called “Cartesian ovals”, which are generalisations of ellipses.
An illustration of the meeting period as the intersection of such regions is shown in part (b)
of Figure 2. This characterisation has two uses. On one hand, it provides a linear-time
solution to the generalised alibi query at a fixed location, which includes the production of
sample points. On the other hand, we can use it to test the emptiness of the meeting region,
providing an answer to the generalised alibi query. To do this, we make use of the algebraic
nature of Cartesian ovals, which allows us to compute a (finite) set of “candidate points”,
with the property that the meeting region is not empty if and only if it contains one of those
candidate points. This method requires O(n5) time and also produces sample points.

(a) (b)

<latexit sha1_base64="4qYClxm8BQYzZ+8f9nuTaXhUgvo=">AAACyHicjVHNSsNAGJzGvxr/qh69BBvBU0lF1ItY9CKeKpi2oEWSdFuXpklINkopXnwBr3r2YXyE4hvoW/jtNgW1iG5IMjvfzOx+u27k80RY1ltOm5qemZ3Lz+sLi0vLK4XVtVoSprHHbC/0w7jhOgnzecBswYXPGlHMnJ7rs7rbPZH1+i2LEx4GF6IfsWbP6QS8zT1HEGWbpjDN60LRKllqGJOgnIHi0at+GL0M9WpYGOIKLYTwkKIHhgCCsA8HCT2XKMNCRFwTA+JiQlzVGe6hkzclFSOFQ2yXvh2aXWZsQHOZmSi3R6v49MbkNLBFnpB0MWG5mqHqqUqW7G/ZA5Up99anv5tl9YgVuCH2L99Y+V+f7EWgjQPVA6eeIsXI7rwsJVWnIndufOlKUEJEnMQtqseEPeUcn7OhPInqXZ6to+rvSilZOfcybYoPuUu64PLP65wEtZ1Sea+0e24VK8cYjTw2sIltus99VHCKKmzK5njEE561My3S7rT+SKrlMs86vg3t4RN/TJN3</latexit>

t

<latexit sha1_base64="/FkQb7sy6ifZUmR8IWjxldKbVUM=">AAACyHicjVHLSsNAFD2Nr1pf9bFzE2wEVyURUXcWXCiuKtgH1CJJOq1D0yQkE6UWN/6AW/0JV/6LuHSnf+GdaQpqEZ2Q5My555yZO+OEHo+Fab5mtInJqemZ7Gxubn5hcSm/vFKNgyRyWcUNvCCqO3bMPO6ziuDCY/UwYnbP8VjN6R7Keu2KRTEP/DPRD1mzZ3d83uauLYiqGIZpGBf5glk01dDHgZWCwsHzzdvR09qgHORfcI4WArhI0AODD0HYg42YngYsmAiJa2JAXESIqzrDLXLkTUjFSGET26Vvh2aNlPVpLjNj5XZpFY/eiJw6NskTkC4iLFfTVT1RyZL9LXugMuXe+vR30qwesQKXxP7lGyn/65O9CLSxr3rg1FOoGNmdm6Yk6lTkzvUvXQlKCImTuEX1iLCrnKNz1pUnVr3Ls7VV/V0pJSvnbqpN8CF3SRds/bzOcVDdLlq7xZ1Ts1AyMRxZrGMDW3SfeyjhGGVUKJvjHg941E60ULvW+kOplkk9q/g2tLtPGNCTsg==</latexit>

0

<latexit sha1_base64="e6PZnkOISGuDLwGowS796vNc2i8=">AAACyHicjVHLSsNAFD2Nr1pf9bFzE2wFVyUVXzsLLhRXFUxb0CJJOq1D8yKZKLW48Qfc6k+48l/EpTv9C+9MU1CL6IQkZ84958zcGTt0eSwM4zWjjY1PTE5lp3Mzs3PzC/nFpVocJJHDTCdwg6hhWzFzuc9MwYXLGmHELM92Wd3uHsh6/YpFMQ/8U9ELWdOzOj5vc8cSRJnF4naxeJEvGCVDDX0UlFNQ2H++eTt8WulXg/wLztFCAAcJPDD4EIRdWIjpOUMZBkLimugTFxHiqs5wixx5E1IxUljEdunbodlZyvo0l5mxcju0iktvRE4d6+QJSBcRlqvpqp6oZMn+lt1XmXJvPfrbaZZHrMAlsX/5hsr/+mQvAm3sqR449RQqRnbnpCmJOhW5c/1LV4ISQuIkblE9Iuwo5/CcdeWJVe/ybC1Vf1dKycq5k2oTfMhd0gWXf17nKKhtlso7pa0To1AxMBhZrGING3Sfu6jgCFWYlM1xjwc8asdaqF1rvYFUy6SeZXwb2t0nJLqTtw==</latexit>

5

<latexit sha1_base64="AC4P9hKp1Mmr2DocBqwldzI6QYA=">AAACyXicjVHLSsNAFD2Nr1pf9bFzE2wEVyURUXcWXCi4qWAfUEWSdFpj8zKZiG1x5Q+41Y9w5b+IS3f6F96ZpqAW0QlJzpx7zpm5M1boOjHX9deMMjY+MTmVnc7NzM7NL+QXl6pxkEQ2q9iBG0R1y4yZ6/iswh3usnoYMdOzXFazOvuiXrtmUewE/gnvhuzMM9u+03JskxNV1TRD17TzfEEv6nKoo8BIQWHvufd28LTSLwf5F5yiiQA2Enhg8MEJuzAR09OAAR0hcWfoExcRcmSd4RY58iakYqQwie3Qt02zRsr6NBeZsXTbtIpLb0ROFevkCUgXERarqbKeyGTB/pbdl5lib136W2mWRyzHBbF/+YbK//pELxwt7MoeHOoplIzozk5TEnkqYufql644JYTECdykekTYls7hOavSE8vexdmasv4ulYIVczvVJvgQu6QLNn5e5yiobhaN7eLWsV4o6RiMLFaxhg26zx2UcIgyKpR9iXs84FE5Uq6UG6U3kCqZ1LOMb0O5+wSz05Pt</latexit>

10

(c)

Figure 2 An illustration of (a) two intersecting prisms; (b) regions enclosed by Cartesian ovals
whose intersection (in black) is the meeting region of the two prisms; and (c) the meeting period (in
red) of the two prisms, shown as the intersection of four projections of intersections of three cones.
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Due to Helly’s theorem [3], which gives an equivalent condition for the non-emptiness of
the intersection of convex sets, we can also solve the generalised alibi query by applying the
above method to every combination of 4 of the n space-time prisms. The result of this is a
method that only requires O(n4) time. However, the disadvantage of that method is that it
cannot produce sample points.

3 Deciding the generalised alibi query via the temporal projection

The method described here works by testing the emptiness of the temporal projection of
the intersection of the space-time prisms. This temporal projection is called the meeting
period, as it is precisely the period of time during which the n moving objects could have met.
Because space-time prisms are closed and convex sets, the meeting period is a closed interval.
In fact, not only can we test its emptiness, we can explicitly compute the meeting period, that
is, compute its minimum and maximum. To do this, we give a new characterisation of the
meeting period, based on Helly’s theorem. This characterisation tells us that the computation
of the meeting period can be reduced to the computation of the temporal projection of the
intersection of three cones. An illustration of this characterisation of the meeting period is
shown in part (c) of Figure 2. We have to compute such projection for every combination of
three out of a set of 2n cones. Because computing the temporal projection of three cones
obviously takes constant time, the meeting period can be computed in O(n3) time.

To compute the temporal projection of the intersection of three cones, we show that the
minimum and maximum of such interval are contained in a finite set of “candidate moments”.
Then, we only have to test which of the candidate moments are contained in the temporal
projection, which is straightforward.

Finally we use a general property about the intersection of convex sets to show that,
given a moment in the meeting period, we can find a sample point in the intersection of the
space-time prisms, also in O(n3) time.
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Abstract
Space-time prisms have been extensively studied as a model to describe the uncertainty of the
spatio-temporal location of a moving object in between measured space-time locations. In many
applications, the desire has been expressed to provide an internal structure to these prisms, that
includes what has been called “visit probability”. Although several proposals have been studied in
the past decades, a precise definition of this concept has been missing. The contribution of this
paper is to provide such a specification by means of a formal framework for visit probability. Once
this concept is established, we are able to derive on which parts of a prism, visit probability can be
seen to give rise to a probability space.
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1 Introduction

In a wide range of applications that deal with moving objects (such as people, animals
or vehicles), time-stamped location data are collected using location-aware devices (such
as GPS) and these data are stored and managed in moving object databases (MODs) [3].
The actual space-time trajectories of the moving object may be reconstructed or estimated
from these measured space-time locations (called anchor points) using, for example, linear
interpolation [11]. Space-time prisms, originating from the field of time geography [1, 4, 7],
are used in Geographical Information Systems (GIS) [9] and MODs [2, 5] to model the
movement uncertainty of a moving object between anchor points, based on a known speed
bound on the object’s movement. For spatio-temporal anchor points (p−, t−) and (p+, t+),
with t− < t+, and a speed bound vmax, the prism with these and anchors and speed bound
is denoted P(p−, t−, p+, t+, vmax). Figure 1 depicts space-time prisms for movement in a
two- and a one-dimensional space, respectively. As shown in the figure, prisms can be seen
there to be the intersection of a future and past cone. The spatial projection of the prism,
also called the potential path area, is an envelope of the spatial whereabouts of the moving
object between the measured spatial locations.
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Figure 1 Part (a) of the figure shows the space-time prism (in green) for movement in the plane
as the intersection of the past cone C+ (in red) and the future cone C− (in blue). Part (b) of the
figure shows a prism for movement in a one-dimensional space.

In its basic form, a space-time prism lacks any internal structure and can be seen as a
homogeneous geometric object, meaning that no two space-time points can be distinguished
as more or less likely to have been visited. Conceptually, an infinite number of velocity-bound
trajectories can be imagined within a prism and each point inside a prism is visited by
infinitely many of them (except for some boundary points). This means that there is no
a-priori reason to distinguish between space-time points inside the prism. Still, in many
applications, such as animal or human movement [8], it is plausible that certain points in a
prism, such as those on a linear interpolation path, should be considered more likely than
other space-time points that are more towards the boundary of the prism (since they require
a considerable detour). The notion of probability distributions in space-time prisms has
become known as visit probability and has been studied extensively in the past decades (see
e.g., [10, 12]). Several proposals have been made to assign probability values to space-time
points or regions within a prism, thus providing the prism with an internal structure that
expresses the unequal movement opportunities within the prism. Many of these proposals
take an, often ad-hoc, approach towards the problem of establishing a visit probability for
a particular application and each approach necessarily depends on a series of assumptions,
which often remain obscure to a certain extend and the resulting visit probability therefore
directly reflects these assumptions (in the best case, in a transparent way).

In this paper, we develop a general framework (or theory) of visit probability in the
context of space-time prisms. In this approach, we start from the clear understanding
that any definition of visit probability assumes a probability distribution on the possible
velocity-bound trajectories within a prism. Once a probability space is defined on the set
of trajectories (including a σ-algebra and a probability function), we can clearly determine
for which parts of a space-time prims a visit probability can be derived. We also specify
which conditions the σ-algebra on the set of trajectories must satisfy in order to be able to
speak about a visit probability of certain classes of subsets of interest in the prism. Next,
we address the question that asks on which subsets of a prism on which the derived visit
probability is really a probability. We give a characterization of exactly those subsets of
a prism for which this is the case. These sets are what we call “singleton-separators” and
they are a wider class of subsets than just time slices of prisms. In the above mentioned
literature, it is often the case that some notion of visit probability that has been defined is
only considered on time slices of a prism. Our result shows that in fact it can be considered
a probability on a wider class of subsets.
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2 Towards a definition of visit probability in space-time prisms

In this section, we investigate how we can define the notion of “visit probability” on space-time
prisms, thus providing some internal structure to an otherwise homogeneous prisms. Let
P = P(p−, t−, p+, t+, vmax) be a space-time prism with anchors (p−, t−), (p+, t+) and speed
bound vmax ≥ 0. A vmax-trajectory in the prism P is a (differentiable) mapping γ from the
time interval [t−, t+] to space, that connects the anchor points and whose velocity vector is
bounded in size by vmax at all time. The set of vmax-trajectories in the prism P is denoted
by ΓP . Space-time prisms are homogeneous in the sense that a-priori no higher likelihood can
be assigned to a point (p, t) in a space-time prism P = P(p−, t−, p+, t+, vmax) as compared
to another point (p′, t′) in P. In general, the sets of vmax-trajectories passing through these
points have the same cardinality (only points on the “rim” of a prism are exceptions [6]).
Only by assigning a probability (or probability distribution) to the set of vmax-trajectories
ΓP , we are be able to indicate certain points or parts of a prism as more likely than others.
To obtain such a probability space on ΓP , we need to specify a σ-algebra G of subsets of ΓP
and to define a probability function P on this σ-algebra.

Once such a probability space (ΓP , G, P ) has been specified, we can start working towards
specifying a “visit probability”: for a subset A of P , for which ΓP(A), which is the subset of
vmax-trajectories that intersect A, belongs to G, we define the visit probability of A (relative
to the given probability P on ΓP) as P (ΓP(A)) and we denote it by vpP (A).

However, the fact that ΓP(A) belongs to the σ-algebra G is not guaranteed. Indeed, a
σ-algebra G on P can range from very “poor” (or G = {∅, ΓP}) to very “rich” (or G = 2P). In
the former case, we can derive the visit probability of very few subsets of the prism, whereas
in the latter case, we can derive it for all subsets. When we are interested in knowing the
visit probability of a certain class F of subsets of the prism P, we can only obtain this visit
probability when for F ∈ F , we have that ΓP(F ) belongs to the σ-algebra G.

We turn to a visit probability for parts of the potential path area (PPA) of a prism.
The following definition of visit probability of a part A of the the PPA reflects the idea
that a moving object has visited A if at some point in time it has visited A. For a subset
A of the PPA, we denote the cylindrical subset (A × R) ∩ P of P by CylP(A) and when
ΓP(CylP(A)) ∈ G, we can define the probability of visiting the part A of the the PPA as
vpP (CylP(A)).

3 When is visit probability a probability?

In this section, we determine in which circumstances the definition of visit probability on a
prism, as given above, gives rise to a probability space within the prism. When we have a
prism P = P(p−, t−, p+, t+, vmax) and consider the time slices Pt1 and Pt2 at two different
moments t− ≤ t1 < t2 ≤ t+, then we clearly have vpP (Pt1) = 1 and vpP (Pt2) = 1, since
every vmax-trajectory must intersect a time slice (that is ΓP(Pt1) = ΓP(Pt2) = ΓP). Since t1
and t2 are different, we have that the time slices Pt1 and Pt2 are disjoint subsets of P. For
disjoint unions, we would expect vpP (Pt1 ∪ Pt2) to be vpP (Pt1) + vpP (Pt2), but since this is
1 + 1 = 2, that cannot be the case. This simple example shows that vpP is not a probability
on the complete prism P. This raises the question: are there subsets of a prism on which
the visit probability of Section 2 is a probability? The main contribution of this paper is a
characterisation exactly those subsets of a prism for which this is the case. These subsets
are “singleton-separators” in a prims, which are illustrated in Figure 2 for one-dimensional
movement. A subset S of P is called a singleton-separator, if for any vmax-trajectory γ̂ ∈ ΓP ,
we have that the cardinality of γ̂ ∩ S equals one.
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S2

Figure 2 The subsets S1 and S2 are examples of singleton-separators, S3 is not.

For a subset S of P, we define MG(S) := {A ⊆ S | ΓP(A) ∈ G} and we have as a first
result that S is a singleton-separator if and only if for every σ-algebra G on ΓP we have that
MG(S) is a σ-algebra on S.

This means that the only subsets of a prism for which we can hope to obtain a probability
space are the singleton-separators. The following theorem states how this probability space
looks like.

▶ Theorem 1. Let P = P(p−, t−, p+, t+, vmax) be a space-time prism and let S be a singleton-
separator in P. Then a probability space (ΓP , G, P ) on the set of all vmax-trajectories induces a
probability space (S, MG(S), vpP ) on S, when vpP (A) is defined as P (ΓP(A)) for A ∈ MG(S).
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Abstract
Composite activity recognition systems analyse streams of low-level, symbolic events to identify
instances of complex activities based on their formal definitions. Crafting these definitions is a
challenging task, as it often requires specifying intricate spatio-temporal constraints, and acquiring
labeled data for automated learning is difficult. To address this challenge, we introduce a method
that leverages pre-trained Large Language Models (LLMs) to generate composite activity definitions,
in the language of the Run-Time Event Calculus, from natural language descriptions.
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1 Introduction

Composite event recognition (CER) systems process streams of symbolic, time-stamped events,
in order to detect instances of composite activities of interest via temporal pattern matching
over these input event streams [17, 7, 8, 1]. In Maritime Situational Awareness (MSA)
e.g. the task is to monitor vessel position streams for detecting composite activities such as
loitering and violations of the regulations concerning sailing in protected areas [3]. Composite
activities are defined in a rigorous manner, by means of a formal pattern specification
language. Consider, e.g., CER for city transport management (CTM), where we need
to detect composite activities relating to the quality of public transportation based on
symbolic event streams that stem from sensor data and contextual information, like an
abrupt acceleration or a significant increase in passenger density within a bus. Towards
safe public transportation, we would like to detect unsafe driving behaviours. To do this,
we may employ a pattern stating that a bus is driven unsafely if it is making sharp turns,
or it is accelerating or decelerating abruptly. A sharp turn may be defined as another
composite activity, composed of consecutive “change in direction” events, while deriving
abrupt acceleration and deceleration events may require background knowledge concerning
the type of bus being used, complicating the formal definition of unsafe driving. As a result,
constructing a pattern for a composite activity may become quite involved.
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18:2 Prompting LLMs for the Run-Time Event Calculus

Hand-crafting composite activity definitions requires knowledge of formal languages –
domain experts, such as transport engineers, cannot be expected to have such knowledge.
Moreover, automatically constructing composite activity patterns via specialised machine
learning techniques often requires large training datasets with labels for composite activity
instances [6, 9, 15]. Unfortunately, the use of such techniques is commonly prohibited due to
the scarcity of labels for the inherently infrequent composite activities.

To address these issues, we propose a method that constructs composite activity patterns
from natural language descriptions using pre-trained Large Language Models (LLMs). We
prompt LLMs to transform composite activity definitions expressed in natural language into
logic programming definitions in the language of the “Run-Time Event Calculus” (RTEC)
[14, 11, 12]. RTEC is an implementation of the Event Calculus, i.e., a formalism for
representing events and reasoning about their effects over time [10, 5, 4]. RTEC is optimised
by means of windowing and caching algorithms, demonstrating scalability in challenging
domains, such as MSA and CTM, outperforming state-of-the-art CER systems [14, 13]. A
key feature of our prompting method is that it is not custom to a single domain, but may be
re-used, in a zero-shot manner, for the generation of composite activity definitions in any
CER domain.

2 Background: RTEC

RTEC is a formal, logic programming framework that extends the Event Calculus [10] with
optimisation techniques for CER [2, 14, 12]. The language of RTEC includes sorts for
representing time, events and fluents, i.e., properties whose values may change over time.
RTEC employs a linear time-line with non-negative integer time-points. A fluent-value pair
(FVP) F=V denotes that fluent F has value V . happensAt(E , T ) signifies that event E occurs
at time-point T . initiatedAt(F = V , T) (resp. terminatedAt(F = V , T)) expresses that a time
period during which a fluent F has the value V continuously is initiated (terminated) at T .
holdsAt(F = V , T) states that F has value V at T , while holdsFor(F = V , I ) expresses that
F=V holds continuously in the maximal intervals of list I .

A formalisation of composite activity definitions in RTEC is called event description. An
event description may contain rules defining two types of FVPs: “simple” and “statically
determined”. A simple FVP is defined using a set of initiatedAt and terminatedAt rules, and is
subject to the commonsense law of inertia, i.e., an FVP F=V holds at a time-point T , if
F=V has been “initiated” by an event at a time-point earlier than T , and not “terminated”
by another event in the meantime.

▶ Example 1 (Within area). In the maritime domain, vessel activity may be disallowed in
certain areas, e.g., fisheries restricted areas. Thus, it is desirable to compute the maximal
intervals during which a vessel is in such an area. See the definition of a simple FVP below:

initiatedAt(withinArea(Vessel, AreaType) = true, T )←
happensAt(entersArea(Vessel, AreaID), T ), areaType(AreaID, AreaType). (1)

terminatedAt(withinArea(Vessel, AreaType) = true, T )←
happensAt(leavesArea(Vessel, AreaID), T ), areaType(AreaID, AreaType). (2)

terminatedAt(withinArea(Vessel, AreaType) = true, T )←
happensAt(gapStart(Vessel), T ). (3)

withinArea(Vessel, AreaType) is a Boolean fluent denoting that a Vessel is in an
area of type AreaType, while entersArea(Vessel, AreaID), leavesArea(Vessel, AreaID) and
gapStart(Vessel) are input events, derived by the online processing of vessel position signals,
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and their spatial relations with areas of interest [16]. areaType(AreaID, AreaType) is an
atemporal predicate storing background knowledge regarding the types of areas in a dataset.
Rules (1) and (2) state that withinArea(Vessel, AreaType) is initiated (resp. terminated) as
soon as a Vessel enters (leaves) an area AreaID, whose type is AreaType. Rule (3) expresses
that withinArea(Vesel, AreaType) is terminated when there is a communication gap, i.e., when
the Vessel stops transmitting its position, and we become uncertain of its whereabouts. ⌟

A statically determined FVP F = V is defined via a rule with head holdsFor(F = V , I ).
This rule computes the maximal intervals during which F = V holds continuously by applying
a set interval manipulation operations, i.e., union_all, intersect_all and relative_complement_all, on
the maximal intervals of other FVPs.

▶ Example 2 (Anchored and moored vessels). Consider the following definition of a statically
determined FVP:

holdsFor(anchoredOrMoored(Vessel) = true, I )←
holdsFor(stopped(Vessel) = farFromPorts, Isf ),
holdsFor(withinArea(Vessel, anchorage) = true, Ia), intersect_all([Isf , Ia], Isfa),
holdsFor(stopped(Vl) = nearPorts, Isn), union_all([Isfa, Isn], I ).

(4)

anchoredOrMoored(Vessel) is a Boolean statically determined fluent, defined in terms of three
other FVPs: stopped(Vessel) = farFromPorts, stopped(Vessel) = nearPorts and
withinArea(Vessel, anchorage) = true. The multi-valued fluent stopped(Vessel) expresses the
periods during which a Vessel is idle near some port or far from all ports. Rule (4) derives the
intervals during which a Vessel is both stopped far from all ports and within an anchorage
area, by applying the intersect_all operation on the lists of maximal intervals Isf and Ia. The
output of this operation is list Isfa. Subsequently, list I is derived by applying union_all on
lists Isfa and Isn. This way, list I contains the maximal intervals during which a Vessel has
stopped near some port or within an anchorage area. ⌟

A statically determined FVP holds as long as a Boolean combination of other FVPs is
satisfied. Thus, statically determined FVPs are tailored for modeling composite activities
that may be defined by applying conjunction, disjunction and negation operators on other
activities – see “anchored or moored”. “Inertial” composite activities, i.e., activities that
persist through time and may arise (or conclude) based on the satisfaction of a set of
instantaneous conditions, are expressed using initiatedAt and terminatedAt rules. Typically, a
statically determined FVP representation leads to more efficient reasoning, but not all simple
FVPs are translatable to statically determined ones. A formal analysis, including an account
of the syntax, semantics and reasoning algorithms of RTEC may be found in [14, 12].

3 Prompt Pipeline

Hand-crafting composite activity definitions requires knowledge of the language of RTEC –
maritime experts e.g. cannot be expected to have such knowledge. To address this issue, we
present a prompting approach that leverages the power of LLMs for constructing composite
activity definitions. Figure 1 presents the pipeline for translating natural language descriptions
of composite activities into RTEC rules. First, we introduce to the LLM the core predicates
of RTEC (Prompt R), and provide the syntax for the definitions of simple and statically
determined FVPs (Prompt S). Then, we proceed with each application domain – for each
such domain we present the items of the input stream, i.e. the events and input FVPs
(Prompt E and Prompt F), and the background knowledge predicates (Prompt B) –
recall e.g. areaType in rule-set (1)–(3). Subsequently, Prompt G asks the LLM to translate
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Introducing RTEC

RTEC Predicates
(Prompt R)

Syntax of Simple and
Statically Determined

FVP Definitions
(Prompt S)

Application: MSA

Events and FVPs
(Prompt E & F)

Background Knowl-
edge Predicates
(Prompt B)

Rule Generation
(Prompt G)

· · ·

Application: CTM

Events and FVPs
(Prompt E & F)

Background Knowl-
edge Predicates
(Prompt B)

Rule Generation
(Prompt G)

Figure 1 LLM prompting for composite activity definition generation.

a natural language description of each composite activity of the application domain under
consideration into a set of RTEC rules. We may customise and repeat Prompts E, F, B
and G for each subsequent application domain. Prompts R and S are not repeated.

Prompt R introduces the predicates of RTEC. Subsequently, we use Prompt S to
demonstrate to the LLM how to express a composite activity as a simple or a statically
determined FVP. We start with a description of the syntax of the rules expressing simple
FVPs. Then, we employ chain-of-thought prompting, according to which we provide natural
language descriptions of two example composite activities, and show how these activities
may be expressed as simple FVPs. The prompt fragment below illustrates this process; a
fragment illustrating statically determined FVPs, is presented in the Appendix. The chosen
examples concern MSA. Lines 14, 17 and 20 of the prompt below should be replaced with
resp. rules (1), (2), and (3).

Listing 1 Fragment of Prompt S.
1 There are two ways in which a composite activity may be defined in the language

of RTEC. In the first case, a composite activity definition may be specified by
means of rules with ‘initiatedAt(F=V, T)’ or ‘terminatedAt(F=V, T)’ in their head.
This is called a simple fluent definition.

2

3 The first body literal of an ‘initiatedAt(F=V,T)’ rule is a positive ‘happensAt’
predicate; this predicate is followed by a possibly empty set of positive or
negative ‘happensAt’ and ‘holdsAt’ predicates. Negative predicates are prefixed
with ‘not’ which expresses negation-by-failure. In some cases, the body of an ‘
initiatedAt(F=V,T)’ rule may include predicates expressing background knowledge.

4

5 ‘terminatedAt(F=V,T)’ rules are specified in a similar way.
6

7 Below you may find two examples of composite activity definitions, from the
maritime domain, expressed as simple fluents.

8

9 Example 1: Given a composite maritime activity description, provide the rules in
the language of RTEC.

10 Composite Maritime Activity Description: ‘withinArea’. This activity starts when
a vessel enters an area of interest. The activity ends when the vessel leaves the
area that it had entered, or when the vessel stops transmitting its position,

since we can no longer assume that the vessel remains in the same area in the
case of transmission gaps.

11
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12 Answer:
13 The activity ‘withinArea’ is expressed as a Boolean simple fluent with two

arguments, i.e., ‘Vessel’ and ‘AreaType’. This activity starts when a vessel
enters an area of interest. We use an ‘initiatedAt’ rule to express this
initiation condition. The body literals of this rules are an event labelled ‘
entersArea’ with two arguments, ’Vessel’ and ‘Area’, and a background knowledge
predicate named ‘areaType’ with two arguments, ‘Area’ and ‘AreaType’. This rule
in the language of RTEC is the following:

14 <Rule (1)>
15

16 The activity ‘withinArea’ ends when a vessel leaves the area that it had entered.
We use a ‘terminatedAt’ rule to describe this termination condition. This rule

includes an event named ‘leavesArea’ with two arguments, i.e. ‘Vessel’ and ’Area’,
and the background knowledge predicate ‘areaType’. This rule in the language of

RTEC language is:
17 <Rule (2)>
18

19 In addition to the aforementioned conditions, the activity ‘withinArea’ ends when
the vessel stops transmitting its position, i.e. when a communication gap starts.
We use a ‘terminatedAt’ rule to express this termination condition. In this rule,
the second argument of the ‘withinArea’ fluent is a ‘free’ Prolog variable, i.e.
a variable starting with ‘_’. The body of this rule includes a single event

named ‘gap_start’ with one argument, i.e. ‘Vessel’. This rule in the language of
RTEC is:

20 <Rule (3)>
21

22 Example 2: <Description 2>

According to Prompt S, there are two ways in which a natural language description
of a composite activity should be expressed. First, the textual description may indicate
the conditions in which the composite activity is said to start taking place, as well as the
conditions in which the activity is said to stop taking place. This may be achieved with the
use of key phrases such as “the activity starts” and “the activity ends” (see Prompt S above).
Second, we may identify the conditions that must be satisfied so that the composite activity
in question holds at any given time. To achieve this, we may enter in the textual description
of the activity the key phrase “as long as” (see Prompt S – Statically determined FVPs
in the Appendix). The first type of textual description implies a simple FVP representation,
while the second type of description implies a statically determined FVP formulation. In any
case, the compiler of RTEC will choose the most efficient representation [12].

4 Further Work

We aim to evaluate our approach using leading LLMs in diverse domains, such as CER for
Maritime Situational Awareness (MSA) and City Transport Management (CTM). Moreover,
we aim to fine-tune manageable versions of LLMs for avoiding any errors that may occur in
rule generation.
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2

3 Example 1: Given a composite maritime activity description, provide the rules in
the language of RTEC.

4 Composite Maritime Activity Description: ‘underWay’. This activity lasts as long
as a vessel is not stopped.

5

6 Answer: The activity ‘underWay’ is expressed as a statically determined fluent.
Rules with ‘holdsFor’ in the head specify the conditions in which a fluent holds.
We use a ‘holdsFor’ rule to describe that the ‘underWay’ activity lasts as long

as a vessel is not stopped. The output is Boolean fluent named ‘underWay’ with
one argument, i.e. ‘Vessel’. We specify ‘underWay’ with the use of the fluent ‘
movingSpeed’. We express ‘underWay’ as the disjunction of the three values of ‘
movingSpeed’, i.e. ‘below’, ‘normal’ and ‘above’. Disjunction in ‘holdsFor’ rules
is expressed by means of ‘union_all’. This rule is expressed in the language of

RTEC as follows:
7

8 holdsFor(underWay(Vessel)=true, I) :-
9 holdsFor(movingSpeed(Vessel)=below, I1),

10 holdsFor(movingSpeed(Vessel)=normal, I2),
11 holdsFor(movingSpeed(Vessel)=above, I3),
12 union_all([I1,I2,I3], I).
13

14 Example 2: <Description 2>
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1 Introduction

In machine learning, we distinguish between functional and symbolic learning. The former
encompasses strategies for representing the theory underlying a certain phenomenon as
functions, while the latter derives logical descriptions of that phenomenon. Traditional
symbolic methods rely on propositional logic and assume static data, in which each instance
is described by 𝑛 attributes. Temporal data, however, cannot be successfully dealt within the
same schema in a native way, and it is commonly pre-processed (e.g., via averaging attributes
along all dimensions) to appear static, enabling standard symbolic techniques.

© Mauro Milella, Giovanni Pagliarini, Guido Sciavicco, and Ionel Eduard Stan;
licensed under Creative Commons License CC-BY 4.0

32nd International Symposium on Temporal Representation and Reasoning (TIME 2025).
Editors: Thierry Vidal and Przemysław Andrzej Wałęga; Article No. 19; pp. 19:1–19:7

Leibniz International Proceedings in Informatics
Schloss Dagstuhl – Leibniz-Zentrum für Informatik, Dagstuhl Publishing, Germany

mailto:mauro.milella@edu.unife.it
https://orcid.org/0000-0001-7128-6745
mailto:giovanni.pagliarini@unife.it
https://orcid.org/0000-0002-8403-3250
mailto:guido.sciavicco@unife.it
https://orcid.org/0000-0002-9221-879X
mailto:ioneleduard.stan@unimib.it
https://orcid.org/0000-0001-9260-102X
https://doi.org/10.4230/LIPIcs.TIME.2025.19
https://github.com/aclai-lab/Sole.jl
https://archive.softwareheritage.org/swh:1:dir:dd723aee72578208606649ff12168e891cdae221;origin=https://github.com/aclai-lab/Sole.jl;visit=swh:1:snp:921c0e3817509d813e0ea03398f093fbd48ca539;anchor=swh:1:rev:8b79f0b7e41c91745a780262e11c7d07be660084
https://github.com/aclai-lab/ModalAssociationRules.jl
https://archive.softwareheritage.org/swh:1:dir:697da0b30a22cd23450ab445a887ebf1a602db8f;origin=https://github.com/aclai-lab/ModalAssociationRules.jl;visit=swh:1:snp:72b4fb9d69583cb16dd357b5c9de2a2359b80727;anchor=swh:1:rev:4c69384c9ff2e0cf401e27ae9874b1c728962829
https://creativecommons.org/licenses/by/4.0/
https://www.dagstuhl.de/lipics
https://www.dagstuhl.de


19:2 Temporal Association Rules from Motifs

Modal, and in particular temporal symbolic learning [8, 12] takes a different point of view:
modal symbolic methods are characterized by being based on modal logic (e.g., temporal
logic) so that non-static data can be dealt with natively, and that the extracted knowledge
takes the form of interpretable modal logic formulas. Association rule extraction techniques
can benefit from a similar approach [9, 14], with the introduction of the modal adaptation of
the known frequent set extraction algorithms, namely APRIORI [1] and FP-Growth [5]. In
particular, the temporal case is considered a representative example to illustrate the qualities
and characteristics of modal association rules. Nevertheless, the original approach presents
some important limitations, originating from the basic definition of temporal alphabet, which
may cause difficult-to-interpret association rules. One way to overcome the limits in alphabet
definition towards temporal association rule extraction is to consider time series motifs, that
is, patterns that are considered interesting because they frequently occur.

In this paper, we consider the problem of temporal rule extraction from time series
using a motif-based alphabet. We adapt the original definition of local support, introduced
in [9, 14], to accommodate motifs suitably, and apply our methodology to two temporal
datasets, showing how the obtained rules have an immediate natural language translation.

2 Background

Motif discovery for time series was introduced in 2003 [4], generating quite a body of research.
Virtually every time series data mining technique has been applied to the motif discovery
problem, including indexing, data discretization, triangular-inequality pruning, hashing, early
abandoning.

▶ Definition 1. A time series is a sequence 𝑇 : 𝑡1, . . . , 𝑡𝑁 of 𝑁 real-valued observations. A
set of T time series 𝑇1, . . . , 𝑇𝑛 is called multivariate time series. A region 𝑇𝑖 𝑗 : 𝑡𝑖 , . . . , 𝑡 𝑗
of 𝑗 − 𝑖 + 1 consecutive observations in a time series is called a subsequence. Given two
subsequences 𝑇𝑖 and 𝑇𝑘, their distance is the Euclidean distance between their 𝑍-normalized
forms.

Given a subsequence, we can compute its distance to all subsequences in the same time series.

▶ Definition 2. Given an 𝑁-observations time series 𝑇 and a subsequence 𝑇𝑖 𝑗 , the distance
profile 𝐷𝑖 is the vector of all distances between 𝑇𝑖 𝑗 and 𝑇𝑘 (𝑘+ 𝑗−𝑖+1) , for every 1 ≤ 𝑘 ≤ 𝑁.

Distance profiles are collected in a distance matrix, from which a matrix profile is built.

▶ Definition 3. Given a time series 𝑇 and a length 𝑙, the full distance matrix 𝑀𝑇,𝑙 is the
squared matrix of dimension 𝑁 − 𝑙 + 1 whose 𝑖-th row is the distance profile 𝐷𝑖. Given
an integer 𝑠, the matrix profile 𝑃 is the vector that at position 𝑖 contains the minimum
value in 𝐷𝑖, ignoring all the values in 𝐷𝑖 (𝑖−𝑠) and 𝐷𝑖 (𝑖+𝑠) , as these distances are considered
trivialities.

For each position 𝑖 in a matrix profile 𝑃, if the value 𝑃𝑖 is lower than a threshold 𝛼, we say
that 𝑇𝑖 (𝑖+𝑙) is an instance of a motif.

Note that both the literature and the maintained packages on motif discovery are relatively
extensive; in this work, we enrich the existing software ecosystem with the framework
Sole.jl 1, an open source solution for symbolic learning with non-tabular data, leveraging the
MatrixProfile.jl 2 library, which implements the STAMP algorithm [15] for computing the
matrix profile of a time series, allowing for motifs discovery.

1 See https://github.com/aclai-lab/Sole.jl and https://github.com/aclai-lab/
ModalAssociationRules.jl.

2 https://github.com/baggepinnen/MatrixProfile.jl

https://github.com/aclai-lab/Sole.jl
https://github.com/aclai-lab/ModalAssociationRules.jl
https://github.com/aclai-lab/ModalAssociationRules.jl
https://github.com/baggepinnen/MatrixProfile.jl


M. Milella, G. Pagliarini, G. Sciavicco, and I. E. Stan 19:3

Table 1 Allen’s relation and their notation within HS; equality and inverse relations are omitted.

HS modality Definition w.r.t. the interval structure Example
𝑖 𝑗

𝑖′ 𝑗′

𝑖′ 𝑗′

𝑖′ 𝑗′

𝑖′ 𝑗′

𝑖′ 𝑗′

𝑖′ 𝑗′

⟨𝐴⟩ (after) [𝑖, 𝑗]𝑅𝐴[𝑖′, 𝑗 ′] ⇔ 𝑗 = 𝑖′

⟨𝐿⟩ (later) [𝑖, 𝑗]𝑅𝐿 [𝑖′, 𝑗 ′] ⇔ 𝑗 < 𝑖′

⟨𝐵⟩ (begins) [𝑖, 𝑗]𝑅𝐵 [𝑖′, 𝑗 ′] ⇔ 𝑖 = 𝑖′ ∧ 𝑗 ′ < 𝑗

⟨𝐸⟩ (ends) [𝑖, 𝑗]𝑅𝐸 [𝑖′, 𝑗 ′] ⇔ 𝑗 = 𝑗 ′ ∧ 𝑖 < 𝑖′

⟨𝐷⟩ (during) [𝑖, 𝑗]𝑅𝐷 [𝑖′, 𝑗 ′] ⇔ 𝑖 < 𝑖′ ∧ 𝑗 ′ < 𝑗

⟨𝑂⟩ (overlaps) [𝑖, 𝑗]𝑅𝑂 [𝑖′, 𝑗 ′] ⇔ 𝑖 < 𝑖′ < 𝑗 < 𝑗 ′

In this paper, we are interested in learning association rules from data. Fixed an alphabet
of propositional literals P = {𝑝1, . . . , 𝑝𝑘}, a propositional rule is an object of the type
𝜌 : 𝑋 ⇒ 𝑌 , where 𝑋 ⊂ P is called antecedent, 𝑌 ⊂ P is called consequent, and 𝑋 ∩ 𝑌 = ∅;
following the classical jargon, we refer to each literal as item and we call a set of items as
itemset. In this scenario, 𝑋 ∪ 𝑌 is considered interesting when it is frequent, that is, if it
occurs more often than a predetermined threshold referred to as minimum support, and a
rule 𝑋 ⇒ 𝑌 is extracted if the ratio between the support of 𝑋 and that of 𝑋 ∪ 𝑌 is higher
than another predetermined threshold known as minimum confidence.

While classical association rules are designed for propositional patterns to emerge, tem-
poral association rules are designed to generalize this idea to patterns with a temporal
component. The natural choice to describe temporalized co-occurrence of events or patterns
with a duration is Halpern and Shoham modal logic of time intervals (HS), defined over
Allen’s relations, as show in Tab. 1.

Interval temporal logic gives us a way to naturally describe temporal association rules,
as time series can be naturally seen as interval models. Let 𝔗 = {T1, . . . ,T𝑚} be a set of
(multivariate) time series, or temporal dataset, and fix a propositional alphabet P; let us
also assume that each time series in 𝔗 is based on the same temporal domain 𝐷. Each
single multivariate time series T is a collection of 𝑛 time series 𝑇1, . . . , 𝑇𝑛; elements of P
are naturally associated to a specific time series. In this way, if T is a multivariate time
series (i.e., an interval model), [𝑖, 𝑗] is an interval, and 𝜑 an interval formula, the notion of
T , [𝑖, 𝑗] ⊩ 𝜑 can be interpreted as the notion of T satisfies 𝜑 at [𝑖, 𝑗].

A temporal itemset is a set of temporal items, that is, items enriched with a temporal
relation, and temporal rules are such that antecedents and consequents are temporal itemsets.
The notion of support is generalized to the case of a temporal dataset 𝔗 by distinguishing
a local support, computing the relative frequency of a temporal itemset occurring in some
instance T ∈ 𝔗, and a global support, counting the number of instances such that their
local support is higher than a minimum local support threshold. An itemset 𝑋 is said to be
frequent if its global support is greater than a minimum global support threshold. In this
scenario, ModalAPRIORI [14] and ModalFP-Growth [9] can be used to extract temporal
patterns as a particular case of modal patterns.

3 Extracting Temporal Association Rule from Motifs

Let us consider a set of feature extraction functions F = {𝐹1, . . . , 𝐹𝑘}, where each function
𝐹 is defined as 𝐹 : R𝑑 → R for some natural value 𝑑 ≤ 𝑁. Theoretically speaking, given a
multivariate time series T , it is possible to define an alphabet of items based on F , that is,
P = {𝛼 ≤ 𝐹 (𝑇) ≤ 𝛽 | 𝐹 ∈ F , 𝑇 ∈ T , 𝛼 ∈ R ∪ {−∞}, 𝛽 ∈ R ∪ {+∞}}, which allows for mining
temporal association rules, as items can be immediately interpreted over intervals, obtaining
a scalar value which can be compared with lower and upper bounds 𝛼, 𝛽.
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Unfortunately, it can be shown that this approach may introduce strong bias during
(local) support computation, leading to promising association rules which, however, encode
trivialities. An intuition about this is that the scalar value obtained by applying a feature
extraction function to an interval [𝑖, 𝑗], could be redundant with many other identical values
obtained by applying the same function on sub-intervals or super intervals of [𝑖, 𝑗] (e.g.,
considering max, min, average functions, but even more refined functions such as catch22 [7]).

To avoid flattening intervals with feature extraction functions, we modify the definition
of the alphabet. We consider a set A𝔗 of the most representative motifs for the temporal
dataset 𝔗, that is, the distinct motifs approximating the largest fraction of data in 𝔗 [6].
Fixed a distance function 𝛿 and a constant 𝛼, we define a motif-based temporal alphabet as:

P = {𝛿(𝑇, 𝜇) ≤ 𝛼 | 𝑇 ∈ 𝔗, 𝜇 ∈ A𝔗 , 𝛼 ∈ R}.

This is a first step towards dealing with intervals natively, as a given non-temporal item
𝑝 ∈ P is true on 𝑇𝑖 𝑗 if and only if the behaviour of 𝑇 within the segment is close enough to
the motif 𝜇 encapsulated by 𝑝. However, the definition above is insufficient to guarantee
that the computation of local support is unbiased. For example, we can consider a temporal
item enriched with Allen’s ⟨𝐵⟩ relation: if it is true on 𝑇𝑖 𝑗 , then it automatically inflates the
support computation, as it is trivially true on all the interval 𝑇𝑖 ( 𝑗+1) . . . 𝑇𝑖𝑁 .

To ensure a fair support computation, we must “anchor” temporal items to a specific
temporal frame, that is, the temporal relations must be applied to the subset of intervals
having at least one non-temporal item true on them, instead of possibly any interval. This
consideration is also crucial when translating an itemset to natural language, as it naturally
filters out two tricky scenarios: firstly, the case in which a conjunction of only temporal items
is considered, as it is no clear the set of intervals they refer to, and, secondly, it ensures that
two non-temporal items wrapping motifs of different lengths are not mixed, as the number of
intervals the two items can be true at the same time is 0.

▶ Definition 4. An itemset 𝑋 is said to be anchored iff contains at least one non-temporal
item, and all non-temporal items Ω ⊆ 𝑋, called anchor of 𝑋, are based on motifs of the same
length. Let 𝑙 (Ω) denote the length of the interval on which an anchor may hold.

In this way, the length of intervals that may potentially satisfy the entire itemset is fixed,
allowing us to define the frequency of that itemset in a truly representative way.

▶ Definition 5. Let 𝔗 be a temporal dataset, ΛP be the set of temporal items built on the
motif-based alphabet P, let 𝑋 ⊆ ΛP be an anchored itemset, and let Ω ⊆ 𝑋 be its anchor. The
motif-based local and global supports of 𝑋 on some instance T ∈ 𝔗 are defined respectively as:

𝑚𝑏𝑙𝑠T (𝑋) =
|{[𝑖, 𝑗] ∈ 𝐼 (𝐷) | 𝑇, [𝑖, 𝑗] ⊩ 𝑋}|

|{[𝑖, 𝑗] ∈ 𝐼 (𝐷) | 𝑗 − 𝑖 + 1 = 𝑙 (Ω)}| , 𝑚𝑏𝑔𝑠
𝑠𝑙
𝔗
(𝑋) = |{T ∈ 𝔗 | 𝑚𝑏𝑙𝑠T (𝑋) ≥ 𝑠𝑙}|

|𝔗 | .

Using the motif-based support, we proceed to comment our experiments.

4 Experiments

We consider two well-known public datasets concerning human gestures and gait recognition,
namely NATOPS [13], from which we consider an arm gesture called “I have command”, and
HuGaDB [3], from which we consider the “Walk” movement, aiming to describe insightful
common patterns and to express them in natural language.
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In both cases, we mine frequent itemsets by leveraging ModalAPRIORI. First of all, we
extract the top 5 motifs with length 10 and the top 3 with length 20, in order to capture
qualitatively appreciable patterns; the two class of motifs encodes a behaviour expressed
respectively in nearly half a second and one second: shorter subsequences would bring
little informativeness, while longer one would be too coarse. We establish two thresholds
for minimum local and global support, respectively 𝑠𝑙 and 𝑠𝑔, to 0.1, which is relatively
low: this is not a problem, as the vast majority of the association rules generated after the
itemset extraction phase (14233 for “I have command”, 253 for “Walking”) are filtered out
by leveraging confidence and lift [2] meaningfulness measures. In particular, the higher the
lift, the more the antecedent and the consequent of a rule are positively correlated.

The motif-based alphabet is generated considering the Z-normalized Euclidean distance 𝛿.
We choose the threshold 𝛼 associated to a specific motif 𝜇 to be the tenth percentile of the
values in the distance profile of 𝜇; in this way, we ensure each single non-temporal item to be
frequent. We enrich the propositional alphabet with the set of temporal items ΛP obtained
by considering every Allen’s relation.

Even if we did not graphically shown an example of “I have command” gesture, we try
to describe a chunk of it with the following rule we extracted, which exhibits a perfect
confidence (of 1.0) and an high lift (of 6.7). The rule is expressed in a compact format, fixing
a coordinate, leveraging superscripts to provide an intuition about the movement captured
by the motif underlying each item, and subscripts to indicate the length of the motif and
which body part it refers to (e.g., re for right elbow, rh for right hand).

𝑦
𝑢𝑝

20, 𝑟𝑒 ∧ 𝑧
𝑓 𝑟𝑜𝑛𝑡

20, 𝑟ℎ ⇒ ⟨𝑂⟩𝑥𝑙𝑒 𝑓 𝑡&𝑖𝑛𝑣𝑒𝑟𝑡

10, 𝑟ℎ ∧ ⟨𝐵⟩𝑦𝑟𝑒𝑠𝑡&𝑢𝑝

10, 𝑟𝑒

The rule above can be read as whenever the right hand of the operator is completely stretching
in front of him/her and their elbow goes all the way up on the y-axis, the same elbow started
the movement range in a rest position and, near the end of the movement range, the operator’s
right hand is moving to the left, but will soon change direction.

The following pair of rules describes a non-trivial behaviour typical of the walking gait;
note that rf (lf) stands for right (left) foot, while rt (lt) stands for right (left) thigh.

𝑥
𝑓 𝑟𝑜𝑛𝑡

10, 𝑟 𝑓 ⇒ ⟨𝐴⟩𝑥𝑢𝑝10, 𝑙𝑡 , 𝑥𝑏𝑎𝑐𝑘10, 𝑙 𝑓 ⇒ ⟨𝐴⟩𝑥𝑢𝑝10, 𝑟𝑡

The rules states that when the right (left) foot accelerates forward (backwards) for approxim-
ately half of a second, then the left (right) thigh accelerates upward immediately after.

5 Conclusions

In this paper we introduced a motif-based approach to temporal alphabet definition and
rule extraction. By leveraging motifs-based frequently recurring patterns in time series,
we obtained a more interpretable and structurally robust framework for mining temporal
association rules, solving the biases introduced by naive alphabet definitions and enhancing
semantic clarity. We formalized the concept of anchored itemsets and introduced a novel
definition of motif-based local and global support, ensuring that patterns are both meaningful
and computationally tractable. Experimental validation on temporal datasets demonstrates
the expressiveness and interpretability of the extracted rules, showing promise for applications
in explainable temporal data analysis.
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Abstract
Music is the art of arranging sounds in time so as to produce a continuous, unified, and evocative
composition. Electronic dance music (EDM) is a collection of musical sub-genres produced using
computers and electronic instruments and often presented through the medium of DJing, where tracks
are curated and mixed sequentially into a continuous stream of music to offer unique listening and
dancing experiences over time periods ranging from several minutes to several hours. A DJ’s actions
and decisions occur at several levels of temporal granularity, from real-time audio manipulation (e.g.
of tempo) for smooth inter-track transitions to long-term planning of track selection and sequencing
for mix content and flow. While human DJs can instinctively operate across these different temporal
resolutions, replicating this capability in an end-to-end automated DJing system presents significant
challenges. In this paper, we analyse existing works in DJ mix information retrieval and generation
from this temporal perspective. We first explain the close link between DJing and the temporal
notion of musical rhythm, then describe a framework for categorising DJing actions by temporal
granularity. Using this framework, we summarise and contrast potential approaches for automating
and augmenting sequential DJ decision making, and discuss the unique characteristics of DJ mix track
selection as a sequential recommendation task. In doing so, we hope to facilitate the implementation
of more robust and complete automated DJing systems in future research.
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1 Introduction

Electronic Dance Music (EDM) has seen a huge growth in popularity in recent years, from
a relatively underground movement to a mainstream industry worth billions [30]. EDM is
often consumed through the medium of DJ performances, leading to a corresponding increase
in interest in DJing among EDM fans. Computer programs that could perform or assist
with the creative task of DJing have the potential to democratise access to high quality
continuous music mixes [42], and therefore have seen a corresponding increase in research
attention [45]. At the highest abstraction, we can specify two key tasks for an end-to-end
computational DJ system: long-term track selection and sequencing, and real-time audio
manipulation for inter-track DJ mixing. However, existing computational DJ systems are
typically not end-to-end: to simplify their implementation, they are instead deconstructed
into a hierarchy of components, some of which involve manual curation or simple rule-based
heuristics. In this paper, we aim to highlight the challenges of implementing an intelligent and
fully end-to-end DJing system by viewing its actions from a temporal perspective. We first
explain the link between DJing and the temporal notion of musical rhythm, then describe how
a DJ’s actions can be divided across different levels of temporal granularity. Through this
framework, we analyse existing works in automated DJ mixing and how its unique challenges
prevent straightforward application of related techniques in sequential music recommendation.
Finally, we discuss challenges relating to the adoption of computational DJ systems and
outline future research directions.

2 Rhythm and DJing

Music is typically organised into beats and repetitive rhythmic patterns that collectively form
the foundation of musical rhythm [32]. Here rhythm refers to the medium-scale temporal
organisation of sound, characterised by the arrangement of events, beats, and accents over
time. It is composed of several key components: tempo, i.e. the speed of the pulse; timing,
i.e. the placement of events relative to pulses; metre, i.e. the structural relationship among
pulses; and grouping, i.e. the phrasing of musical ideas independent of metre.

Rhythmic properties are particularly important in EDM, as many EDM sub-genres are
defined by their timbral palette and associated rhythm patterns. Further, structural changes
and progression in EDM tracks / DJ mixes are usually indicated by an evolution of timbre and
rhythm rather than melody and harmony [34, 22, 46, 24, 44]. EDM tracks, and subsequently
DJ mixes, are typically built around repeating loops of melodies, vocals, drums, and sound
effects (FX) that change and are layered over time – for example, through an element being
added or removed from the mix or being affected by continuous temporal processes such
as FX and synthesizer parameter automation [20, 37] – to produce rhythmic and timbral
variation and progression in the composition. Modelling these rhythmic properties is therefore
an important task in automated DJing systems, as we discuss further in Section 3 below.

3 Temporal Abstraction in DJ Tasks

We next examine in more detail the necessary capabilities of an end-to-end automated DJing
system. The two key tasks in DJing are transitioning from track to track (i.e. DJ mixing)
and selecting and ordering the tracks to be played. In the remainder of this section, we
discuss existing approaches to each of these tasks, dividing DJing actions into three temporal
levels as shown in Fig. 1. From most to least granular, these are:
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1. Transition-level: the immediate actions needed to transition from the current song to a
given next song;

2. Track-level: the choice of what the next song should be; and
3. Mix-level: the overall flow and content of the entire mix.

Figure 1 The temporal abstraction hierarchy for key sub-tasks in DJ mix construction.

3.1 Automatic DJ Mixing
DJ mixing can be formulated as a real-time sequential decision-making problem, where the
objective is to apply a sequence of audio signal transformations to two (or more) concurrently
playing tracks to optimise the perceptual quality of the resulting audio mixture for the
listener. These decisions take place entirely at the transition-level (1), using features relating
to the rhythm and other characteristics of the current and incoming tracks.

DJ transitions are considered an art-form and their perceived quality is highly subjective
and dependent on the audio tracks being mixed and the cultural context in which the
transition takes place. Nevertheless, common techniques exist and many works have proposed
automatic DJ mixing systems, attempting to implement probabilistic rules informed by
signal processing to produce systems exhibiting what each author believes constitutes valid
DJ mixing. For example, (beat-matched) crossfading over fixed-length temporal horizons
is commonly applied [7, 33, 40, 42, 10, 23, 3, 27, 26, 2, 38]. Other approaches include
3-band equaliser mixing [21, 38], avoiding vocal clashes [42, 38], double drop / rolling /
relaxed transition [42], looping out [33], looping to produce a drum roll-like effect [3], adding
samples [27] or an MC-like voiceover [33], slam / cut / switching [40, 2, 3], echo out [40, 2],
and power down [40]. While such rules can produce reasonable transitions, the predictability
arising from using the same limited transition techniques mean that computer-generated
transitions are more likely to be identified and negatively viewed by listeners in repeated
exposures [18].

A notable exception to rule-based systems is a deep neural network to generate audio-
dependent control trajectories for DJ transitions [7]. Although described as having developed
a unique style, it also employed unfamiliar mixing techniques and subsequently its perform-
ance was only considered on par with rule-based methods. This highlights the challenge of
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predicting effective temporal control sequences, which must balance a degree of unpredictab-
ility with some adherence to established mixing norms and contextual appropriateness to
deliver robust mixes that are satisfactory at a psychoacoustic level [41]. So far, no automatic
DJ transition generation system has matched the performance of human DJs.

3.2 DJ Track Selection and Sequencing
DJ track selection is influenced by a DJ’s own curatorial interests and the context of the
mix (e.g. a pop music night at a club versus an EDM festival). Sequencing depends on
both transition compatibility and the DJ’s longer-term goals: for example, after playing
several songs with high tempo, a DJ may choose to play lower energy tracks to give the
audience a break. To successfully select and sequence tracks, generative DJ mix systems must
therefore act across all three levels of temporal granularity. However, operating intelligently
across all three temporal levels simultaneously is a fundamental difficulty in automated
DJ mixing, and, to the best of our knowledge, no existing works attempt to do so. Most
existing systems operate primarily at levels (1) and (2) in their sequencing algorithms: to
ensure that the automated transitions discussed in Section 3.1 can be applied effectively, they
select an appropriate next track by “mixability”, i.e. by compatibility in tempo, rhythm, or
harmony. This compatibility can be either fine-grained at the transition points [19, 42, 38] (at
transition-level), based on coarser similarity of overall acoustic features [40] (at track-level),
or a combination of both [42]. Other works [11, 2, 33] place more emphasis on flow at the
mix-level but forgo mix-level content curation and/or transition-level compatibility, while
DJ-MC [25] focuses only on the higher two levels.

The above temporal framework also helps explain why existing sequential music recom-
mendation algorithms cannot be straightforwardly applied in the DJ mixing context, even
though DJ track selection is closely related to tasks such as playlist generation [13, 35, 1] and
next song recommendation [16, 43, 36]. In particular, transition-level factors are unique to
DJ mixing, and are not modelled by generic sequential music recommenders. However, these
transition-level constraints exert a considerable influence on the other levels and therefore on
the overall system: track-level choices require consideration of transition-level compatibility,
which in turn affects mix-level track selection. There are also practical difficulties arising
from the need to model all three levels of granularity, from the coarse sequence-level view
of the selected tracks down to musical content at the beat or frame level. Furthermore, al-
though some existing sequential music recommender systems or DJing systems do implement
curatorial filtering (e.g. to specific genres or “vibes”, as in [33]), they typically do not operate
with long-term goals in mind in the same way a DJ would. It is not clear whether such
behaviour could be explicitly encouraged during model training, and any such effort would
likely require a large dataset of DJ mixes with associated audio and track labels. However,
no such corpus is currently publicly available.

4 Adoption and Ethical Challenges

Many DJs are concerned about how automation may affect their livelihoods [39], as compu-
tational DJing is already reshaping both live performance [5] and radio or home listening
contexts [6, 2, 4]. For instance, iHeartMedia – a global network of local radio stations – laid
off up to 850 DJs and producers in favour of software to schedule music, mix songs, and mimic
the voice of radio hosts [9, 17, 14]. Yet, DJ practices have continually evolved alongside tech-
nological innovation [29]. Automatic beat tracking and alignment, key / tempo detection and
transposition, and various visualisation techniques [46, 15, 8] to aid musical understanding
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and inform DJ decision making at multiple temporal levels are now ubiquitous in digital DJ
workflows. Rather than replacing DJs, computational tools, like those discussed in this paper,
can complement and expand contemporary practice. While quality-cost considerations may
drive some autonomous applications [28], socio-cultural factors – particularly the importance
of the dynamic between DJs and live audiences [31] – ensure continued demand for human
DJs and intelligent mixing and recommendation systems can be used to support their creative
expression. The key challenge comes in developing application use-cases that respect DJs’
artistic autonomy while leveraging the potential of these technologies to reduce various task
complexities, enable enhanced performance, and augment creative decision making [12].

5 Conclusion and Future Directions

This paper outlines how a multi-resolution temporal framework is critical for both feature
extraction and the development of hierarchical, modular systems capable of intra/inter-track
mixing, track-level selection, and mix-level sequencing in an EDM DJing context. We also
distinguish between DJ track selection and general sequential music recommendation based
on this framework, and discuss potential consequences of this technology being democratised.
In previous work, we identified that audio features that capture and emphasise timbral and
rhythmic features are valuable for the analysis of DJ mixes at arbitrarily fine temporal
intervals [46], particularly in computing DJ transition properties such as length and relative
smoothness. In the future, we hope to apply such representations at various temporal
resolutions for DJ mix information retrieval and to integrate approaches at multiple temporal
levels to assist in various artist-centric, co-creative scenarios such as informative visualisation,
multi-track mixing, and real-time assistance in DJ mix construction.
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Abstract
Probabilistic Event Calculus (PEC) is a logical framework for reasoning about actions and their
effects in uncertain environments, which enables the representation of probabilistic narratives
and computation of temporal projections. The PEC formalism offers significant advantages in
interpretability and expressiveness for narrative reasoning. However, it lacks mechanisms for goal-
directed reasoning. Our work bridges this gap by developing a formal translation of PEC domains
into Markov Decision Processes (MDPs), introducing the concept of “action-taking situations” to
preserve PEC’s flexible action semantics. The resulting PEC-MDP formalism enables the extensive
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narrative domains. We demonstrate how the translation supports both temporal reasoning tasks
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1 Introduction

Reasoning about actions and their effects in dynamic, uncertain environments is a fundamental
challenge in Artificial Intelligence (AI). The importance of narrative reasoning – the ability
to represent and reason about sequences of events and their causal relationships over time –
has been recognised since the early days of AI, leading to various temporal reasoning
formalisms [10, 1, 5, 12]. Building on these early foundations, the Probabilistic Event
Calculus (PEC) [3] has emerged as a powerful framework for representing and reasoning
about uncertain scenarios. PEC extends the Event Calculus (EC) [5, 11], to provide an
“action-language” style framework for modelling actions, their effects, and the evolution of
world states over time under uncertainty. PEC-style frameworks offer highly interpretable
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and flexible representations of complex narratives, with demonstrated applications in domains
such as medicine, environmental monitoring, and commonsense reasoning [2, 3]. Markov
Decision Processes (MDPs), meanwhile, have established themselves as a powerful framework
for modelling time-evolving systems controlled by an agent. MDPs and their variants are
widely used across AI for decision-making under uncertainty and serve as the foundation
for many statistical and reinforcement learning algorithms. While MDPs excel at control
optimisation problems, PEC and its variants offer superior narrative interpretability but lack
mechanisms for learning goal-directed behaviour.

A translation between these frameworks presents a compelling opportunity to bridge this
gap, combining PEC’s human-readable representation with MDP’s computational efficiency
and reinforcement learning capabilities. Such a bridge would allow for both efficient PEC
implementation and the application of statistical learning techniques to narrative reasoning
tasks. Towards this goal, we have developed a novel translation of PEC into an MDP
framework, termed the PEC-MDP. This translation preserves the core assumptions and
semantics of PEC while enabling the application of a wide range of MDP-based algorithms
to PEC’s human-readable domains.

The key contributions of our work include:
A formal translation of PEC domains to PEC-MDPs, with a Python implementation
made available through a shared repository.
An approach for performing temporal projection via the PEC-MDP formalism.
A novel approach to planning under uncertainty in PEC domains.

2 Background

Probablistic Event Calculus. A PEC domain D comprises a finite, non-empty set of fluents
F and values V , a finite set of actions U , a set of fluent states S̃, and a non-empty set of time
instants I. Fluents, as in classical narrative reasoning formalisms [12, 9], refer to properties
of the world which may be affected by actions taken. A fluent state S̃ ∈ S̃ is an assignment
of values to all fluents of the domain, while a partial fluent state X̃ ∈ X̃ is a subset of
value-assigned fluents, i.e., X̃ ⊆ S̃ for some S̃ ∈ S̃. PEC uses a set of action-language style
propositions to specify probabilistic narrative information. A domain consists of:
1. A finite set of v-propositions which detail the values that a fluent may take.
2. Exactly one i-proposition which specifies the probabilities of initial fluent states that hold

at the minimum time instant.
3. A finite set of c-propositions which model the causal effects of actions, each specifying a

set of preconditions for effects to take hold (where at least one action is true), a partial
fluent X̃ for each set of effects, and their corresponding probabilities.

4. A set of p-propositions modelling the occurrence of actions, each specifying an action, a
time instant, the probability for the action to be taken, and optional fluent preconditions.

PEC supports a possible-worlds semantics, where a world is an evolution of an environment
over time. Using this semantics, temporal projection computes the probability of fluent states
or partial fluent states at future time points given an initial state distribution and a narrative
of action occurrences. See [3] for more.

Markov Decision Processes. An MDP is defined as the tuple (S, A, p0, T, R), where S
and A are finite sets of states and actions respectively (distinct from PEC states and
actions). The initial state distribution is given by p0, where the probability of starting at
time t = 0 in state s is given by p0(s). Transition dynamics are given by transition function
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T (s, a, s′) = Pr(st+1 = s′|at = a, st = s), while the reward function R(s, a, s′) = r maps each
state transitions to a numerical rewards. Behaviours in an MDP are encoded in a policy µ.
Stationary policies map states to actions independent of time, either deterministically
µ(s) = a or stochastically µ(s, a) = Pr(at = a|st = s). Non-stationary policies [6] allow
time-dependent mappings, µt, where if t ̸= t′, then µt(s, a) can be different from µt′(s, a).

3 PEC-MDP Formalism

A translation of PEC domains into a MDP-derivative requires reconciliation of several key
differences between the two frameworks: i. PEC dynamics operate on fluents (properties of
the environment), while the MDP operates directly on environment states without internal
structure; ii. PEC does not model rewards; iii. PEC assumes a progression of time independent
to actions and environmental changes, while the MDP assumes a direct correspondence
of each discrete time step to each episode of agent-state interaction; iv. PEC allows for
simultaenous action-taking while the MDP does not; v. Action-taking in PEC conditions
obligatorily on time-instants and optionally on specific partial fluent conditions, while the
MDP’s standard stationary policy which conditions only on the state an agent resides in.

Given that PEC’s action-taking is conditioned on time, a non-stationary policy [6] is
adopted to model time-dependent policies while maintaining stationary transition dynamics.
The reward component of the MDP framework is omitted in the initial translation of PEC
domains as PEC domains are without inherent reward signals. The PEC-MDP formalism is
thus a reward-free MDP with a non-stationary policy.

To allow for efficient matrix operations, we translate PEC’s natural language components
into 0-based numerical encodings while maintaining bidirectional mappings to preserve
interpretability. This encoding assigns each element an index based on arbitrary orderings
over PEC fluents F , values V, and actions U . The PEC-MDP state space is constructed
through a two-step process: first, PEC fluent states are mapped to vector representations of
fluent value indices (i.e. (x0, x1, x2, ...) where xj denotes that the index of the value taken
by the fluent of index j); next, these vectors are mapped to integers for a more compact
representation, acting as the base unit of a PEC-MDP state. The vector representation
allows access to specific fluents, enabling two crucial functions: i. the mapping of a partial
fluent state X̃ to a set of PEC-MDP states in which fluents in X̃ are entailed; ii. the update
of a PEC-MDP state with the effect of a partial fluent state X̃ by modifying fluent elements
affected by X̃ but retaining those which are not.

Next, to accommodate PEC’s more flexible action-taking mechanisms into the MDP’s
rigid framework, we introduce action-taking situations composing single, composite, and
null actions to simulate time-points at which agents perform one action, multiple actions
simultaneously, or do not take any actions, respectively. The set of action-taking situations
is determined by referring to p-propositions, to find all possible action combinations that
may be taken at one time, including the null action situation where no action is taken.

Time instants are normalised to begin at 0 while preserving temporal ordering. The
initial distribution is retrieved from PEC’s i-propositions, as a probability distribution over
PEC-MDP states mapped from fluent states. Transition probabilities are derived from c-
propositions, where the effects of an action-taking situation are aggregated from its composite
actions. The fluent state update operation associates a current state to an updated state given
some effect X̃ with its corresponding probability. Finally, a non-stationary policy captures
PEC’s time-conditioned action probabilities from p-propositions, representing distributions
over action-taking situations rather than individual actions.

TIME 2025
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The PEC-MDP translation has been fully implemented in Python and may be found here.
For a comprehensive overview of the functionalities, example domains, and usage instructions,
readers are directed to the repository’s README file.

4 Applications

The PEC-MDP enables applying MDP techniques to PEC domains, most notably reinforce-
ment learning for optimal decision-making, while preserving PEC’s original capability for
temporal projection in narrative reasoning.

Previous implementations of temporal reasoning for PEC predominately calculate probab-
ilities through summing over all possible worlds [3], or through approximate sampling [2]. Our
proposed approach provides an exact solution through efficient matrix operations. We define
policy-weighted transition matrices to propagate the initial distribution over PEC-MDP
states forward to the queried time, to retrieve the distribution over states at that time. The
probability that X̃ holds then is computed by summing probabilities over all fluent states
that entail X̃. While a formal efficiency experiment has yet to be conducted, this method
avoids the combinatorial explosion that comes with the computation of all possible worlds.

Next, to apply objective-directed strategies for the PEC-MDP, a desirability criterion must
first be established in the form of an MDP reward function to guide agent behaviour. Once
an appropriate quantitative reward signal is defined over outcomes, actions, or transitions,
suitable reinforcement learning methods can be applied to discover optimal policies for the
narrative domain. To preserve the interpretability advantages of PEC’s original formalism,
learned policies may be translated back into human-readable p-propositions. This requires
deterministic policies since action-taking situations must be separated into individual actions
for p-propositions, meaning that probabilistic dependencies between actions cannot be
preserved.

The mapping of a policy over action-taking situations is trivial where each action in a
situation is performed at the corresponding instant where the fluent state holds. However, as
this generates a large number of p-propositions, refinements can be applied to reduce this
set for interpretability while maintaining semantic equivalence. These include eliminating p-
propositions for unreachable state-time combinations and generalising fluent state conditions
to their minimal distinguishing features.

The complete formal translation of the PEC-MDP may be found at [15], alongside a
more detailed outline of temporal reasoning and objective-directed strategies.

5 Conclusion

Finally, let us note that other probabilistic extensions of the Event Calculus have been
proposed, focusing on event recognition using probabilistic logic programming and learning
from noisy data in both offline and online settings, i.e., [14, 13, 8, 4, 7]. In contrast, our
PEC-MDP framework inherits the main features of PEC, which is more expressive (see [2] for
a comparison), compiling it into an MDP. This shift lays the groundwork for reinforcement
learning, positioning our work toward goal-driven reasoning and policy optimisation.

While our current work focuses on the PEC-MDP’s application to temporal projection
and objective-directed learning, the PEC-MDP framework lays the groundwork for further
applications that leverage MDP-based techniques within narrative domains. Beyond these
broader applications, future work will include formal efficiency analyses and extending the
framework to the Epistemic Probabilistic Event Calculus (EPEC) [2].

https://github.com/LyrisX02/PEC-MDP/
https://github.com/LyrisX02/PEC-MDP/blob/main/README.md
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