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—— Abstract

In programmable matter, we consider a large number of tiny, primitive computational entities called

particles that run distributed algorithms to control global properties of the particle structure. Shape
formation problems, where the particles have to reorganize themselves into a desired shape using
basic movement abilities, are particularly interesting. In the related shape containment problem, the
particles are given the description of a shape S and have to find maximally scaled representations of
S within the initial configuration, without movements. For example, if S is a triangle, they have
to identify the largest subsets of particles that already form a triangle. While the shape formation
problem is being studied extensively, no attention has been given to the shape containment problem,
which may have additional uses besides shape formation, such as detecting structural flaws.

In this paper, we consider the shape containment problem within the geometric amoebot model
for programmable matter, using its reconfigurable circuit extension to enable the instantaneous
transmission of primitive signals on connected subsets of particles. We first prove a lower runtime
bound of © (y/n) synchronous rounds for the general problem, where n is the number of particles.
Then, we present simple and efficient primitives for identifying subsets that form the desired shape.
Using these primitives, we construct a large class of shapes which we call snowflakes. This class
contains, among others, all shapes composed of parallelograms and hexagons, and the class of star
convex shapes. Let k be the maximum scale of the considered shape in a given amoebot structure.
If the shape is star convex, we solve it within O (log? k) rounds. If it is a snowflake but not star
convex, we solve it within O (y/nlogn) rounds.
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1 Introduction

Programmable matter envisions a material that can change its physical properties in a
programmable fashion [25] and react to external stimuli. It is typically viewed as a system of
many identical micro-scale computational entities called particles. Potential application areas
include minimally invasive surgery, maintenance, exploration, and manufacturing. While
significant progress is being made in the field of micro-scale robotics [5,26], the fundamental
capabilities and limitations of such systems are studied in theory using various models [24].
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On the Shape Containment Problem Within the Amoebot Model

In the amoebot model of programmable matter, the particles are called amoebots and
are placed on the nodes of a graph. We assume that the occupied nodes form a connected
subgraph. Since information can only travel through the edges of the graph, there is a natural
lower bound of Q (D) for many problems, where D is the diameter of this subgraph.

Motivated by this, we consider the reconfigurable circuit extension of the model, which
allows better results with reasonable modifications. In this extension, the amoebots can
construct simple communication networks called circuits on connected subgraphs of the
structure and broadcast primitive signals on these circuits instantaneously. This allows
polylogarithmic solutions to many problems, e.g., leader election, consensus, shape recognition,
and shortest path forest construction [12,20, 21].

The shape formation problem, where the amoebot structure has to reconfigure itself into
a given shape, is a standard problem of particular interest [24]. In this paper, we study the
related shape containment problem: Given a shape S, the amoebots must find the maximum
scale at which S can be placed within their structure and identify all valid placements at
this scale. This can be useful for shape formation by self-disassembly, i.e., disconnecting all
amoebots that are not part of a selected placement of the shape from the structure [13,14].
The problem can also be interpreted as a discrete variant of the polygon containment problem
in classical computational geometry, which has been studied extensively [6,23]. To our
knowledge, there are no distributed solutions that apply to the amoebot model.

1.1 Geometric Amoebot Model

We use the geometric amoebot model for programmable matter, as proposed in [9]. Using the
terminology from the recent canonical model description [8], we assume common direction
and chirality, constant-size memory, and a fully synchronous scheduler, making it strongly
fair. We describe the model in sufficient detail here and refer to [8,9] for more information.

The geometric amoebot model places n particles called amoebots on the infinite regular
triangular grid graph Ga = (Va, Ea) (see Fig. 1a). This is the typical graph used in the
amoebot literature [9,12,19-21]. Each amoebot occupies one node, and each node is occupied
by at most one amoebot. We identify each amoebot with the grid node it occupies to simplify
the notation. Thereby, we define the amoebot structure A C Va as the set of occupied nodes.
We assume that A is finite and its induced subgraph of G is connected.

Each amoebot has a local compass identifying one of its incident grid edges as the East
direction, and a chirality defining its local sense of clockwise rotation. We assume that
all amoebots share both. This is not a restrictive assumption because a common compass
and chirality can be established efficiently using circuits [12]. The amoebots are controlled
in a distributed fashion by identical and anonymous finite state machines. In particular,
the amount of memory per amoebot is constant, i.e., fixed by the algorithm /state machine
running on each amoebot and independent of the number of amoebots in the structure.
This means that, for example, unique identifiers for all amoebots cannot be stored. A
computation proceeds in fully synchronous rounds. In each round, all amoebots act and
change their states simultaneously based on their current state and their received signals
(see Section 1.2). We measure the time complexity of an algorithm by the number of rounds
it requires until all amoebots reach a terminal state. Although the model allows amoebots
to perform movements, we only consider static amoebot structures in this paper.
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(a) Amoebot structure. (b) Grid axes and cardinal directions.
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(c) Amoebot structure with one global circuit. (d) Amoebot structure with six circuits.

Figure 1 (a) shows an amoebot structure in the triangular grid. Amoebots are represented by
black hexagons and neighboring amoebots are connected by thick edges. (b) shows the axes and
cardinal directions in the triangular grid and the unit vector in the East direction. (c, d) illustrate
the reconfigurable circuit extension for ¢4 = 2. Amoebots are drawn as hexagons, pins are black
circles on their borders, and partition sets are drawn as black circles inside the hexagons. The
partition sets are connected to the pins they contain. Partition sets in the same circuit have lines of
the same color.

1.2 Reconfigurable Circuit Extension

The reconfigurable circuit extension [12] places ¢y external links on every edge connecting
two adjacent amoebots u,v € A. The endpoints of an external link are called pins. For each
link, one pin is owned by u and one is owned by v. The constant ¢4 is an algorithm design
parameter and is the same for all amoebots. In this paper, we use ¢y = 2, which is the least
number of pins required by the PASC algorithm [12], a central primitive for our results.

Let P(u) be the set of pins owned by amoebot u € A. Each amoebot u computes a
partitioning of P(u) into a set Q(u) of non-empty, pairwise disjoint subsets @ C P(u) such
that Ugegu) @ = P(u). The subsets Q € Q(u) are called partition sets and Q(u) is called
the pin configuration of u. The amoebot’s algorithm defines how the pin configuration is
computed in every round. Let Q := |J,. 4 Q(u) be the set of all partition sets in the amoebot
structure. Two partition sets @ € Q(u) and Q' € Q(v) of neighboring amoebots u and v
are connected if there is an external link with one pin in @ and one pin in Q’. Let Eg
be the set of these connections. We call each connected component C' of the undirected
graph Gg := (9, Eg) a circuit (see Figs. 1c, d). An amoebot u is part of a circuit C if C
contains at least one partition set of u. Note that multiple partition sets of an amoebot u
may be contained in the same circuit without u being aware of this due to its lack of global
information.

During its activation, each amoebot can establish an arbitrary new pin configuration and
send primitive signals called beeps on any selection of its partition sets. A beep is broadcast
to the circuit containing the partition set it was sent on. All partition sets in that circuit
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Figure 2 Examples of shapes and shape transformations. Each shape is identified by the grid
nodes, edges, and faces it contains. The origin of each shape is highlighted in white (we translate
some shapes for better visibility). S1 and Ss are equivalent, and each contains one face and one
hole. The shapes S3, Si1 and S5 illustrate the scaling operation.

receive the beep at the beginning of the next round. An amoebot can tell which of its
partition sets have received a beep, but it has no information on the identity, location, or
number of beeping amoebots. We model all communication between amoebots with circuits.

1.3 Problem Statement and Our Contribution

Consider the embedding of Ga into R? such that the grid’s faces form unit triangles and one
grid node is placed at the plane’s origin (0,0) € R? (see Fig. 1b). We obtain three coordinate
axes, X,Y, Z, and six cardinal directions D = {E,NE,NW, W,SW,SE}. Let uy denote the
unit vector in direction d € D.

A shape S C R? is a finite union of nodes, edges, and faces of the embedded grid graph
(see Fig. 2, c.f. [10,12]). Edges contain their endpoints and faces contain their enclosing edges.
A shape must be connected, but it may contain holes, i.e., R? \ S might not be connected.
This shape definition matches the one used in [10] for shape formation and extends the
definition used in [12] for shape recognition.

We define translation, rotation, and scaling operations on a shape S as follows. For t € R2,
we denote S translated by ¢ by S+t := {p+t|p € S}. This is a valid shape if and only
if ¢ is the position of a grid node, i.e., a linear combination of unit vectors in the cardinal
directions with integer coefficients. We can therefore write ¢ € Va, identifying the position
with the unique grid node occupying it. For r € Z, let S denote S after  counter-clockwise
rotations by 60° around the origin of R2. Note that r € {0,...,5} is sufficient to represent
all distinct rotations of a shape in the grid. Let k£ € R be a scale factor, then we define
k-S:={k-p|pe€ S} to be the shape S scaled by k. We only consider positive integer scale
factors to ensure that the resulting set is a valid shape. If S is minimal, i.e., there is no
scale factor 0 < k¥’ < 1 such that &’ - S is a valid shape, then the integer scale factors cover
all possible scales of S that produce valid shapes (see Lemma 1 in [10]). Two shapes are
equivalent if one can be obtained from the other by a rigid motion, i.e., a composition of a
translation and a rotation.

Let V(S) C Va denote the set of grid nodes contained in S. For convenience, we assume
(0,0) € V(S) for any given shape S and call this node the origin of S. This property is
invariant under rotation and scaling as defined above. A walid placement of a shape S in an
amoebot structure A is an amoebot p € A with V(S + p) C A (identifying p with the grid
node it occupies). Let V(S, A) C A denote the set of all valid placements of S in A. The
mazximum scale of S in A is the largest scale k € Ny such that there is a valid placement of
k-S) in A for some r € Z:

kmax (S, A) := sup {k € Ny ’ dreZ:V (k~S(T),A) #+ @}

kmax is well-defined because 0 - .S is at most a single node for every shape S, which fits into
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Figure 3 Valid placements of a shape S in the amoebot structure A from Fig. la. p; and ps are
valid placements of S and S, respectively. g is not a valid placement of S® because one node of
V(8® + ¢) is not contained in A. ps is the only valid placement of 3 - S and there are no valid
placements for any scale k > 3, so we have kmax (S, A) = 3. A shape containment algorithm allows
p3 to determine ps € V(kmax S<5), A) and rules out all other amoebots and rotations.

any non-empty amoebot structure A. We obtain kmax(S, A) = oo if and only if S does not

contain any edges. If S and A are clear from the context, we will write kmax = kmax (S, 4).

See Fig. 3 for illustration.

We define the shape containment problem as follows: Let S be a shape (containing the
origin). An algorithm solves the shape containment problem instance (S, A) for an amoebot
structure A if it terminates eventually and at the end,

1. all amoebots know whether kpax € {0,000} (meaning that all or none of the amoebots are
valid placements), and
2. if kmax € N, then for every r € {0,...,5}, each amoebot knows whether it is contained in

V(kmax - ST, A).

The algorithm solves the shape containment problem for S if it solves the shape containment
instances (5, A) for all finite connected amoebot structures A. Note that the shape S is fixed

for an algorithm, i.e., it is encoded in the state machine in some way, and its size is constant.

The algorithm may use an equivalent shape S’ instead of S itself.

There are two key challenges in solving the shape containment problem. First, the
amoebots have to find the maximum scale kp.x. We approach this problem by testing
individual scale factors for valid placements until k.. is fixed. We call this part of an
algorithm the scale factor search. Second, for a given scale k and a rotation r, the valid
placements of k - S(") have to be identified. This means that every amoebot p € A must
collect information on all amoebots in V (k- S 4 p). p then has to mark itself as a valid
placement if and only if all of these amoebots exist. In some cases, we initially view all
amoebots as placement candidates and then eliminate candidates that can be ruled out
as valid placements. We call this part the wvalid placement search procedure. Since the
information about missing amoebots naturally comes from the boundaries of the structure,
the main difficulty here is distributing this information efficiently to all affected amoebots
and not ruling out any valid placements.

In this paper, we present sublinear time solutions for the shape containment problem using
circuits. As a motivation, we first prove a lower bound for the general case that holds even if

the maximum scale is known, by creating a communication bottleneck for an example shape.

Next, we present scale factor search approaches using distributed memory, applying a binary
search where it is possible. We then introduce simple and efficient primitives for placement
search algorithms based on combining and transforming valid placements of lines, thereby
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constructing increasingly complex shapes. Using earlier results for reconfigurable circuits,
these primitives run in at most logarithmic time. By combining our primitives, we obtain the
class of snowflake shapes, which contains a variety of complex and practically relevant shapes.
For example, it contains all convex shapes, all shapes that are composed of parallelograms
of the same orientation, all shapes composed of hexagons, and combinations (e.g., unions)
of these and other shapes. The definition of this class allows more types of shapes to be
combined and integrated when a valid placement search procedure is given for them. Our
shape containment solution for snowflakes takes a sublinear number of rounds. Further,
we show that for the set of star convexr shapes, which is contained in the snowflake class,
a binary search for the scale factor even leads to a polylogarithmic solution. Surprisingly,
the binary search approach is only directly applicable to star convex shapes. We only give
high-level explanations of our primitives and defer the technical details and proofs to the full
version of the paper [4]. Selected proofs can also be found in the appendix.

1.4 Related Work

The authors of [12] demonstrated the potential of their reconfigurable circuit extension with
algorithms solving the leader election, compass alignment, and chirality agreement problems
within O (logn) rounds, w.h.p.! They also presented efficient solutions for some exact shape
recognition problems: Given common chirality, an amoebot structure can determine whether
it matches a scaled version of a given shape composed of edge-connected faces in O (1) rounds.
Without common chirality, convex shapes can be detected in O (1) rounds and parallelograms
with linear or polynomial side ratios can be detected in © (logn) rounds, w.h.p.

The PASC algorithm was introduced in [12] and refined in [21], and it allows amoebots
to compute distances along chains. It has become a central primitive in the reconfigurable
circuit extension, as it was used to construct spanning trees, detect symmetry, and identify
centers and axes of symmetry in polylogarithmic time, w.h.p. [21]. The authors in [20] used
it to solve the single- and multi-source shortest path problems, requiring O (log ¢) rounds for
a single source and ¢ destinations and O (lognlog2 k) rounds for k sources and any number
of destinations. The PASC algorithm also plays a crucial role in this paper (see Sec. 2.2.2).

The authors in [11] studied the capabilities of a generalized circuit communication model
that directly extends the reconfigurable circuit model to general graphs. They provided
polylogarithmic time algorithms for various common graph construction (minimum spanning
tree, spanner) and verification problems (minimum spanning tree, cut, Hamiltonian cycle
etc.). Additionally, they presented a generic framework for translating a type of lower bound
proof from the widely used CONGEST model into the circuit model, demonstrating that
some problems are hard in both models, while others can be solved much faster with circuits.
For example, checking whether a graph contains a 5-cycle takes 2 (n/logn) rounds in general
graphs, even with circuits, while the verification of a connected spanning subgraph can be
done with circuits in O (logn) rounds w.h.p., which is below the lower bound shown in [22].

In the context of computational geometry, the basic polygon containment problem was
studied in [6], focusing on the case where only translation and rotation are allowed. The
problem of finding the largest copy of a convex polygon inside some other polygon was
discussed in [23] and [1], for example. An example for the problem of placing multiple
polygons inside another without any polygons intersecting each other is given by [17]. More

L An event holds with high probability (w.h.p.) if it holds with probability at least 1 — n~%, where the
constant & can be made arbitrarily large.
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recently, the authors in [16] showed lower bounds for several polygon placement cases under
the kSUM conjecture. For example, assuming the 5SUM conjecture, there is no O ((p+¢)>~¢)-
time algorithm for any € > 0 that finds a largest copy of a simple polygon P with p vertices
that fits into a simple polygon @ with ¢ vertices under translation and rotation. Perhaps
more closely related to our setting (albeit centralized) is an algorithm that solves the problem
of finding the largest area parallelogram inside of an object in the triangular grid, where the
object is a set of edge-connected faces [2].

2 Preliminaries

This section introduces elementary algorithms for the circuit extension from previous work.

2.1 Coordination and Synchronization

As mentioned before, we assume that all amoebots share a common compass direction
and chirality. This is a reasonable assumption because the authors of [12] have presented
randomized algorithms establishing both in O (logn) rounds, w.h.p.

We often want to synchronize amoebots, for example, when different parts of the structure
run independent instances of an algorithm simultaneously. For this, we can use a global
circuit: Each amoebot connects all of its pins into a single partition set. The resulting
circuit spans the whole structure and allows the amoebots which are not yet finished with
their procedure to inform all other amoebots by sending a beep. When no beep is sent, all
amoebots know that all instances of the procedure are finished. Due to the fully synchronous
scheduler, we can establish the global circuit periodically at predetermined intervals.

2.2 Chains and Chain Primitives

A chain of amoebots with length m — 1 is a sequence of m amoebots C = (pg, ..., Pm-1)
where all subsequent pairs p;, p;+1, 0 < ¢ < m — 1, are neighbors, each amoebot except pg
knows its predecessor, and each amoebot except p,,_1 knows its successor. In this paper, we
only consider simple chains without multiple occurrences of the same amoebot. By letting
each amoebot decide whether it connects a pin toward its predecessor with a pin toward its
successor, we can easily establish circuits along such chains.

2.2.1 Binary Operations

The constant memory limitation of amoebots makes it difficult to deal with non-constant
data, particularly numbers that can increase with n. However, we can use amoebot chains
to implement a distributed memory by letting each amoebot on the chain store one bit
of a binary number, as demonstrated in [7,21]. Using circuits, we can implement efficient
comparisons and arithmetic operations between two operands stored on the same chain.

» Lemma 1. Let C = (po,...,pm—1) be an amoebot chain such that each amoebot p; stores
m—1 ) m—1 )

two bits a; and b; of the integers a and b, where a = > ;2" and b= > b;2". Within O (1)
i=0 i=0

rounds, the amoebots on C' can compare a to b and compute the first m bits ofa+b,a—0>
(ifa>b), 2-a, and |a/2] and store them on the chain. Within O (m) rounds, the amoebots
on C' can compute the first m bits of a-b, |a/b|, and a mod b and store them on the chain.

Lemma 1 is a minor improvement over the algorithms presented in [21]. Additionally,
individual amoebots can execute simple binary operations online on streams of bits:

17
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» Lemma 2. Let p be an amoebot that receives two numbers a,b as bit streams, i.e., it
recetves the bits a; and b; in the i-th iteration of some procedure, fori=0,...,m. Then, p
can compute bit ¢; of c=a+b orc=a—"0b (if a > b) in the i-th iteration and determine the
comparison result between a and b by iteration m, with only constant overhead per iteration.

2.2.2 The PASC Algorithm

A particularly useful algorithm in the reconfigurable circuit extension is the Primary-And-
Secondary-Circuit (PASC) algorithm, first introduced in [12]. We omit the details of the
algorithm and only outline its relevant properties. Please refer to [21] for details.

» Lemma 3 ( [12,21]). Let C = (po,...,Pm—1) be a chain of m amoebots. The PASC
algorithm, executed on C with start point pg, performs [logm] iterations within O (logm)
rounds. In iteration j = 0,...,[logm] — 1, each amoebot p; computes the j-th bit of its
distance i to the start of the chain, i.e., p; computes i as a bit stream.

The PASC algorithm is especially useful with binary counters. It allows us to compute
the length of a chain, which is received by the last amoebot in the chain and can be stored
in binary on the chain itself (letting the last amoebot send the received bits as beeps on a
circuit spanning the chain). Furthermore, given some binary counter storing a distance ¢ and
some amoebot chain C = (pg,...,pm—1), each amoebot p; can compare i to ¢ by receiving
the bits of £ on a global circuit in sync with the iterations of the PASC algorithm on C.

» Lemma 4. Let C = (po,...,Ppm—1) be a chain in an amoebot structure A and let a
value ¢ € Ny be stored in some binary counter of A. Within O (logmin{¢,m}) rounds,
every amoebot p; can compare i to £. The procedure can run simultaneously on any set of
edge-disjoint chains with length < m — 1.

3 A Lower Bound for Finding Valid Placements

We first show a lower bound that demonstrates a central difficulty arising in the shape
containment problem. For a simple example shape Sq (see Fig. 4), we show that even if the
maximum scale is known, identifying all valid placements of Sq can require Q (y/n) rounds
due to communication bottlenecks.

» Theorem 5. There exists a shape Sq such that for any choice of origin and every amoebot
algorithm A that terminates after o (\/n) rounds, there exists an amoebot structure A for
which the algorithm does not compute V(kmax(Sq, A) - Sq, A), even if kmax is known.

The proof idea is as follows (see Appendix A for details): Consider an amoebot structure
A consisting of two parts, X and Y, which are only connected by a single edge. In one
round, one of at most 2°¢ different signals can be sent via the c4 external links on that
edge. Suppose that for k = kpax(Sq, 4), all valid placements of k - Sq lie in X, and each
placement’s required node set reaches into Y. By adding and removing amoebots from Y, we
can control which amoebots in X are valid placements. The idea for our lower bound proof
is to construct 2* distinct patterns of valid placements by only altering Y. To identify the
valid placements correctly, the amoebots in X must distinguish between all of these patterns
using information that must cross the edge between X and Y. Since cy is a constant, this
takes Q (k) rounds. We show such a construction for any k > 2, with n = O (k?), and for
any choice of origin in Sq. In the remainder of this paper, we explore for which shapes
these arbitrary patterns of valid placements do not occur, and present efficient procedures
exploiting this property.
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Figure 4 An example shape for which the valid placement search is bounded below by € (yv/n).

This lower bound holds for the problem of finding valid placements. Since every algorithm
solving the shape containment problem must compute all valid placements for the maximum
scale, the bound also holds for the general shape containment problem. Further, note that
the lower bound of Q (D) in the amoebot model without circuits, where D = Q (y/n) is the
diameter of A, is caused by the distance information can travel per time step. In contrast, this
lower bound is caused by the limited bandwidth of the circuits in some amoebot structures.

4 Scale Factor Search

As outlined before, our shape containment algorithms consist of two search procedures. The
first is a scale factor search that determines which scales have to be checked to find the
maximum scale. The second procedure is a wvalid placement search that identifies all valid
placements of k- S(") for all » € {0,...,5}, given the scale k in a binary counter.

Consider some shape S and an amoebot structure A with a binary counter storing an
upper bound K > kpax(S, A). The simple linear search procedure runs valid placement
checks for the scales K, K —1,...,1 and accepts when the first valid placement is found. If
no placement is found in any iteration, we have kpax = 0.

» Lemma 6. Let S be a shape and A an amoebot structure with a binary counter storing
an upper bound K > knax(S,A). Given a valid placement search procedure for S, the
amoebots compute kmax(S, A) in at most K iterations, running the placement search for
scales K, K — 1,. .., knax and with constant overhead per iteration.

When using the linear search method, finding a small upper bound K is essential for
reducing the runtime. One way of obtaining K for S is to use a simpler shape S’ with S’ C S
for which kp.x can be computed efficiently. Since every valid placement of S is also a valid
placement of S, we have kpax(S, A) < kmax(S’, A) =: K. Moving on, some shapes permit a
faster search method based on an inclusion relation between different scales.

» Definition 7. We call a shape S self-contained if for all scales k < k', there exist a
translation t € R? and a rotation r € {0,...,5} such that k- S™) +t C k' - S.

For self-contained shapes, finding no valid placements at scale k£ immediately implies
kmax (S, A) < k, which allows us to apply a binary search: Starting with scale k = 1,
we double the scale factor until no valid placements are found at some scale K = 27, which
we then use as the upper bound for a binary search between 1 and K.

» Lemma 8. Let S be a self-contained shape and let A be an amoebot structure with a binary
counter large enough to store kmax = kmax (S, 4). Given a valid placement search procedure
for S, the amoebots can compute kmax within O (10g kmax) iterations such that each iteration
runs the valid placement search once for some scale k < 2 - kyax and has constant overhead.
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5 Efficient Placement Search Procedures

In this section, we introduce placement search procedures allowing amoebots to identify valid
placements of shapes when their scale is given in a binary counter. To cover all rotations,
we simply repeat the placement search six times with rotated directions. We only provide
high-level descriptions of the algorithms. Please refer to the full paper [4] for details. Our
procedures heavily rely on combining the PASC algorithm with binary operations on bit
streams (see Lemma 4). A simple and natural way to establish the required chains is using
segments:

» Definition 9. Let W € {X,Y, Z} be a grid axis. A (W)-segment is a connected set of
grid nodes on a line parallel to W. Let C' C Va, then a maximal W-segment of C is a finite
W -segment M C C that cannot be extended with nodes from C on either end. The length of
a finite segment M is | M| — 1.

For example, chains on maximal segments of the amoebot structure A can be constructed
easily once a direction has been agreed upon: All amoebots on a segment identify their chain
predecessor and successor by checking the existence of neighbors on the direction’s axis. The
start and end points of the segment are the unique amoebots lacking a neighbor in one or
both directions. Using chains on segments, we can find valid placements of line shapes.

» Definition 10. A line shape L(d,¢) is a shape consisting of { € Ny consecutive edges
extending in direction d from the origin. For £ =0, the shape only contains the origin point.

Lines are the fundamental primitive shapes we will use to construct much more complex
shapes. Our placement search procedure for lines runs the PASC algorithm to compute
indices along maximal amoebot segments and compares them to the given line length ¢, which
is transmitted on a global circuit. Exactly the amoebots whose chain index, i.e., distance to
the end of the segment, is at least £ are valid placements of the line. If the line shape L has
length ¢ and the current scale is k, we compute ¢/ = k - £ in the counter storing k and run
the procedure for length ¢'. Note that for line shapes, the boundary amoebots holding the
information which placements are invalid lie on the same segment as the affected placement
candidates, enabling this simple solution.

» Lemma 11. Let L = L(d,¢) be a line shape and let A be an amoebot structure that stores £
in some binary counter and where all amoebots agree on d. Within O (log min{¢,n}) rounds,
the amoebots can compute V(L, A).

Recall that for any two shapes S, 5" with S C 57, kmax(S, A) is an upper bound for kpax(S’, A).
Thus, the maximum scale of an edge L(d,1) is a natural upper bound on the maximum
scale of any non-trivial shape. In particular, any longest segment in the amoebot structure
provides sufficient memory to store the scale values that must be considered. To use this
fact, we establish binary counters on all amoebot segments (on all axes) and use them
simultaneously, deactivating counters if they run out of memory.

We now discuss efficient operations on valid placements that allow us to determine the
valid placements of a transformed shape. The first, simple operation is the union of shapes.
Given the valid placements C; = V(S1, A) and Cy = V(Ss, A) of two shapes S; and Sz, the
amoebots in A can find the valid placements of S’ = S; U Sy in a single round: Due to the
relation V(S’, A) = Cy N Cy, each amoebot only has to check whether it is a valid placement
of both shapes. Observe that S’ is always connected because we assume that S; and Sy
contain the origin, and the location of the origin in S; and Sy directly affects the shape S’.
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5.1 The Minkowski Sum Primitive

Next, we consider the Minkowski sum of a shape with a line.

» Definition 12. Let S, 52 be two shapes, then their Minkowski sum s defined as
S1® S :={p1 +p2|p1 € 51,p2 € S2}.

The resulting subset of R? is a valid shape, and if both shapes contain the origin, then their
sum also contains the origin. Observe that for any shape S and any line L(d, £), we have

4
V(SoL(d,0) = JV(S+i-ua),
=0

ie., V(S@L(d,?)) consists of £+ 1 consecutive copies of V' (S). This means that an amoebot
p is a valid placement of S” = S @ L(d, ¢) if and only if it is a valid placement of the line
L =1L(d,?) and for every amoebot ¢ € V(L + p), ¢ is a valid placement of S. Suppose the
amoebots already know the set C' of valid placements of S and store ¢ in a binary counter.
Then, they can find the valid placements of S & L by running the placement search for L
within C, treating the amoebots in A\ C' as if they did not exist, except for synchronization.

» Lemma 13. Let S be an arbitrary shape, L = L(d,?) a line, and A an amoebot structure
storing ¢ and a scale k in some binary counter. Given d and the set C = V(k- S, A), the
amoebots can compute V(k - (S @ L), A) within O (logmin{k - £,n}) rounds.

Observe that this already yields efficient valid placement search procedures for shapes
like parallelograms L(dy, ¢1) ® L(da, ¢2) and unions thereof.

5.2 The Translation Primitive

Consider some shape S, its valid placements C = V(S, A), a direction d € D, and a distance
¢ € N such that £-ug € S. Now, let S" = S —£-ugy, then S’ only differs from S in the location
of its origin, and the valid placements of S’ are just translated versions of the placements
of S, ie, V(S A) = C+ ¢ -uy. Given the valid placements of S, we can compute the
placements of S’ with a procedure that translates the placement information from C. Our
translation primitive can do this efficiently for shapes with the following property:

» Definition 14. Let S be a shape and W € {X,Y, Z} a grid axis. The minimal axis width
of S on W (or W-width) is the infimum of the length of any mazimal line segment in S that
is parallel to W. We call S (W-)wide or wide on W if its W-width is at least 1.

For example, the minimal axis width of a triangular face is 0 for all axes due to its corners,
and the W-width of L(d, ¢) is £ when d is parallel to W and 0 otherwise. Further, observe
that for any shape S, direction d on axis W, and ¢ € N, the W-width of S @ L(d,¥) is at
least /.

Now, consider a W-wide shape S and let C' = V(k - S, A) for some scale k € N. Note that
k- S has a W-width of at least k. Let ¢ € A\ C be an invalid placement of k- .S, then ¢ must
be part of a W-segment of A\ C that has length at least k or is bounded by unoccupied
nodes on at least one side. This is because any unoccupied node x € Va \ A that makes ¢
invalid lies in V(k - S + ¢). Since V(k - S) consists of W-segments of length at least k, x
causes a similar segment which contains ¢ to be invalid, as any placement in this segment is
also invalidated by z.
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For translating the valid placements C of k- S by k steps in a direction d parallel to W,
suppose that L(d, 1) C S (otherwise, we add this edge as part of the shape transformation).
Then, we can reduce the problem to translating a single segment of length at least k. For
this, we run a procedure in every maximal W-segment M of A simultaneously. Suppose we
want to translate some segment Cjp; in M. It suffices to translate the start p; and endpoint
pa of Cyy, identifying pj = p1 + k - ug and py = pa + k - ug. To identify p}, the amoebots
in M run the PASC algorithm with p; as the start point while transmitting k& on a global
circuit. Each amoebot compares its distance to p; to k, and the amoebot with distance equal
to k becomes p;. Afterward, the amoebots in M establish a chain circuit between p} and p},
and send a beep that is received by all amoebots on the translated segment. Due to the size
of the considered segments C};, this procedure can run for almost all segments within M
simultaneously without interference. The translation primitive moves the origin of a W-wide
shape on the axis W and adds the line connecting the old and new origin locations.

» Lemma 15. Let S be a W-wide shape and A an amoebot structure that stores a scale k
in a binary counter and knows V(k - S, A). Given a direction d on azis W and { € N, the
amoebots can compute V(k - ((S + - uq) UL(d, 0)), A) within O (£ -logmin{k - £,n}) rounds.

5.3 The Triangle Primitive

Finally, we show how to find the valid placements of triangles using the above primitives.
Line shapes are scaled edges and triangles are scaled faces.

» Definition 16. Let T(d, 1) be the shape consisting of the single triangular face spanned by the
edges L(d, 1) and L(d',1) = L(d,1)V). We define general triangle shapes as T(d, ¢) := ¢-T(d, 1)
for £ € Nxq and call £ the side length or size of T(d,?).

To construct the valid placements of T' = T(d, ¢), we cover V(T') with the union of three
parallelograms. The side lengths of the parallelograms are ¢/ = [¢/2] and ¢ = [£/2] +
(¢ mod 2). Two parallelograms are translated to reach the corners of the triangle. The
algorithm can be summarized as follows: The amoebots first compute £/ and ¢ on the binary
counter storing £. Then, they run the line primitive to compute the valid placements of three
lines of length ¢ or ¢”. Next, they apply the Minkowski sum primitive to the three sets
of line placements, resulting in the valid placements of three parallelograms. To translate
two of the parallelograms, they run the translation primitive, which is applicable since
the parallelograms have a width of at least ¢/ on the translation axis (for a translation by
¢ = ¢ + 1, the valid placements can be moved by one more step in a single round using only
local communication). Finally, they intersect the valid placements of all three parallelograms
(union operation) to obtain the valid placements of the triangle.

» Lemma 17. Let T = T(d,?) be a triangle shape and let A be an amoebot structure that
stores € in some binary counter. The amoebots can compute V(T, A) within O (log min{¢, n})
rounds.

6 Shape Classification

We now generalize the idea of the triangle primitive to define the class of snowflake shapes,
whose valid placements can be found efficiently using our primitives. Then, we discuss
interesting subsets of these shapes and combine our valid placement search procedures with
suitable scale factor search approaches to solve the shape containment problem.
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6.1 Snowflake Shapes

Combining the primitives discussed in the previous section, we obtain the following class of
shapes. Our definition identifies shapes with trees such that every node in the tree represents
a shape and every edge represents a composition or transformation of shapes.

» Definition 18. A snowflake tree is a finite, non-empty tree T = (Vip, E1) with three node
labeling functions T : Vp — {L, T,U,®,+}, d: Vi — D and { : Vi — Ny that satisfies the
following constraints. Every node v € Vi represents a shape S, such that:
If T(v) =L, then v is a leaf node and S, = L(d(v),£¢(v)) (line node).
If 7(v) =T, then v is a leaf node and S, = T(d(v),£(v)), where £(v) > 0 (triangle node).
If 7(v) = U, then S, = U}~ Su;, where uy,... ,uy are the children of v and m > 2
(union node).
If r(v) = @, then S, = S, ® L(d(v), £(v)), where u is the unique child of v and £(v) > 0
(sum node).
If T(v) = +, then S, = (Su +£(v) - wa)) UL(d(v), £(v)), where u is the unique child of v,
Sy has a minimal azis width > 0 on the azis of d(v), and £(v) > 0 (translation node).
Let r € Vp be the root of T, then we say that S, is the snowflake shape represented by T'.

Note that this definition constrains the location of a snowflake’s origin. Because algorithms
for the shape containment problem can place the origin of a shape freely, we may include
equivalent shapes in the class of snowflakes. Our algorithms always place the origin by the
definition. Fig. 5 shows examples for snowflakes and non-snowflake shapes.

To compute the valid placements of a snowflake, we apply the primitives from Section 5
following a topological ordering of the shape’s tree representation. This way, the amoebots
first compute valid placements of primitive shapes (lines and triangles), and then they apply
the union, Minkowski sum, and translation operations successively until they arrive at the
valid placements of the shape represented by the root node. This sequence of operations is
encoded in the state machine of each amoebot; we say that the amoebots “have access” to
the shape and its tree representation.

Consider a snowflake S represented by a tree T' = (Vp, Er) with labelings 7(-), d(-) and
£(+). We assume that each amoebot has access to a representation of T' and a topological
ordering of T from the leaves to the root. The amoebots compute V(k - S, A) as follows:

1. For every leaf v € V, perform the placement search for the scaled primitive L(d(v), k-£(v))

or T(d(v), k-£(v)) represented by v. Let C(v) C A be the resulting set of valid placements.

2. Process each non-leaf node v € Vr in the topological ordering as follows:
a. If 7(v) = U, then set C(v) =%, C(u;), where the u; are the child nodes of v.
b. If 7(v) = @, let u be the unique child of v. Run the procedure from Section 5.1 to
compute C(v) from C(u).
c. If 7(v) = +, let u be the unique child of v. Run the procedure from Section 5.2 to
compute C(v) from C(u).
3. Let r € V be the root of T. Terminate with success (kmax € N) and report the valid

placements as V(k- S, A) = C(r) if C(r) # 0, otherwise terminate with failure (kmax = 0).

» Lemma 19. Let A be an amoebot structure storing a scale k in some binary counter and
let S be a snowflake. Given an encoding of the tree T of S with a topological ordering, the
amoebots can compute V(k - ST A) for r € {0,...,5} within O (logmin{k,n}) rounds.
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Figure 5 Examples of snowflakes, star convex shapes, and non-snowflake shapes. Green nodes

-

indicate star convex shape centers, encircled blue nodes are possible snowflake origins, and origins
used for operations have a white center. All center nodes are also snowflake origins. Shape (a) is
convex and shape (b) demonstrates that not all snowflake origins must be center nodes. Shape (c)
is the union of three lines, (d) is the Minkowski sum of (c) and L(E, 1), shape (e) is the union of
L(E,2) and (d) + 2 - ug, and shape (f) is the union of six rotated variants of shape (e). (g) is the
example shape Sq for the lower bound from Section 3.

The class of snowflake shapes is the result of our primitive operations and is therefore
somewhat artificial. However, it contains a large variety of shapes, and its modular definition
provides a framework for constructing efficient valid placement search algorithms for more
shapes. For example, any shape that is composed of parallelograms with the same orientation
is a snowflake, even if the parallelograms are only connected at the corners. This is because
a parallelogram L(dy, ¢1) @ L(ds, £2) is both Wi-wide and Wa-wide, where W; is the axis
of d;. Therefore, the translation primitive can be used to move the shape’s origin to any
position in the parallelogram, after which the union primitive allows the addition of another
parallelogram at this position. Since this maintains the width properties, it can be repeated
until all parallelograms have been added to the shape. A similar method is possible for
shapes composed of hexagons because hexagons are even wide on all three axes. Constructing
shapes out of building blocks like parallelograms is a popular approach for shape formation
in grid-based modular robot systems [3,19]. Shapes in square grid models can be represented
by parallelograms in the triangular grid. Furthermore, any valid placement search algorithm
for non-snowflake shapes can be integrated into this framework as a primitive to expand the
set of shapes.

6.2 Star Convex Shapes

To combine our valid placement search procedure with a scale factor search, we would like to
know for which shapes the binary search approach is applicable. Recall from Section 4 that
at least self-contained shapes permit a binary search. In this section, we characterize this
class of shapes exactly as the star convex shapes.

» Definition 20. A shape S is star convex if it is hole-free and contains a center node c
such that for every v € V(S), all shortest paths from ¢ to v in Ga are contained in S.

For example, all convex shapes are star convex since all their nodes are centers. It is easy
to see that star convex shapes are self-contained: When placing the origin of S on a center
node, no translation is necessary and k-S C k' - S holds for all k, k' € N,k < k’. We can
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even show that only star convex shapes are self-contained. As the authors of [15] point out
in their extensive survey on starshaped sets (see p. 1007), the results in [18] show that these
two properties are equivalent in much more general settings when rotations are omitted.

» Theorem 21. A shape is self-contained if and only if it is star convex.

The main proof and supporting lemmas can be found in Appendix B. In our context,
this equivalence implies that the efficient binary search can only be applied directly to star
convex shapes. For any non-star convex shape S, there exist an amoebot structure A and
scale factors k, k', k < k', such that V(k - S, A) = @ for all » but V(&' - S, A) # 0 for
some 7; consider, e.g., A =V (k' - S) for sufficiently large k and k’. The proof of Theorem 21
shows that this always holds for infinitely many scales k, k.

6.3 Shape Containment Solutions

Finally, we obtain algorithms solving the shape containment problem by combining valid
placement search procedures with suitable scale factor search methods. First, we observe
that star convex shapes are snowflakes:

» Lemma 22. Fvery star convex shape S is equivalent to a snowflake. If its origin is a
center node, S itself is a snowflake.

This implies that we can solve the shape containment problem for a star convex shape S
in just O (log? kmax (S, A)) rounds by using a binary search. For a snowflake S that is not
star convex, we apply the linear search approach, which runs O (K) valid placement searches
when given some upper bound K > kpax(S, A). To obtain this upper bound, we use the
observation that a snowflake without faces will always be a union of line shapes meeting at
the origin, and therefore star convex. Thus, a non-star convex snowflake must contain at
least one face, so K = kpax(T(d, 1), A) is a suitable upper bound (for any d € D). Since
T(d, 1) is star convex, K can be computed in O (log? K) rounds. And since a triangle fills an
area, we have |V (k-T(d,1))| = © (k?), so we have an upper bound of K = O (y/n). Together,
we obtain the following theorem (see Appendix C for the proof):

» Theorem 23. Let A be an amoebot structure and S a snowflake shape. Given a tree
representation of S, the amoebots can compute k = kmax(S, A) in a binary counter and
determine V(k - S| A) for all v € {0,...,5} within O (log® k) rounds if S is star convex
and O (K log K') rounds otherwise, where k < K = kyax(T(E, 1), A) = O (v/n).

7 Conclusion and Future Work

In this paper, we introduced the shape containment problem for the amoebot model of
programmable matter and presented sublinear solutions using reconfigurable circuits. We
showed that for some shapes, there is a lower bound of  (y/n) rounds due to the arbitrary
distribution of valid and invalid placements, even if the maximum scale is known. Using
efficient methods of transferring information using circuits, we constructed the class of

snowflake shapes that can be solved in sublinear time and contains a large variety of shapes.

For the subset of shapes that are star conver, we showed how to solve the problem in
polylogarithmic time and proved that binary search is not generally applicable to other
shapes.
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It is unclear how non-snowflake shapes can be characterized and what exactly distinguishes
shapes that are affected by the lower bound from shapes with more efficient solutions, such
as star convex shapes. It would be interesting to explore whether the lower bound can be
improved when including the scale factor search. Naturally, efficient solutions for arbitrary
shapes or other shape classes are of interest as well.

The related problems of finding the smallest scale at which a given shape contains the
amoebot structure, as well as finding scales and placements with maximal overlap and
minimal difference, could also be investigated to support shape formation algorithms. To
expand the set of possible applications further, one could examine other, non-uniform scaling
behaviors, perhaps allowing the shapes to maintain fine details at larger scales, similar to
fractal shapes.
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Figure 6 Overview of the amoebot system construction for scale k = 6. The first block is shaded
blue and the second block is shaded green. The nodes ¢; that are not contained in the structure are
colored orange. Amoebot p4 is a valid placement of k - .S because g4 is part of the structure.
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A A Lower Bound for Finding Valid Placements

» Theorem 5. There exists a shape Sq such that for any choice of origin and every amoebot
algorithm A that terminates after o (\/n) rounds, there exists an amoebot structure A for
which the algorithm does not compute V(kmax(Sa, A) - Sa, A), even if kmax is known.

Proof. We use the shape Sq with a long arm and a short arm connected by a diagonal edge,
as depicted in Fig. 4. Let A be an amoebot algorithm that terminates in o (y/n) rounds. For
every k € N, we will construct a set Ay of amoebot structures such that kyax(Sa, A) =k
for all A € Ay and only one rotation matches at this scale. Let k € N be arbitrary, then we
construct Ay, as follows (see Fig. 6 for reference):

First, we place a parallelogram of width 2k and height & — 1 with its lower left corner at
the origin and call this the first block. The first block contains (2k + 1)k = 2k% + k amoebots
and is shared by all A € A. Let pg, ..., pr_1 be the nodes occupied by the left side of the
parallelogram, ordered from bottom to top. Next, we place a second parallelogram with
width and height k£ — 1 such that its right side extends the first block’s left side below the
origin. This second block contains k? amoebots and is also the same for all structures. It is
only connected to the first block by a single edge, e. Let qq,...,qx—1 be the nodes one step
to the left of the second block, again ordered from bottom to top.
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We define A as the set of amoebot structures that consist of these two blocks and m
additional amoebots on the positions qq,...,qx_1, where 1 < m < k. Thus, A, contains
2k — 1 distinct structures. Now, consider placements of So with maximum scale in any
structure A € Ay. For m = k, there are exactly k valid placements at scale k, represented by
the amoebots po, ..., pr—1. The longest continuous lines of amoebots in A have length 2k
and form the first block. In every valid placement, the longer arm of k - Sq must occupy one
of these lines, so no larger scales or other rotations are possible. If ¢; is not occupied for some
0 <i <k —1, then p; is not a valid placement because the end of the shorter arm of &k - Sq
would be placed on ¢;. At least one ¢; is always occupied, so the maximum scale of Sq is k
for every A € Aj. Observe that every structure A € A has a unique configuration of valid
placements of k- Sq: p € V(k-Sq, A) if and only if p = p; and ¢; € A for some 0 < i < k — 1.

Next, consider the size of the structures in Ay. The maximum number of amoebots is
2k + k + k% + k = 3k? + 2k, obtained for m = k. This means we have n < 3k? + 2k < 4k?
for large enough k, i.e., k > \/n/2 for all k > 2 and all A € A;.

Let A € Ay be arbitrary and consider the final states of pg,...,pr_1 after A has been
executed on A. Each amoebot must be categorized as either a valid or an invalid placement
of k- Sqn. We can assume that this categorization is independent of any randomized decisions
because otherwise, there would be a non-zero probability of false categorizations. Thus, the
final state depends only on the structure A itself. Recall that structures in Ay only differ in
the positions qo, . .., qr—1 and every path between ¢; (or an occupied neighbor) and p; must
traverse the single edge e connecting the two blocks. We can assume that all communication
happens via circuits (see Sec. 1.2). Since the first block is the same in all structures, the
final states of pg,...,prx—1 only depend on the sequence of signals sent from the second
block to the first block through e. To compute the correct set of valid placements, each
amoebot structure in Ay therefore has to produce a unique sequence of signals: If for any two
configurations, the same sequence of signals is sent through e, the final states of pg, ..., pr—1
will be identical, so at least one will be categorized incorrectly.

Let c4 be the number of pins used by .A. Then, the number of different signals that can
be sent via one edge in one round is 2°¢ = O (1), and the number of signal sequences that
can be sent in 7 rounds is 27%. Therefore, to produce at least 2* — 1 different sequences of
signals, we require r = Q (k/cy) = Q (y/n) rounds. By the assumption that A terminates
after o (y/n) rounds, A will produce at least one false result for sufficiently large k.

It remains to be shown that the same arguments hold for all equivalent versions of Sq
that contain the origin. If the origin is placed on another node of the longer arm, the valid
placement candidates pg,...,pr_1 are shifted to the right by k or 2k steps, respectively;
everything else remains the same. If the origin is placed on the shorter arm of the shape,
we switch the roles of the first and the second block. We place amoebots on all positions
qo, - - -, qr—1 and use the right side of the first block as the controlling positions instead. The
number and size of the resulting amoebot structures remain the same, so the same arguments
hold as before. |

B Self-Contained Shapes are Star Convex

To show the properties of star convex shapes, we will use the following equivalent characteri-
zation:

» Lemma 24. A shape S is star convex with its origin as a center node if and only if S
is the union of parallelograms of the form L(d,¢) ® L(d',¢") and convex shapes of the form
T(d,1) ® L(d,?) ® L(d',¢"), where d' is obtained from d by a 60° clockwise rotation. The
number of these shapes is linear in |V (S)|.
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For the proof of Theorem 21, we first show several lemmas that provide the necessary
tools. To start with, we show that non-star convex shapes cannot become star convex by
scaling, and for a sufficiently large scale, every center candidate has a shortest path with a
missing edge. It is clear that star convex shapes stay star convex after scaling (by Lemma 24),
but non-star convex shapes gain new potential center nodes, making it less obvious why
there still cannot be a center.

» Lemma 25. Let S be an arbitrary non-star convex shape, then for every k € N, k- S is
not star convex, and for k > 2 and every node ¢ € V(k - S), there exists a shortest path from
ctoamnodeveV(k-S)in Ga with at least one edge not contained in k - S.

Next, we show a fized point property that is particularly useful for scales k and k + 1.

» Lemma 26. Let S be a shape and k € N a scale such that there exists a t € Va with
k-S+tC(k+1)-S. Then, t must be in V(S) and we call t a fixed node of S. Further, for
every node v € V(S), a shortest path from k-v+t to (k+1)-v is also a shortest path from t
to v and vice versa.

Finally, we eliminate the need for covering rotations by showing that for sufficiently large
scales k and k + 1, k- S(™ does not fit into (k + 1) - S for any r € {1,...,5} unless S is
rotationally symmetric.

» Definition 27. A shape S is called rotationally symmetric with respect to r € {1,2,3} (or
r-symmetric) if there exists a translation t € Va such that S +t = .

Note that r € {1,2,3} covers all possible rotational symmetries in the triangular grid and
1-symmetry is equivalent to 2- and 3-symmetry combined. Additionally, the translation ¢ is
unique. Also note that 1-symmetry is more commonly called 6-fold symmetry, 2-symmetry
is known as 3-fold symmetry and 3-symmetry is known as 2-fold symmetry.

» Lemma 28. Let S be a shape and r € {1,2,3} be arbitrary. If S is not r-symmetric, then
there is a scale ko € N such that for every k > ko, k- S") does not fit into (k+1) - S.

Using these lemmas, we can now prove the main theorem about self-contained and star
convex shapes:

» Theorem 21. A shape is self-contained if and only if it is star convex.

Proof. First, let S be star convex with center node ¢ and consider two scale factors k < &'.
By Lemma 24, S can be represented as

i=1 j=1

where the P; are parallelograms and the T; are Minkowski sums of parallelograms with
triangles. Then, we have k- P; Ck'- P; and k- T; C k' - Tj since each of the P; and Tj is a
convex shape. We choose t such that k-c+t =k’ - ¢, then each of the constituent shapes of
k- S+t is contained in its counterpart in k' - S. This already shows that every star convex
shape is self-contained.

Now, let S be a shape that is not star convex. We will show that .S is not self-contained by
finding a scale k € N such that for every t € R and r € {0,...,5}, (k-ST) 4+4)\((k+1)-S) # 0.
Using Lemma 25, we can assume that for every node ¢ € V(S), there exists a shortest path
IT to a node v € V(S) such that at least one edge of II is not contained in S. If this is not
the case for S already, we simply consider 3 - .S as the new base shape.
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Figure 7 Illustration of the constraints forcing vk to lie in a region unoccupied by (k + 1) - S for
k = 11. The scaled unoccupied edge (k + 1) - e and the empty parallelogram region it produces are
highlighted and shaded in orange. The parallelogram’s edges are drawn as dashed lines of length
k 4+ 1, incident to ug+1 and viy1. At most these edges of the parallelogram can be occupied by
(k+1)-S. The distance between ¢ and v resp. vy and vgy1 is £ =5 < k + 1. In the bottom left
corner of (a), the directions used by all shortest paths from viy1 to v (resp. v to ¢) are shown, with
the opposite direction of e emphasized because at least one such edge must be on every path. This
prevents vg from lying on an edge incident to vk+1, shown by the dotted blue lines and the small
black arrows. Similarly, vx cannot lie on any of the dashed black edges incident to ui41 because
it must be closer to vi41. In particular, its distance to vk41 is bounded by d = 8, as indicated by
the light blue dotted lines in (b). The red lines show the nodes with distance exactly £ to vi,1. By
combining all constraints, vx has to be one of the red nodes in the dark shaded area, none of which
are occupied by (k+1)-S.

By Lemma 28, we can find kg large enough that no non-zero rotation of k - S fits into
(k+1)-S for any scale k > ko unless S is rotationally symmetric. In this case, however,
the rotated version of S is the same as a translation of S, so we can disregard rotations

altogether because they do not affect the existence of valid translations of k- S in (k+1) - S.

Let H be the convex hull of S and let d € N be its diameter. Consider any scale k > d
and some placement ¢ € Va such that k- S+c¢C (k+1)-S. By Lemma 26, c € V(S). As
argued above, there is a node v € V(S) such that a shortest path II from ¢ to v has at least
one edge that is not contained in S. We choose v and II such that the last edge is missing,
w.l.o.g. Let u € V(H) be the predecessor of v on II, i.e., the missing edge e of II connects
u and v. Since S does not contain e, it cannot contain the two incident faces. Thus, there
is an area in the shape of a regular parallelogram with side length k& + 1 whose diagonal
is (k4 1) - e and whose interior does not intersect (k + 1) - S, i.e., only its edges could be
covered by edges of (k4 1) -5 (see Fig. 7). These edges are incident to vgy1 = (k+1) - v
and ug41 = (k+ 1) - w and they lie on different axes than e. By Lemma 26, the grid distance
between vy, = k- v + ¢ and vg41 is the length of II, which is bounded by d. By the choice
of k > d, the distance between uy11 and vg41 (which is k& 4 1) is therefore greater than the
distance between vy and vg11. Now, observe that for any node on one of the parallelogram’s
edges incident to uyy1, the distance to vi41 remains k + 1. Thus, v, cannot lie on any of
these two edges.

Furthermore, recall from Lemma 26 that any shortest path from ¢ to v is also a (translated)
shortest path from vy to vi41. Because such a path contains at least one edge parallel to
e, every shortest path from vi41 to vg contains at least one edge in the opposite direction
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of e. Therefore, since the edges of the empty parallelogram that are incident to vy lie on
different axes than e, v; cannot lie on these two edges either. The direction of e also implies
that v must be on the side of the two edges that is closer to ugy1.

Together, these constraints imply that vy, lies inside the parallelogram that is not contained
in (k+1)-S, so the placement identified by ¢ does not satisfy k-S+c C (k+1)-5, contradicting
our assumption. Since this works for every choice of ¢ € V(.9), there is no placement of k - S
in(k+1)-S. <

C Main Theorem

» Theorem 23. Let A be an amoebot structure and S a snowflake shape. Given a tree
representation of S, the amoebots can compute k = kmax(S, A) in a binary counter and
determine V(k - S, A) for all v € {0,...,5} within O (log® k) rounds if S is star convex
and O (K log K') rounds otherwise, where k < K = kyax(T(E,1),A) = O (v/n).

Proof. The amoebots first establish binary counters on all maximal segments in A, for all
axes. At least one of these will be large enough to store k = kpax(S, A) as long as S is
non-trivial. In the following, they use all these counters simultaneously and deactivate every
counter exceeding its memory during an operation.

Counsider the case where S is star convex. By Lemma 8, combined with Lemma 19,
the amoebots can compute k.« using a binary search and find all valid placements at all
six rotations within O (log? k) rounds. Now, let S be a snowflake that is not star convex.
In this case, S must contain at least one triangular face because all snowflakes without
faces are unions of lines meeting at the origin, which are star convex (observe that the
Minkowski sum of an edge with a line on a different axis always contains some faces). Then,
K = kmax(T(E, 1), A) is an upper bound for kmax(S, A). The amoebots can compute K
within O (log2 K) rounds and store it in binary counters, since triangles are star convex. A
simple linear search for kyax yields the runtime of O (K log K) by Lemma 6. K = O (y/n)
follows from the fact that the number of nodes covered by k - T(E, 1) grows quadratically
with k. |
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