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Abstract
This research addresses a problem motivated by a real case study. A carrier must plan the
routes of trucks in order to serve importers and exporters. What is original in this vehicle
routing problem is the impossibility to separate trucks and containers during customer service
and the opportunity to carry up to two containers per truck. Customers may demand more than
one container and may be visited more than once. Moreover, according to the carrier’s policy,
importers must be served before exporters. In order to address this Vehicle Routing Problem
with backhaul and splits, a linear integer programming model is proposed. This research aims
to show to what extent an exact algorithm of a state of the art solver can be used to solve this
model. Moreover, since some instances are too difficult to solve for the exact algorithm, a number
of heuristics is proposed and compared to this algorithm. Finally, the heuristics are compared to
the real decisions of the carrier who has motivated this problem.
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1 Introduction

This paper addresses a vehicle routing problem, which is motivated by a real case study. A
carrier is in charge of planning the distribution of container loads by trucks and containers
based at a port. The carrier has a homogeneous fleet of trucks carrying up to two containers
and the planning of routes must be performed within 10 minutes. Two classes of customers
must be served: importers and exporters. The importers need to receive full container loads
from the port and the exporters need to ship container loads to the port. Typically customers
need to be served by more than one container and must be visited by more than one truck.

According to the carrier’s policy, trucks and containers cannot be uncoupled during
customer service, because truck drivers are required to check the right execution of operations.
As a result, in this problem there are no pickups or deliveries of loaded and empty containers:
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during customer service containers are filled or emptied and moved away by the same trucks
used for bringing containers to customers.

Moreover, since the container loads of exporters are typically not ready before the
afternoon, the carrier policy is to serve importers before exporters. As a result, empty
containers leaving from importers can be moved to exporters, where they are filled and
shipped to the port.

This problem belongs to the class of Vehicle Routing Problem (VRP) with backhauls,
because deliveries must be performed before pickups [1]. However, in classical VRP with
backhaul each customer must be visited only once, whereas in our problem multiple visits at
each customer are allowed. Therefore, although several solution methods exist in VRP with
backhauls [2], [3], [4], [5], they may be suboptimal because splits are not considered.

There are also some similarities to drayage problems, which consists of picking up and
delivering of full containers. Typically they are separated from trucks during customer service
[6], whereas this is not possible in this problem. The closest problem setting was probably
faced by Imai et al. [7], who studied the optimal assignment of own and chartered trucks
to a set of delivery and pickup pairs. As in our setting, tractors and containers cannot be
uncoupled, but the capacity of trucks is limited to one container only. Homogeneous fleets
with one container trucks are also considered in [8] and [9].

The objective of this paper is to propose an optimization model accounting for the
original characteristics of this problem. The model minimizes distribution costs, such that all
customers are served as requested, truck capacity constraints hold and importers are served
before exporters.

Since we are required to determine efficient solutions rapidly, this paper also aims to
propose a number of heuristics for this problem. The common idea between these heuristics
is to build an initial set of routes in which all customers are either importers or exporters.
Next, these routes are merged according to different criteria, one for each heuristic.

The contributions of this paper are:
to present a problem with some original characteristics, which have not been investigated
in the rich VRP literature;
to model the problem by a linear integer programming formulation;
to propose and evaluate a number of heuristics with respect to an exact algorithm of a
state-of-art solver.

The paper is organized as follows. In Section 2 the problem description is presented. The
problem is modeled in Section 3. Solution methods are described in Section 4. The heuristics
are tested in Section 5. Section 6 presents a summary of conclusions and describes future
research perspectives in the field.

2 Problem description

Consider a fleet of trucks and containers based at a port. Trucks carry up to two containers
and serve two types of customer requests: the delivery of container loads from the port to
importers and the shipment of container loads from exporters to the same port. Typically
customers need to ship or receive more than one container load. Therefore, usually each
customer must be served by multiple containers and must be visited more than once.

A relevant characteristic of this problem is the impossibility to separate trucks and
containers during customer service. As a result, when importers receive container loads
by trucks, containers are emptied and moved away by the same trucks used for providing
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container loads. Similarly, when exporters are served by empty containers, containers are
filled and moved away by the same trucks used for providing empty containers.

According to the carrier’s policy, importers must be served before exporters. As a result,
routes may consist in the shipment of container loads from the port to importers, the direct
allocation of empty containers from importers to exporters and the final shipment of container
loads from exporters to the port. Therefore, trucks can serve in a route up to four customers
(two importers and two exporters). Every pair of containers can be shipped in a truck. All
containers leaving from importers can be used to serve exporters, no incompability occurs
between customers and trucks, which can serve almost any customer, and there are no
priorities among importers and among exporters.

It is worth noting that the number of container loads to be picked up and delivered is
generally different. When the number of container loads delivered to importers is larger than
the number of container loads shipped by exporters, several empty containers must be moved
back to the port. When the number of container loads delivered to importers is lower than
the number of container loads shipped by exporters, several empty containers must be put
on trucks leaving from the port, in order to serve all customers.

The movement of trucks generate routing costs. In this problem, all trucks lead to the
same routing costs per unitary distance. Moreover, handling costs are paid to put containers
on trucks at the port. The objective is to determine the routes of trucks in order to minimize
routing and handling costs, such that customers are served as requested, truck capacity
constraints hold and importers are served before exporters.

3 Modeling

We consider a port p, a set I of importers, a set E of exporters, and a set K of different
trucks, whose transportation capacity is 2 containers. An integer demand of di ≥ 0 containers
is associated with each customer i ∈ I ∪ E. It represents the number of loaded containers
requested to serve import customer i ∈ I and it is also equal to the number of empty
containers returned by this customer. When i ∈ E, di represents the number of empty
containers requested to serve export customer i ∈ E and it is also equal to the number of
loaded containers shipped by this customer.

Consider a direct graph G = (N, A), where N = {p ∪ I ∪ E} and the set of arcs A

includes all allowed ways to move trucks:
from the port to any importer and any exporter;
from an importer to the port, any other importer and any exporter;
from an exporter to the port and any other exporter.

More formally, the set A is defined as A = A1 ∪A2, where

A1 ={(i, j)|i ∈ I ∪ p, j ∈ N, i 6= j}
A2 ={(i, j)|i ∈ E, j ∈ E ∪ p, i 6= j}

The operation cost cij for any truck traversing arc (i, j) ∈ A is supposed to be nonnegative.
Let hpj be the nonnegative handling cost of a container put on and picked from any truck at
the port p to serve node j ∈ N .

The following decision variables are defined:
xk

ij : Routing selection variable equal to 1 if arc (i, j) ∈ A is traversed by truck k ∈ K,
and 0 otherwise;
yk

ij : Integer variable representing the number of loaded containers moved along arc
(i, j) ∈ A by truck k ∈ K;
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zk
ij : Integer variable representing the number of empty containers moved along arc

(i, j) ∈ A by truck k ∈ K.

The problem can be formulated as follows:

min
∑
k∈K

 ∑
(i,j)∈A

cijxk
ij +

∑
j∈N

hpj(yk
pj + zk

pj)

 (1)

s.t. ∑
k∈K

∑
l∈N

yk
il =

∑
k∈K

∑
j∈p∪I

yk
ji − di ∀i ∈ I (2)

∑
k∈K

∑
l∈N

zk
il =

∑
k∈K

∑
j∈p∪I

zk
ji + di ∀i ∈ I (3)

∑
l∈N

yk
il ≤

∑
j∈p∪I

yk
ji ∀i ∈ I, ∀k ∈ K (4)

∑
l∈N

zk
il ≥

∑
j∈p∪I

zk
ji ∀i ∈ I, ∀k ∈ K (5)

∑
k∈K

∑
l∈p∪E

yk
il =

∑
k∈K

∑
j∈N

yk
ji + di ∀i ∈ E (6)

∑
k∈K

∑
l∈p∪E

zk
il =

∑
k∈K

∑
j∈N

zk
ji − di ∀i ∈ E (7)

∑
l∈p∪E

yk
il ≥

∑
j∈N

yk
ji ∀i ∈ E,∀k ∈ K (8)

∑
l∈p∪E

zk
il ≤

∑
j∈N

zk
ji ∀i ∈ E,∀k ∈ K (9)

yk
ij + zk

ij ≤ 2xk
ij ∀(i, j) ∈ A,∀k ∈ K (10)∑

j∈N

xk
ji −

∑
l∈N

xk
il = 0 ∀i ∈ N, ∀k ∈ K (11)

∑
j∈N

xk
pj ≤ 1 ∀k ∈ K (12)

∑
k∈K

∑
i∈I∪E

zk
ip −

∑
k∈K

∑
i∈I∪E

zk
pi =

∑
i∈I

di −
∑
i∈E

di (13)

xk
ij ∈ {0, 1} ∀(i, j) ∈ A,∀k ∈ K (14)

yk
ij ∈ {0, 1, 2} ∀(i, j) ∈ A,∀k ∈ K (15)

zk
ij ∈ {0, 1, 2} ∀(i, j) ∈ A,∀k ∈ K (16)

Container handling and truck routing costs are minimized in the objective function (1).
Constraints from (2) to (5) concern the service to importers. Constraints (2) and (3)

are the flow conservation constraints of loaded and empty containers respectively at each
importer node. Constraints (4) and (5) check the number of loaded and empty containers in
each truck entering and leaving from importers: when a truck leaves from each importer, the
number of loaded containers cannot increase and the number of empty containers cannot be
reduced.

Constraints from (6) to (9) concern the service to exporters. Constraints (6) and (7)
are the flow conservation constraints of loaded and empty containers, respectively, for each

SCOR’12



88 Heuristics for the routing of trucks with double container loads

exporter node. Constraints (8) and (9) control the number of loaded and empty containers
in each truck entering and leaving from exporters: when a truck leaves from each exporter,
the number of loaded containers cannot be reduced and the number of empty containers
cannot be increased.

Constraint (10) imposes that the number of containers moved by each truck is not larger
than the transportation capacity. Constraints (11) are the flow conservation constraints for
trucks at each node. Constraint (12) guarantees that trucks are not used more than once.
Constraint (13) represents the flow conservation of empty containers at port p.

Finally, constraints (14), (15) and (16) define the domain of decision variables.

4 Solution methods

Several solution methods can be adopted to solve the previous problem. Generally speaking,
they can be divided into exact and heuristic methods. In this paper we illustrate to what
extent a well-known exact algorithm can be used to face this problem. This analysis is
performed by the solver Cplex, which solves integer programming models by a branch-and-cut
algorithm.

However, most Vehicle Routing Problems are NP-hard and, also in our problem, there is
little hope of finding exact solution procedures for large problem instances [11]. Therefore,
in this section we propose a number of heuristics, which can be used to tackle the problem
at hand.

All proposed heuristics are composed of two phases. The first phase, which is the same
for all heuristics, determines an initial solution, in which all routes serve either importers
or exporters. In the second phase, each heuristic implements a different rule to merge the
routes determined in the first phase. Finally, the best heuristic in terms of objective function
is selected.

In the first phase, we face two vehicle routing problems with splits: the first has importers
only, whilst the second has exporters only. However, Split Vehicle Routing Problems are also
known to be difficult. Therefore, since an efficient metaheuristic for this class of problems
has been proposed by Archetti et al. [10], their algorithm has been chosen to determine
routes in the first phase.

The routes determined in the first phase are merged in the second phase according to
different saving-based heuristics. Savings represent the routing costs achieved by merging
two routes instead of leaving them separately. Given a route i with importers only and a
route j with exporters only, the saving generated by their merging is computed as sij =
c(i) + c(j)− c(ij), in which c(i) and c(j) are the respective costs of routes i and j, and c(ij)
is the cost of the merged route. Savings are saved in a matrix, in which the number of rows
is equal to the number of routes serving importers in the first phase and the number of
columns is equal to the number of routes serving exporters in the first phase.

In this paper, the order of visits between pairs of importers and pairs of exporters is not
changed after the merging. To clarify, let us consider for instance two importers i1 and i2
and two exporters e1, e2. Assume that the routes determined in the first phase are p, i1, i2,
p and p, e1, e2, p. If these routes are merged, the final route is p, i1, i2, e1, e2,p. Therefore,
the possibility of visiting importer i2 before importer i1 and exporter e2 before e1 is not
taken into account.

Some definitions are provided for the sake of clarity in the presentation of the heuristics:
Row i represents the i− th route of importers, as determined in the first phase;
Column j represents the j − th route of exporters, as determined in the first phase;
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Entry sij >= 0 is the saving generated by the merging of routes i and j. Only nonnegative
savings are considered. When an entry sij takes value 0, the merging is not allowed.
Whenever two routes i and j are merged by a heuristic, the related saving sij is set to 0;

mi Number of columns (routes) that can be merged with the route represented by row i;
mj Number of rows (routes) that can be merged with the route represented by column j;
avrgi is the average of all savings in row i;
avrgj is the average of all savings in column j.

We propose eight heuristics, whose solution is denoted by s0,...,7:
Heuristic 0 (H0) This heuristic does nothing and returns routes as determined in the first

phase:
Step0 s0 = ∅.
Step1 For each row i, insert i into s0.
Step2 For each column j, insert j into s0.

Heuristic 1 (H1) This heuristic determines the maximum saving for each route of importers
and selects the best routes serving exporters:
Step0 s1 = ∅.
Step1 For each row i, select the largest sij . Merge routes i and j, if any, and insert the

new route into s1.
Step2 For each row i not involved in any merging, insert i into s1.
Step3 For each column j not involved in any merging, insert j into s1.

Heuristic 2 (H2) This heuristic determines the maximum saving for each route of exporters
and selects the best routes serving importers:
Step0 s2 = ∅.
Step1 For each column j, select the largest sij . Merge routes i and j, if any, and insert

the new route into s2.
Step2 For each row i not involved in any merging, insert i into s2.
Step3 For each column j not involved in any merging, insert j into s2.

Heuristic 3 (H3) This heuristic gives priority to routes of importers that can be merged
with a low number of other routes.
Step0 s3 = ∅.
Step1 Search for row i with the lowest value of mi. If any, go to Step2, otherwise go to

Step3.
Step2 Select the largest sij for i, merge routes i and j and insert the new route into s3.

Go to Step1.
Step3 For each row i not involved in any merging, insert i into s3.
Step4 For each column j not involved in any merging, insert j into s3.

Heuristic 4 (H4) This heuristic gives priority to routes of exporters that can be merged
with a low number of other routes.
Step0 s4 = ∅.
Step1 Search for column j with the lowest value of mj . If any, go to Step2, otherwise

go to Step3.
Step2 Select the largest sij for j, merge routes i and j and insert the new route into s4.

Go to Step1.
Step3 For each row i not involved in any merging, insert i into s4.
Step4 For each column j not involved in any merging, insert j into s4.
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Heuristic 5 (H5) This heuristic gives priority to routes of both importers and exporters,
that can be merged with a low number of other routes:
Step0 s5 = ∅.
Step1 Search for row i with the lowest value of mi and the column j with the lowest

value of mj . If mi <= mj , go to Step2, otherwise go to Step3. If no routes can be
merged, go to Step4.

Step2 Select the largest sij for i, merge routes i and j and insert into s5. Go to Step1.
Step3 Select the largest sij for j, merge routes i and j and insert into s5. Go to Step1.
Step4 For each row i not involved in any merging, insert i into s5.
Step5 For each column j not involved in any merging, insert j into s5.

Heuristic 6 (H6) This heuristic differs from the previous one in the selection of savings: we
choose the closest saving to the average of all available savings, instead of the largest one:
Step0 s6 = ∅.
Step1 Search for row i with the lowest value of mi and the column j with the lowest

value of mj . If mi <= mj , go to Step2, otherwise go to Step3. If no routes can be
merged, go to Step4.

Step2 Select the closest sij to avrgi, merge routes i and j and insert into s6. Go to
Step1.

Step3 Select the closest sij to avrgj , merge routes i and j and insert into s6. Go to
Step1.

Step4 For each row i not involved in any merging, insert i into s6.
Step5 For each column j not involved in any merging, insert j into s6.

Heuristic 7 (H7) This heuristic merges the routes with the largest saving in the matrix:
Step0 s7 = ∅.
Step1 Select for the largest sij in the saving matrix. If any, go to Step2, otherwise go

to Step3.
Step2 Merge routes i and j and insert the new route into s7. Go to Step1.
Step3 For each row i not involved in any merging, insert i into s7.
Step4 For each column j not involved in any merging, insert j into s7.

After the execution of all heuristics, we select the best one in terms of objective function.

5 Experimentation

In this section we test the previous heuristics on artificial and real instances. The real
instances are provided by a shipping company operating in the port of Genoa (Italy).

Tests are performed on both artificial and real instances. Five classes of artificial instances
have been generated:

10 customers;
20 customers;
30 customers;
40 customers;
50 customers.

In each class the coordinates of nodes are fixed. The instances of a class differ in the
number of importers and exporters. The heuristics are implemented in the programming
language C++. Tests are performed by Cplex 12.2 running on a four-CPU server 2.67 GHz
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64 GB RAM. Since a major requirement of this problem is to determine solutions in a few
minutes, Cplex is set to stop after 10 minutes. Computational results are indicated in Table
2, in which the following notation is used:
|I|: Number of importers;
|E|: Number of exporters;
H0, . . . , H7: Objective function returned by Heuristic 0,. . . , Heuristic 7;
t(s): The total execution time (in seconds) to solve the related instance, i.e. it represents
how long it takes to run the first phase plus the time spent to run all heuristics H0, . . . ,
H7;
% Gap from CPLEX : gap between the best heuristic and the best upper bound provided
by CPLEX within 10 minutes;
Optimality gap: Optimality gap between lower and upper bounds in Cplex after 10
minutes.

The string n.s. means that Cplex cannot provide a feasible solution within 10 minutes.
Table 2 shows that only one instance with 10 customers can be optimally solved. Cplex

does not provide feasible solutions within 10 minutes for all instances with 40 and 50
customers, whereas all heuristics can solve these instances within 10 minutes. Generally
speaking, the heuristic H7 is the most promising in terms of the objective function.

Real instances, which have about 40 customers, have no feasible solutions by Cplex within
10 minutes. In this case we compare the best heuristic to the carrier’s decisions in terms of
total travelled distances. Results on the real instances are shown in Table 1, in which the
following notation is used:

Instances The instance considered;
|I| Number of importers;
|E| Number of exporters;
|K| Number of trucks;
Carrier’s decisions The total travelled distance according to the carrier’s decisions (km);
Decisions The total travelled distance according to the best heuristic (km);
% Improvement: gap between the best heuristic and the carrier’s decisions;
Criterion The heuristic(s) providing the best solution;

Table 1 The solutions of real instances.

Instances |I| |E| |K| Carrier’s Best Heuristic
decisions Decisions % Improvement Criterion

Instance 1 7 34 41 16503 16196 -1.90 7
Instance 2 10 28 31 13369 11701 -14.26 7
Instance 3 3 31 39 13702 13602 -0.74 1, 3, 7
Instance 4 6 34 36 13263 12328 -7.58 7
Instance 5 3 28 41 13180 12869 -2.42 1, 3, 7

Table 1 shows that in each instance the best heuristic always improves the carrier’s
decisions. The improvement seems to be particularly relevant when |I| increases and becomes
closer to |E|, due to the larger search space of feasible routes.
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6 Conclusion

This paper has investigated a vehicle routing problem with some original characteristics, such
as the opportunity to carry two containers per truck and the impossibility to separate trucks
and containers during customer service. We have formulated an integer linear programming
model for this problem. An exact algorithm was used to solve several artificial instances,
but it was able to solve only instances with few customers. Several heuristics are proposed
and tested on both artificial and real instances. According to our tests, the most promising
heuristic in terms of objective function is H7, because high-quality routes are built from the
beginning by the maximum saving.

The comparison with the carrier’s decisions shows that the heuristics represent a promising
instrument to improve its current decision-making process, because they yield significant
savings in distances travelled by trucks.

Research is in progress to face problems with heterogeneous fleets of trucks, time windows
and larger transportation capacities. New heuristics will be developed accounting for the
specific characteristics of these problems.
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