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—— Abstract

This paper presents ongoing research aiming at the automatic assessment of simple web applications,
like those used in introductory web technologies courses. The distinctive feature of the proposed
approach is a web interface matching procedure. This matching procedure verifies if the web interface
being assessed corresponds to that of a reference application; otherwise, provides detailed feedback
on the detected differences. Since web interfaces are event-driven, this matching is instrumental
to assess the functionality. After mapping web interface elements from two applications, these can
be targeted with events and property changes can be compared. This paper details the proposed
matching algorithm and the current state of its implementation. It also discusses future work to
embed this approach in a web environment for solving web application exercises with automatic
assessment.
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1 Introduction

Automatic assessment of programming exercises is nowadays a standard practice in intro-
ductory programming courses [2]. It usually boils down to a black-box approach, where
the assessed program is fed with test data, and the resulting output is compared with the
output produced by a reference solution, for the same data. This approach is programming
language agnostic and can be easily adapted to a wide range of settings. However, one of
its shortcomings is the inability to deal with graphical user interfaces, in particular with
web interfaces.

Graphical user interfaces in general, and web interfaces in particular, rely on user
interaction for input rather than on data streams. On these applications, data is received as
events that are targeted to different elements, without a predefined order. Moreover, web
interfaces rely on the articulation of more than a single language — namely HTML, CSS,
and JavaScript. These two characteristics prevent the use of simple black-box techniques,
typically used for automatic assessment in algorithms and data structure courses.

To overcome this problem we propose a different approach to assess exercises in introduct-
ory web technologies courses. These exercises usually involve coding a simple web interface
with a small number of widgets, such as buttons, editing fields, and selectors. Although
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simple, these web interfaces can be implemented in different ways. For instance, a button
may be coded as either a <button> or <div> HTML element. To position these elements,
different CSS techniques can be used, such as floating elements or flexbox, to name a couple.
Last but not least, the exact position and dimension of these elements are immaterial, at
least from a pedagogical perspective, provided they preserve geometric relationships (e.g.
left-right, center-aligned).

The core of the proposed approach is the matching between two web interfaces: that of
the application being assessed and that of a reference solution. The matching procedure
is flexible enough to recognize equivalent elements that may have different types, slightly
different sizes, or be organized using different structures. On a successful matching, the result
is a mapping between the elements of the two web interfaces. On an unsuccessful matching,
the result is a set of differences between the two web interfaces that may be used to generate
feedback for the student. In the latter case, the assessment is complete and the student must
first fix the detected issues.

A mapping between the elements assessed and the reference web interfaces are the basis
for testing the web interface features. This stage is based on a sort of unit testing, where
data is injected into certain elements as events, and assertions are made on the changes
of properties in other elements. The tests that pass on the reference application are then
applied to the application under assessment, after replacing the elements using the mapping.
At this stage, failed assertions are also reported to the student as feedback, until the exercise
is completely solved.

The remainder of this paper is organized as follows. Section 2 presents a literature
survey on approaches to compare user interfaces. Section 3 details the proposed algorithm
for matching web interfaces based on simple examples, and provides a few implementation
details. Finally, Section 4 concludes with future work regarding the implementation of a
web environment for solving web application exercises, capable of automatic assessment
and feedback.

2 State of the art

The automatic evaluation of programming exercises has become a common practice in
introductory programming courses, due to the growing number of new students [9, 10], which
renders the manual assessment of programming exercises infeasible or demanding a large
number of resources [9].

The literature describes several automatic assessment environments [1], however, none of
these tackles efficiently the evaluation of graphical interfaces for educational purposes [1].
These environments help students by promoting feedback that steeps the learning curve [5].
Although the feedback provided by automatic assessment systems is not fully effective as an
isolated practice, it becomes an important tool when combined with the teacher’s feedback
and its use is nowadays a standard in programming courses [10]. Automatic assessments can
be divided into two broad categories: static or dynamic [2, 11]. The former analyses the code
itself while the latter executes it and analyses its side effects.

To compare the two web pages graphically, different approaches can be taken. One of
these approaches is structural comparison, as described in the article [15], this strategy
consists of comparing the trees resulting from the two HTML documents. Despite being
a possibility, this strategy may not be a solution when it comes to building an automatic
evaluation system for web interfaces, given the fact that trees can be the same graphically
and structurally different.
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Computer vision is another approach that can be used to perform tests on graphical
interfaces [3], this approach is based on artificial intelligence models. A construction of
an algorithm capable of classifying images and composed by several steps, the main ones
being the definition of an adequate classification system, selection of training, pre-processing
of images, extraction of characteristics, selection of appropriate approach classifications,
post-processing classification and precision evaluation [6]. Due to the inherent complexity of
this class of algorithms, the usage of this algorithm can be prohibitive even for comparing
simple web interfaces.

To the best of the authors’ knowledge, no previous attempts were made to match web
interfaces to assess programming exercises. The systems described in the literature to visually
compare web pages have very different goals — such as detecting phishing sites [8, 4, 12] —,
and are more focused on spotting small differences than ignoring them.

3 Web interface matching

The proposed approach to web interface matching is independent of their internal structures.

This objective is achieved by making use of the element‘s properties of each page and the

spatial relationships between them. Moreover, it was designed to produce incremental

feedback that may help students overcoming their difficulties.

As in program assessment in general, web interface assessment compares a program
against a model. It is a dynamic assessment since it compares the side effects of both
programs’ executions; in this case, the web interfaces they produce. To access one against the
other, these web interfaces need to be related. This relation is created by using a comparison
algorithm between web interfaces.

The approach we used to create an algorithm to relate web interfaces consists of mapping
among leaf elements. Leaf elements, also known as widgets in user interface frameworks,
are the elements used as leaves in a web interface tree structure, namely the leaves DOM
(Document Object Model) [14] object structure. Non-leaf elements are less relevant since
different structures, used for controlling the position of leaf elements, may lead to graphically
similar web interfaces. Moreover, leaf elements of different types may have a similar look
and feel. For instance, a button may be implemented both as a <button> or <div> element.

The proposed algorithm for comparing web interfaces operates of sets of leaf elements in
4 consecutive phases:

Initial sets creation: Creates two sets of leaf elements from each web interface, including
their properties. This data is obtained using the JavaScript binding of the DOM interface.

Attribute refinement: In both sets, for each element, the properties that are not relevant to
the algorithm are removed. The resulting sets are lists of JSON [7] objects containing
properties, preserving some of the original properties, and computing new ones. Currently,
the preserved properties are name, id, tag, internal text, and src. Two of the original
properties — offSetTop and offSetLeft — are used to compute new properties to capture
the spatial relations among elements.

Element mapping: The result of this phase is a set of pairs, one from each leaf element
set. The rules that pair elements ensure that the most similar are created first. This
greedy approach is used to ensure that a good mapping between all elements is efficiently
created.

Feedback generation: The set of pairs is the basis for feedback generation. It should be
noted that this set can only be created if initial sets have the same cardinality. Otherwise,
feedback must identify the elements from the tested web interface that are missing, or
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that could not be mapped. Even with a complete set of pairs, some of them may be
partial matches. That is, some of their relevant properties may be different. Using this
data higher granularity feedback is generated.

The similarity between elements of a pair is computed as a score obtained by comparing
their properties. Due to some properties being more decisive than others, this score is a
weighted sum.

The comparison of properties governing the elements’ positions and sizes is the most
challenging part of the proposed approach. This is done by considering relative spatial
relationships between the elements of the same web interface. These relations dictate in
which geometric quadrant the element is concerning the other.

Quadrant 2 : Quadrant 1

Quadrant 3 Quadrant 4
'
Figure 1 Example of quadrant based spatial relationships.

Consider a web interface with 3 non-overlapping leaf elements, aligned horizontally, with
IDs 1, 2, and 3, as shown in Figure 1. Using the upper left corner as referential, following
the convention in windowing systems, one can define relative spatial relations with the other
elements. For element 1, elements 2 and 3 are in quadrant 4, as they are mostly to the right
and below the upper left corner of element 1.

The attribute refinement phase adds new properties to each element counting the number
of other elements (the element itself is not counted) lying in each of the 4 quadrants, using
its upper left corner and referential. In the example of Figure 1: element 1 has 2 elements
in the 4th quadrant; element 2 has 1 element in the 3rd quadrant and 1 in the 4th, and
element 3 has 2 elements in the 3rd quadrant. The unmentioned quadrants of each element
count 0 elements.

0
-] (] CA JC 5 )

Figure 2 Example of incremental assessment and feedback.
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Figure 2 illustrates successive steps in solving a web interface exercise made by the student
until having it accepted, guided by the algorithm’s feedback. The model application is a
simple counter, with a label that displays the current count and two buttons, one to increase
the count and another to decrease it. When the buttons are clicked, the displayed number is
changed accordingly.

After the 1st submission, the algorithm cannot map all the leaf elements. However, it can
identify a missing button and that information is reported as feedback to the student. Using
that feedback, the student adds a button to the web interface. After the 2st submission,
all elements of the student’s web interface are mapped to those on the model web interface.
However, they differ both on relative spatial relation and the buttons’ internal text. To avoid
overloading the student with excessive feedback [13] the information on non spatial errors is
omitted from the feedback.

Subsequently, on a 3rd submission, all elements continue to be identified. However, the
buttons’ internal text still differs and that information is given as feedback. In the final
submission, not shown in the figure, the student replaces “A” and “B”, by “4+” and “-”,
respectively, and the submission is accepted. There are still differences between the model
and the submitted program but they are considered close enough for the intended purpose.

It should be noted that the algorithm can be configured to consider more (or less)
properties as relevant. For instance, the size properties could have been considered relevant
and the last submission would not be accepted, since the button’s size is larger than those of
the model web interface.

4 Future work

In our ongoing work, we plan to use the algorithm presented in Section 3 as the cornerstone
of a web interface assessment environment. This environment will assess both the appearance
and the interactivity of the web interfaces developed as exercises. The mapping algorithm
maps elements in both web interfaces. Thus, functions that check invariants on the model
interface, as a sort of unit tests, can be applied to the student’s submission.

Consider again the model interface shown in Figure 2. A unit test can: 1) start by
obtaining the label’s initial value; 2) then send a click event to the increase button; 3) and,
finally, check that label’s value is incremented. The same unit test can be applied to a
similar web interface, provided that the element references are replaced by the corresponding
elements on the web interface being tested.

As the mapping between the web interfaces is done relatively, this means that measures
and absolute positions become irrelevant, a web interface can be assessed as correct if it
maintains the expected relative positions among the elements. With an evaluation that does
not force the tested web interface to follow the same structure of the model, we expect to
increase the fairness of the assessment environment.
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