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Abstract
Practice and assessment in introductory programming courses are typically centered on problems
that require students to write code to produce specific outputs. While these exercises are necessary
and useful for providing practice and mastering syntax, their solutions may not effectively measure
the learners’ real understanding of programming concepts. Misconceptions and knowledge gaps
may be hidden under an exercise solution with correct outputs. Furthermore, obtaining answers
has never been so easy in the present era of chatbots, so why should we care (much) about the
solutions? Learning a skill is a process that requires iteration and failing, where feedback is of
utmost importance. A programming exercise is a means to build up reasoning capabilities and
strategic knowledge, not an end in itself. It is the process that matters most, not the exercise
solution. Assessing if the learning process was effective requires much more than checking outputs.

I advocate that introductory programming learning could benefit from placing more emphasis on
assessing learner comprehension, over checking outputs. Does this mean that we should not check if
the results are correct? Certainly not, but a significant part of the learning process would focus on
assessing and providing feedback regarding the comprehension of the written code and underlying
concepts. Automated assessment systems would reflect this shift by comprising evaluation items for
such a purpose, with adequate feedback. Achieving this involves numerous challenges and innovative
technical approaches. In this talk, I present an overview of past and future work on tools that
integrate code comprehension aspects in the process of solving programming exercises.
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1 Do programming learners fully understand their code?

Studies have shown that programming assignments that are successfully solved do not
necessarily have a matching learner confidence [13, 11], while a significant number of students
may struggle to explain their own code [15]. In other words, a learner’s ability to write a
correct solution to a problem does not imply mastery of the underlying concepts, algorithms,
and programming primitives. Despite reaching solutions that work, the learner may hold
misconceptions [7, 18] about the written code. Even if a learner did not cheat and actually
wrote the code, the latter could have been obtained through tinkering and trial-and-error
until reaching a working solution. In my experience as a programming instructor, I often get
surprised when a third-year student almost graduating cannot interpret rather elementary
aspects of program execution and errors. (I ask myself: How did the student reach this point
without understanding these matters? Systematically hammering out programs until they
work as expected?)
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1:2 Shifting Programming Education from Exercise Outputs Toward Comprehension

These days we have just reached the era of chatbots capable of correctly solving most
introductory programming assignments [8]. These systems, such as the popular ChatGPT1,
not only solve problems but also have a generative nature that allows them to output different
solutions for those, with accompanying detailed explanations. Until now one could easily find
code snippets for typical programming problems by browsing the Web. However, the learner
had to make at least a minimal effort regarding the interpretation and integration of the
search. With the advent of the latest chatbots, that effort is reduced to the minimum possible
– copy and paste the problem statement. Furthermore, there are barely any constraints
regarding the written or programming language. This implies that one may easily pass an
online programming exam blindly, just using the outputs of chatbots. Some solutions will
fail or not be optimal, but the overall score is likely to be positive. Therefore, obtaining
solutions has never been so easy, and this is likely to remain as such.

If just reading solutions would be adequate to learn to program, chatbots would not even
be necessary, and students simply would be provided with a bundle of problem statements and
corresponding solutions.2 Most programming exercises are “classical”, for which thousands
of solutions exist out there. The ease of obtaining solutions implies that they lose their value.
However, the real benefit of solving a programming exercise is not reaching a solution, but
rather the process of developing it – the problem interpretation, the strategy to approach
it, how to express it, handling common errors and bugs that will occur, and in turn, their
interpretation and strategy to overcome those. If a learner obtains immediate working
solutions without going through this process and just focuses on checking whether they meet
the desired outcome, will certainly acquire weaker skills. In analogy with natural languages,
it is like training to write sentences by modifying existing ones, but not being able to express
oneself by writing on a blank sheet.

Even in a pre-chatbot era, overreliance on automatic assessment systems could lead to an
“autograder insanity” phenomenon [5], where students replace the task of testing their own
solutions with highly frequent resubmissions to the system until they obtain a high score.
Not imposing limits and/or penalties for overusing the submission system may incentivize a
trial-and-error and tinkering approach to problem-solving. I believe this is a poor educational
practice, because one may reach a solution with high quality, but not fully understand all
aspects that characterize it as such. While in a small programming exercise against an
autograder a trial-and-error tactic may suffice to reach a working solution, in real settings
that strategy may be highly inefficient due to aspects pertaining to state space size, system
complexity, and development settings.

Access to (reliable) information is generally perceived as beneficial. Still, I argue that the
absence of learning strategies that are adapted to this new reality may hinder programming
learning processes (and other subjects). Struggling students will likely use the means at
their disposal to overcome their difficulties, especially when they are considered legitimate. I
believe that if the activities for fulfilling programming course requirements remain focused
on obtaining solutions, the widespread use of chatbots might lead to a shallow acquisition of
programming skills.

1 https://chat.openai.com/
2 Worked examples [4] are an effective learning means, but their aim is not to replace deliberate practice.

https://chat.openai.com/
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2 How can courseware help to improve program comprehension?

I believe that the instructional design of programming courses could place more emphasis
on assessing the learner’s comprehension of programming concepts, algorithms, and code
understanding while downplaying the accomplishment of reaching a solution that produces
the expected outputs. In this perspective, an exercise would not be completed until some
assessment of program comprehension is carried out. My hypothesis is that deemphasizing
solution outputs will, to some degree, shift the learners’ attention and learning time to
understanding.

A possible approach to assess code understanding is to pose questions about learners’
code [16]. Given that having a human tutor to carry out this role systematically for each
individual learner is likely not to be feasible in practice due to instructor availability and
cost, such an approach would better scale using automated assessment systems. A recent
survey [17] concluded that such systems generally do not comprise this sort of meta-cognition
feedback on the submitted code solutions. Jask [21] is a research prototype capable of
generating question-answer pairs about Java code against methods. Our early experiment
with introductory programming students revealed a high failure rate (> 60%) on questions
involving program dynamics (e.g., variable tracing, call stack) [21], while their solutions
were producing the expected outputs. Another study with questions on JavaScript [14] has
revealed similar failure rates and found that students that repeatedly fail these questions are
more likely to drop out. The results confirm that correct exercise solutions do not imply
an understanding of the inner workings of programs. This fragility may become evident as
problems and algorithms get more complex, but that was not yet evaluated.

Questions about learners’ code could be applied in a post-submission fashion in an
automated assessment system, where a learner would face questions about the submitted
code solution. Upon submitting a solution, the system could also ask questions about other
solutions for the same exercise from other students. This would lead the learner to carry out
code comprehension tasks related to the same matter, possibly strengthening the related
skills by having to interpret similar or different solutions.

Questions about learners’ code may be posed at different moments and target different
concerns. For example, an inquisitive code editor [10] may prompt questions to learners when
the written code reveals a hypothetical misconception, fostering users to reflect on their code.
Another possibility for asking questions is during debugging (when errors occur) [1], leading
users to reflect on the cause of the errors (instead of trying something else straight away).

Another form of assisting programming learners during exercise solving is by providing
feedback and appropriate hints. When a learner cannot progress in an exercise the first
temptation might be to look for the solution somewhere else, such as a chatbot. However,
in their current form, chatbots may straightly provide a complete solution. As discussed
earlier, this may cause the learner to go through the exercise with minimal reflection, despite
that chatbots are also capable of outputting detailed explanations of the provided solutions.
Jinter [9] is a system to provide fine-grained hints for progressing and receiving feedback in
programming exercises. Instead of providing straight answers, the hints attempt at leading
the learner to a viable path, while demanding some reflection. Other approaches have focused
on providing feedback for improving the code, for instance, with respect to code quality [2]
and refactoring [12].

Following a different research line – educational programming environments (e.g., Ville [19],
BlueJ [6], Thonny [3], PandionJ [20]) – I postulate that the programming environments
themselves could improve their role in program comprehension. Namely, by providing
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additional insights that would be otherwise unnoticeable or of difficult access, such as
providing facilities for users to: see execution history, ask questions about program behavior,
trace output to program statements, detail error explanations and location, and present
information about execution performance (time and memory). Hypothetically, the absence
of available information to help understand what went wrong in a program incentivizes a
learner to search for other forms of overcoming the problem.

To conclude, chatbots have the potential of being a fabulous aid to programming learners
that are stuck in their progress. The great novelty of chatbots relates to their immediacy and
conversational nature, while they do not provide anything that is not explained elsewhere.
Programming education will have to adapt to this new reality, but I argue that educators
should not overvalue chatbots as if they were a silver bullet – in the end, one still has to
understand how programs work. Time will tell how chatbots affect the learning processes of
programming.
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