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—— Abstract

Formative assessment aims to increase student understanding, instructor instruction, and learning
by providing feedback on students’ progress. The goal of this systematic review is to discover trends
on formative assessment techniques used to support computer programming learners by synthesizing
literature published between 2013 and 2023. 17 articles that were peer-reviewed and published in
journals were examined from the initial search of 197 studies. According to the findings, all the
studies were conducted at the higher education level and only a small number at the secondary
school level. Overall, most studies found that motivation, scaffolding, and engagement were the
three main goals of feedback, with less research finding that metacognitive goals were the intended
outcomes. The two techniques for facilitating formative feedback that were used most frequently
were compiler or testing based error messages and customised error messages. The importance of
formative feedback is highlighted in the reviewed articles, supporting the contention that assessments
used in programming courses should place a heavy emphasis on motivating students to increase
their level of proficiency. This study also suggests a formative assessment that employs an adaptive
strategy to evaluate the ability level of the novice students and motivate them to learn programming
to acquire the necessary knowledge.
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1 Introduction

Any course in a higher education institution worldwide that is concerned with software
development requires programming modules. By introducing syntax and semantics, these
modules aim to impart fundamental knowledge of programming languages [58]. Novice
programmers are those taking their first computer programming courses or those with no
prior programming experience. Independent components of programming will increase the
difficulties of novices [42, 32]. Novice programmers are unable to interpret program code
and have a lack of understanding of programming principles [27]. Although the computer
science courses are in high demand, introductory programming modules frequently have
dropout and failure rates as high as 50% [36, 34]. These modules play an important role
to make them comfortable in continuing their education in computing [46]. Their interest
in programming will rise once pedagogical methods motivate their confidence, and dropout
rates will reduce [36].
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An essential component of education that promotes learning is assessment [48]. Addi-
tionally crucial for assisting and motivating their programming abilities are assessment and
feedback [57]. Formative assessment aims to increase student understanding, instructor
instruction, and learning by providing feedback on students’ progress[12]. Formative pro-
gramming assessment system evaluates student program submissions and provides timely
feedback [42]. The impact of feedback on learning and assessment is significant [55]. Form-
ative feedback is information given to a student with the goal of changing their way of
thinking or acting to enhance learning [50]. Formative assessment is one of the approaches
for effective programming learning [53]. To ensure that students receive the correct results,
the assessment and feedback systems must examine the programs’ small aspects and point
out any areas where mistakes were made by the students. Beyond assessment, it increases
novice programmers’ self-confidence and metacognitive awareness [41, 49, 29]. Additionally,
checking a participant’s knowledge depending on their prior attempts during the assessment
process is referred to as adaptive assessment [39]. It varies from typical assessment in that
each participant receives a separate set of questions instead of everyone receiving the same
set of questions [56]. This enables everyone to assess the knowledge at their own pace and
helps in assessing each element of the topic. While some systematic reviews have been
undertaken on automated assessments in computer programming, this study is interested in
knowing whether formative assessment is used to scaffold or encourage novice programmers
as feedback is essential to learning programming. It also examines any assessment system
that makes use of an adaptive strategy.

2 Related Works

Recent systematic literature reviews on assessment systems for programming courses tend
to concentrate on how useful they are for automatic assessment techniques [24, 40, 20]
or on the kind of feedback generated by assessment tools for evaluating programming
languages or programming paradigms [25, 9, 28]. Further, other research reviews examined
the assessment process, finding that it was primarily concentrated on advanced courses [35]
or other computing subjects [16]. Studies that use automatic assessment programming as
a pedagogical strategy typically focus solely on teaching and learning and do not examine
findings on inspiring or motivating novices. In summary, there are no studies that concentrate
on the formative assessment of introductory programming courses and no research reports
that motivate novice programmers. Since motivation, scaffolding, and metacognitive support
are important for learning programming modules, this research therefore examines formative
assessment methods in these areas.

Research Questions

This review of formative assessments for introductory programming is guided by the following
research questions:
RQ1: What is the purpose of the formative feedback techniques for programming languages
learning?
RQ2: What is the nature of the formative feedback techniques for programming languages
learning?
RQ3: Does the assessment method prioritize helping novices and influencing their
programming learning?
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Table 1 Key Search Terms.

Key

Concepts Search Terms

“novice computer programmers” or “computer programming”
Computer or “programming skills” or “first year computer programming”
Programming | or “programming concepts” or “introductory programming” or
“automated system” or “Automated assessment”

“formative feedback” or “error correction” or “learner confid-
ence” or “learner efficacy” or “adaptive assessment” or “com-
puter programming assessment system”

Formative
Assessment

3 Research Methodology

More study, according to [14], is necessary to fully understand the inquiry process (formative
assessment) that takes place in a programming learning environment. In order to better
comprehend the current state of research, this study will examine recent articles that were
released between 2013 and 2023. This study used this time frame of the last 10 years because
the review topic is only applicable to contemporary studies [37]. This research was guided
by the following PICO question: “The impact of formative feedback to motivate novices
in learning introductory programming”. The What Works Clearinghouse Procedures and
Standards Handbook, Version 4.0, from the U.S. Department of Education’s Institute of
Education Sciences served as the process [33]. The five stages were as follows: (a) creating
the review methodology; (b) locating pertinent literature; (c) screening studies; (d) reviewing
articles; and (e) reporting findings. This study follows these stages to systematically review
the literature.

3.1 Data Sources and Search Strategies

The terms “Formative assessment” and “Computer programming” were broadly entered into
databases using the Title, Keyword, and Abstract search functions to look for published
publications between the years 2013 and 2023. Table 1 shows the alternative terms for the
key terms in the search. Academic Search Complete, ERIC Library, ACM, IEEE and Science
Direct were the databases combined. This research used search engines like Google Scholar,
ResearchGate, and Academia to find manuscripts [22]. Additionally, core conferences in
computer education such as SIGCSE, CompEd, ITiCSE, UKICER and ICPEC are taken
into account. 197 articles were found in the initial search results since 1998. Based on the
inclusion and exclusion criteria, these papers were evaluated at the title, abstract, and full
text levels. 17 articles were produced as a result out of 22, and they were coded for the
systematic review. As they concentrated on basic computer science, summative assessment,
or gaming techniques rather than clearly focusing on introductory programming, formative
assessment, or evaluation approaches, 5 articles were eliminated [51, 54, 43, 21, 15].

3.2 Inclusion and Exclusion Criteria

Each study must meet these screening requirements to be considered for this systematic
review: Computer programming and formative assessment are the article’s primary foci,
and its publication dates range from 2013 to 2023. Its publication type is original research
from peer-reviewed journals, and its research methodology includes both quantitative and
qualitative approaches with a clear methods section and results presentation. Its language
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Table 2 Inclusion and Exclusion Criteria.

Criterion Inclusion Exclusion
Prior to 2013 the focus in literature
Timeframe 2013-2023 prior to this time was primarily on
plagiarism.
Language English Non-English
Access Full-text availability only Only titles or abstracts available
Programming languages, Web design,
. model development, advanced pro-
Sample Novice programmers . .
gramming, visual or scratch program-
ming
Type of Peer-reviewed, original research, con- | Content that was not peer-reviewed
publication ference papers or original
Presenting findings that help design | Studies that present findings on sum-
Focus of an enhanced formative assessment | mative assessment. Systems designed
literature system for novice programmers (what | for gifted programmers.
works and doesn’t work, and why).

is English, and its emphasis on formative assessments that are being used to support their
programming learning. If a research study did not satisfy one or more of the inclusion
requirements that shows in Table 2, it was excluded.

4 Data Coding

Content analysis was used to find categorical themes from narrative data used to inform
research focus and feedback strategy. In order to draw logical conclusions, content analysis
aims to organize and interpret the data collected [6, 26]. The data gathering method across
all research was formative or automated assessment. All studies took place in either a higher
education or secondary context. All of the research was carried out globally, primarily in
Northern America and Europe.

4.1 Formative Feedback Purpose: (RQ1)

Using the main subcategories of formative feedback found in the chosen publications, authors
expand the following categories as they are interrelated in achieving learning goals [1].

4.1.1 Scaffold

The term “scaffolding” describes how an assessment plan might lead students through the
steps of a larger project, with the teacher acting as an experienced leader who offers advice
along the way [44]. The design of an assessment can scaffold the steps of a larger project by
asking students to complete the steps so they can receive formative feedback in between [19].

4.1.2 Motivation

A student’s motivation is defined as their “willingness, need, desire, and necessity to engage
in and be successful in the learning process” [52]. The two main categories of motivational
factors are intrinsic and extrinsic [2]. Self-motivation is another name for intrinsic motivation,
which is the strong desire to learn a subject. Extrinsic motivation occurs when actions are
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Table 3 Purpose of formative feedback.

Instructional strategies # Studies
Scaffolding 5 [17][5][45][8][29]
Motivation 6 [19][38][4][3][23][31]
Engagement 4 [18][7][11][13]
Metacognitive/ Self-efficacy 2 [29][49]

taken to satiate an outside demand or receive an outside-imposed reward. Instead of just
enjoying the activity or engaging in it for its own sake, they may be performed for their
instrumental benefit.

4.1.3 Metacognitive and Self-efficacy

Understanding how to learn, participating actively, and reflecting on that engagement is
defined as metacognition [10]. An individual’s belief in their own ability to do well is known
as self-efficacy [2]. For successful learning programming, metacognition and self-efficacy are
crucial abilities [30].

4.1.4 Engagement

Engagement promotes learning and forecasts students’ success [1]. It is a multidimensional
meta-construct with elements of behavior, emotion, and cognition. Formative assessment
helps students become more engaged in their learning and that makes them more confident
in the subject [47].

4.2 Nature of Formative Feedback: (RQ2)

Authors distinguish between the studies using feedback techniques tailored to engage students
in learning programming as follows:

4.2.1 Assessment Approach

This defines the assessment approaches to generate the feedback such as, self-assessment,
peer assessment, (semi-) automated assessment on programming assignment.

4.2.2 Feedback Types

It defines what type of feedback the tool or system provides such as, standard error messages,
customised error messages, testing report or grades.

4.2.3 Feedback Mechanism

It defines how the feedback is generated to notify such as unit testing, test cases, verification
and validation, guided instructions or directions of tests.
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Table 4 Nature of formative feedback.

A Systematic Review of Formative Assessment

. Assessment Feedback

# Studies approaches Feedback types Mechanisms

4 [5, 13, 17, 4] Automatic Test case reports Automated testing
w/grade

1 [18] Automatic Unit test results Automated testing

2 (3, 11] Automatic Verification report (Static) Verifier

generated

Customised error | Peer (Lecturer/

2 1 P

[31, 53] et messages fellow) feedback

1 [29] Self Customised — error Rubric-based
messages

3 [19, 38, §] Automatic Standard error Compiler
messages

1 [49] Peer Customised  error Guided inquiry
messages

9 (23, 7] Semi- Customised error | Feedback about code

’ Automatic messages quality
1 [45] Semi- . Customised error Manual feedback
Automatic messages
5 Results

5.1 Purpose of Formative Feedback (RQ1)

In order to determine the aim and different kinds of formative feedback strategies for learning
programming languages, authors examined the relevant research studies in order to get the
answers to the research questions. Overall, the majority of studies found that motivation,
scaffolding, and engagement were the purposes of feedback, with metacognitive purposes
being recognized in fewer studies (see Table 3). In general, the goal of all these studies is to
inspire students who are learning programming at various levels.

5.2 Feedback Strategies (RQ2)

Automated assessment was more commonly employed to generate feedback rather of using
other approaches. Customised error messages were provided for facilitating formative feedback
that were most frequently used in addition to automated testing results and compiler-based
standard error messages. They were customised by peer, manual feedback and rubric-based
feedback. Guided inquiry, feedback on the quality of the code, and chatbot interaction are
among the assessment mechanisms (see Table 4). In general, most systems offer customized
error messages to help students comprehend the errors they committed.

5.3 Novices’ Support (RQ3)

All of these studies generally aim to motivate students learning programming at different
stages. This analysis found that, with the exception of one, no studies have focused especially
on novices [45]. The assessment system that aids novices, however, makes use of Teaching
Assistants’ (TA’s) feedback rather than automatic feedback [45]. As a result, no automatic
formative feedback is primarily emphasizing novices to encourage their learning programming.
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6 Discussion

Formative assessment systems offer automatic formative feedback to students who submit

their solutions or programs. These systems use various technologies to provide this feedback.

Students can receive automatic formative feedback based on automated unit and system
tests in this system if the code is valid [18]; otherwise, they receive error messages so they
can change it. This system tested how well formative feedback connects with students of
diverse backgrounds and showed how it facilitated their learning of programming. Another
system [17] employed laboratory exercises were accompanied by automated test cases created
by the lecturer using solely free software testing tools that match industry standards in order
to provide students with formative feedback as they were working. The immediate feedback
and continued efforts to close the performance gap between actual and expected performance
were lauded by the students, and the efficacy was determined to be successful [17].

The autoCOREctor, a tool for automated student-centered assessment, was created to be
easily connected with learning management systems (LMSs)[5]. It encourages the development
of a problem-statement scaffold for programming assignments and a straightforward test
set with test cases to assist teachers in using it in diverse situations. Regarding the codes
they entered, which they must attempt several times to pass, students receive grades and
feedback. Because of this, the autoCOREctor’s feedback was helpful, easy to understand,
helped students improve their assignments, and increased their motivation. The work’s
drawback was that it was unclear whether it would be helpful for novice programmers or the
introductory programming module.

A study looked at Algo+ and EPFL, two automated evaluation methods for online
introductory programming courses [8]. Based on the discrepancy between the supplied
program and the referent solution that is the closest match, Algo+ delivers comments. This
distinction clarifies to the learner the processes to follow in order to arrive at the correct
response. The feedback given by the EPFL grader is based on test cases and a check style
process. The generated feedback educates students about the test case successes and failures
by displaying the program’s result and the anticipated output. The student’s understanding
of why the programs don’t provide the right responses even though they are syntactically
correct is improved by the feedback on the most well-liked incorrect programs.

Incorporating online coding tasks into formative assessment is examined in an article to
determine its practicality and efficacy [4]. Positive results from the experimental investigation
back up the use of online coding environments in introductory programming and algorithm
courses. It argues that formative rather than summative assessments enhance the learning
process for students. As tutoring systems, chatbots have been used in a variety of settings. A
system aims to use chatbots to teach basic CS concepts while increasing work completion and
engagement among students, especially female students [7]. Because they produce formative
feedback immediately at the task level and use the input to guide students toward learning
programming, chatbots are useful tools for formative feedback.

Another formative assessments technique is that formative evaluation is combined with
automatic source code verification and validation feedback [3]. With the use of this system,
formative assessments will be able to provide feedback on the verification outcomes. When
errors are discovered during the automatic verification phase, students will be given a

report, enabling them to both fix the errors and gain a deeper understanding of the code.

Similar system evaluated a library for automated assessments created especially for static
analysis [11]. The lecturer can personalize exercises, reuse verification, and modify the lesson
for each student using the library. It showed how flexible feedback on verification helps
students identify inefficient and incorrect code fragments and encourages them to adopt good
programming techniques.

17
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Guided inquiry learning (GIL), an illustration of an inductive collaborative learning
strategy. Students are expected to complete the learning objectives and provide their peers
and the instructor comments on the problem [31]. It showed how receiving peer feedback
improved their programming skills. Another system that used formative evaluation based on
peer code review caused students’ programming abilities to consistently improve [53]. Peer
code review and inspection is an effective strategy to ensure the high quality of a software
by methodically examining the source code. With the use of peer feedback, the students
were able to identify and correct their errors. Similarly, a study looked at how students
in introductory courses who are not majoring in computer science respond to evaluation
situations [45]. The automatic evaluation system was utilized with TA’s support. Because of
this, the manual’s (TA’s) input was useful but not always practical to access.

A framework for understanding the what, why, and how of formative assessment of
inroductory programming in K—12 computer science was developed in order to answer the
overall need for understanding formative assessment [19]. Thus, CS research on assessment
design and programming learning, particularly student misconceptions, has an impact on the
formative assessment questions’ design [19]. Another study focused on how repeat questions
can give students rapid feedback by using an internet platform called HERA [38]. It argues
that the formative feedback was important and helpful for computational thinking [38].
According to another study [23], suggestions about unit length, unit complexity, and code
duplication were the most beneficial to students. While this feedback does not help with the
assignment, it enhances understanding [23].

A study [29] looked at the role of self-assessment in computer programming. Interest
in learning is developing as a result of self-efficacy. The results of this study indicate that
formative self-assessment may improve students’ performance in an introductory programming
course. Exercises in self-assessment with a rubric might be beneficial for first-year students.
It was found that students who got comprehensive feedback on their learning were more
motivated than those who merely got a rubric-based evaluation. According to this study,
however, it was discovered that the self- assessment intervention had a practically significant
impact on students’ performance on programming projects. Another study [49] looked at the
effects of open-ended assessment on students learning introductory programming in terms of
performance and self-efficacy. Students who routinely completed the open-ended versions
had higher average self-efficacy scores and assignment marks, though not by a statistically
significant amount.

Because they can accommodate an endless number of students and submissions, Auto-
mated Testing and Feedback (ATF) systems were examined in this study to meet the
demand [13]. The learning process can be completed by the student by submitting a novel
answer and promptly receiving feedback. Feedback can address syntax errors, output accur-
acy, code performance, and if the code adheres to instructions exactly. The engagement and
learning behaviors of learners in massive open online course (MOOCSs) are examined in this
study. This study found that code feedback is one of the most crucial aspects of MOOCs
for programming and that there might be a positive trend toward ATF users getting better
grades.

7 Conclusion

This systematic review revealed that most systems used customised feedback for formative
assessment which adds more scaffolding to support learners’ progression to the next level
[13, 19]. In these systems, if the code is correct, students can receive automatic formative
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feedback based on automated unit and system tests; if not, they receive error messages to
fix it out [18, 5]. Students praised the quick feedback and the ongoing drive to decrease
the performance gap between actual and intended performance, and the efficacy was rated
successful [17]. The study’s positive findings support the use of formative assessments
for introductory programming courses, and it makes the case that formative rather than
summative assessments improve student experience [4]. Verifier generated feedback enabled
the students to recognize and fix the errors using verification techniques [11, 3]. Students’
programming skills steadily increased because of formative assessment based on peer code
review [53, 31]. When an automated assessment system was incorporated with manual
feedback, the result was more beneficial, but it was not always realistically accessible [45].
Self-efficacy has attracted growing interest in learning. The findings of this study suggest
that formative self-assessment may enhance students’ performance in a course on basic
programming [49]. It was discovered that students who received granular feedback during
their learning were more motivated than those who only received evaluation using a rubric
and open-ended questions [29]. The positive is all these studies found the formative feedback
(customised or standard error messages) were helpful to motivate, scaffold, engage or self-assess
the learners in learning programming [23, 7, 29, 49, 45].

7.1 Limitations

However, only a few studies focused on novice learners and introductory programming
[29, 45, 8]. There is no clear evidence that these formative assessments were helpful in
motivating specifically the novice learners in programming assignments. By showing the
result of the program that was submitted and the anticipated output, the generated feedback
instructs students about the test case’s success or failure [8]. The work’s limitation was
that it did not say whether it was useful for novice programmers who were just starting out
or the introductory programming module [5]. Another limitation is that all these systems
assess the same questions to all students. It does not support students with different abilities.
Adaptive techniques are used in formative assessment to achieve its goals [56]. When a
student provides an erroneous response to a question, the system can progressively lead
the student through a discovery process that results in the proper solution, breaking down
complex concepts one step at a time [35]. When students fail, it aids in providing assistance
and encourages personalised learning [59].

7.2 Implications

This study provides an overall analysis of the formative assessment that underpins the
programming module in various educational settings. For several factors, including scaffold,
motivation, self-confidence, and engagement, enormous amounts of evidence was discovered.
The utilization of feedback techniques and student participation in formative assessment, we
discovered, had an impact. The findings of this review also suggest that several variables
may have an impact on the various formative assessment strategies. To better assist novice
programmers in learning programming, formative assessment needs to improve how it presents
error messages. We could not find any research that addressed formative assessment or the
use of feedback, despite the fact that these elements are probably crucial for inspiring novice
learners. There is also less support for several criteria including adaptive strategy, purely
because fewer research have looked into them. As a conclusion, this study recommends on
how to use an adaptive strategy in the process of formative assessment, in order to especially
motivate novices and boost their knowledge and confidence. Therefore, this study’s next work
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will design a formative assessment system that uses the adaptive strategy with enhanced

error messages to evaluate the ability level of the novice students and motivate them to learn
programming to acquire the necessary knowledge.
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