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Abstract
This study introduces the development of a client-based software layer within the FGPE project,
aimed at enhancing the usability of the FGPE programming learning environment through client-
side processing. The primary goal is to enable the evaluation of programming exercises and the
application of gamification rules directly on the client-side, thereby facilitating offline functionality.
This approach is particularly beneficial in regions with unreliable internet connectivity, as it allows
continuous student interaction and feedback without the need for a constant server connection. The
implementation promises to reduce server load significantly by shifting the evaluation workload to the
client-side. This not only improves response times but also alleviates the burden on server resources,
enhancing overall system efficiency. Two main strategies are explored: 1) caching the gamification
service interface on the client-side, and 2) implementing a complete client-side gamification service
that synchronizes with the server when online. Each approach is evaluated in terms of its impact on
user experience, system performance, and potential security concerns. The findings suggest that
while client-side processing offers considerable benefits in terms of scalability and user engagement,
it also introduces challenges such as increased system complexity and potential data synchronization
issues. The study concludes with recommendations for balancing these factors to optimize the design
and implementation of client-based systems for educational environments.
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1 Introduction

Interactive and accessible learning platforms have become crucial in providing quality
education to a geographically and economically diverse student population. Traditionally,
such platforms rely heavily on constant server connectivity to function effectively, offering
real-time feedback and interactive experiences that are central to modern pedagogical
methodologies. However, this dependence on server-side processing presents significant
challenges, particularly in areas with unstable internet access or limited server resources
[32]. The evolution of client-side technologies, such as service workers and local storage, has
introduced the potential for mitigating these issues by shifting some of the computational
responsibilities from the server to the client. This shift not only promises to enhance the
resilience of educational platforms against connectivity fluctuations but also aims to distribute
the computational load more evenly, thus improving responsiveness and scalability [12]. The
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advent of such technologies beckons a pivotal shift in the architecture of educational platforms,
from a predominantly server-reliant model to a more decentralized approach [27, 7]. This
transformation could revolutionize how educational services are delivered, ensuring more
reliable and accessible learning experiences regardless of external network conditions.

The Framework for Gamified Programming Education (FGPE)1 programming learning
environment, thanks to the development of the FGPE Plus project2 [21, 20], is currently
provided as a Progressive Web Application, which means, once loaded, it could be used
without sustained Internet connection. The problem is, for the students’ solution of an
exercise to be evaluated, and the relevant gamification rules triggered, there must be an
active Internet connection at the time of submission. The goal of FGPE++3 is to remove
this barrier by providing a way to assess the programming exercise solutions client-side. This
will both greatly improve the FGPE platform usability in areas in which users experience
Internet connection problems and will also reduce the load on university servers, allowing to
limit their role to batch processing of the student progress data on synchronization, instead
of running the full evaluation server-side, which with many concurrent students on university
servers having limited resources caused noticeable delays and sometimes even stalls that
ruined all user experience. Consequently, this paves the way for providing large-scale gamified
programming courses with limited technical resources, and will support the sustained growth
of the number of the FGPE ecosystem users. The envisaged client-side software layer for
the assessment of gamified programming exercises and gamification rule processing will be
capable of producing instant feedback to the users even without active connection with the
server, caching data on user progress and achievements, and synchronizing students’ progress
cached on the client with the global state stored at the server.

This study seeks to explore this transition within the context of the FGPE platform,
aiming to develop a client-based version that maintains high functionality offline while
synchronizing with the server when connectivity permits. This approach is particularly
pertinent for educational institutions with limited IT infrastructure, as it allows them to
offer a high-quality, interactive programming education with reduced dependence on robust
internet services.

The rest of the article is structured in four sections: the second section presents the base
project of all this work. The next section, depicts the most used strategies for supporting
offline features in client-server applications. The following two sections present the execution
plan for the development of the client-side evaluation engine, identifying two approaches.
Finally, the contributions of this article to the scientific community are presented as well as
the future work.

2 The FGPE environment

Framework for Gamified Programming Education (FGPE) is an open, programming-language-
agnostic set of exercise formats, exemplary exercises, and the supporting software [29]. The
framework addresses the needs of both students (for a more engaging programming education)
and teachers (for a customizable web platform for gamified teaching of programming). The
framework has been developed by a consortium of five European higher-education institutions:
University of Szczecin (Szczecin, Poland), INESC TEC (Porto, Portugal), Aalborg University

1 https://fgpe.usz.edu.pl/
2 https://fgpeplus.usz.edu.pl/
3 https://fgpeplus2.usz.edu.pl/

https://fgpe.usz.edu.pl/
https://fgpeplus.usz.edu.pl/
https://fgpeplus2.usz.edu.pl/
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(Copenhagen, Denmark), University of Naples Parthenope (Naples, Italy), and Kaunas
University of Technology (Kaunas, Lithuania), and financially supported from the Erasmus+
program4.

The key software components of the FGPE ecosystem include:
the editor (FGPE AuthorKit) which gives the exercise creators the capability to design and
implement both exercises and gamified scenarios with an intuitive wizard-like form-based
user interface [25],
gamification service (FGPE GS) that processes gamification rules and manages the overall
game state [24],
the interactive learning environment (FGPE PLE), which lets students access gamified
exercises, solve them, and receive graded feedback, and lets teachers organize exercise
sets, grant students access, and monitor their learning progress [21].

Figure 1 provides a comprehensive visualization of the FGPE architecture.

Figure 1 FGPE Architecture.

Recently, FGPE platform has been enriched with an LTI-compliant interface allowing
the FGPE-run exercises to be embedded in LMS-based courses, developed using any of the
popular systems (e.g., Moodle or Open edX) [17].

To evaluate the solutions of the programming exercises submitted by students, the FGPE
platform uses the reliable and secure Mooshak system [16]. As both the FGPE GS and
Mooshak are run server-side, although the students can edit their code in FGPE PLE, which
is currently provided as Progressive Web App, without the Internet access, they cannot
submit it and get feedback until the connection is restored, which can be an issue for users
traveling or staying in areas with poor Internet connectivity.

This defines the problem that the research presented in this paper aims to address.

3 Related work

This section reviews the existing literature and developments in the area of offline capabilities
for educational platforms and the broader spectrum of tools that facilitate offline functionality
in client-server applications. It sets the groundwork for understanding the technological and
conceptual frameworks that our research builds upon.

4 https://fgpeplus2.usz.edu.pl/
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3.1 Offline Strategies
The evolution from traditional client-server setups to architectures where significant func-
tionalities are executed on the client-side has garnered considerable attention in research
circles [15]. This paradigm shift holds particular significance in educational technology
landscapes, where the necessity for continuous server interaction can pose accessibility and
usability challenges, especially in areas with limited connectivity.

One pivotal approach within this realm revolves around leveraging service workers, which
are scripts operating in the background on the client side, independent of the active web
page [10]. These workers facilitate resource caching and streamline data synchronization
processes, thus augmenting user experiences by enabling interactive engagements even in
offline scenarios. Subsequently, they efficiently synchronize data with the server upon
restoration of connectivity [23]. In addition to service workers, the adoption of local storage
mechanisms and indexed databases such as IndexedDB stands out as another prominent
strategy [2]. These technologies empower educational platforms to locally store substantial
volumes of data, ranging from user progress metrics to interactive state information. By
doing so, they alleviate the reliance on continuous data retrieval from the server, thereby
enhancing system efficiency and responsiveness [13]. Finally, the integration of differential
synchronization emerged as an interesting concept in this landscape [3]. This approach
entails transmitting only the changes or differences between the client and server, rather
than entire datasets. By minimizing data transfer requirements, it significantly contributes
to optimizing system performance and bolstering application responsiveness [33].

3.2 Other Tools
In addition to strategies tailored explicitly for offline functionality, a plethora of tools and
frameworks exist to support the development of client-heavy applications. Google’s Workbox
stands out among these, offering libraries and Node modules that streamline the management
of service workers, making it more accessible and robust. Workbox boasts extensive features
for precaching, runtime caching, and efficient data retrieval and storage strategies [1]. React,
a JavaScript library renowned for building user interfaces, plays a crucial role in creating
responsive and dynamic client-side applications. Its capability to manage state locally and
render components based on user interactions makes it a preferred choice for developing
educational platforms with minimal reliance on server-side rendering [31]. Frameworks such
as Electron broaden the horizons by enabling the creation of native applications using web
technologies. These applications can function as standalone desktop applications, eliminating
the need for an active internet connection. By harnessing Electron, web-based educational
platforms can seamlessly transition into fully functional desktop applications [28].

Collectively, these tools and strategies align with the overarching objective of bolstering
the resilience and accessibility of educational platforms [11], especially in environments
grappling with limited connectivity. Our study endeavors to leverage these advancements
to propose a novel approach to managing offline functionalities within the FGPE platform,
with the aim of delivering a seamless and uninterrupted learning experience.

4 The offline client-server optimization model

Bellow we explain optimization problem with five objective functions to maximize, represent-
ing usability, performance, server load, autonomy, and security. It defines decision variables
and constraints related to two options, each with specific criteria and thresholds.
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Through our objective functions, we aim to maximize the following criteria:
1. Usability (C1)
2. Performance (C2)
3. Server Load (C3)
4. Autonomy (C4)
5. Security (C5)

Let us define decision variables used in our model:
x1 represent Option 1: Cached interface for Gamification Service
x2 represent Option 2: Client-side Gamification Service

Further we will define constraints for each option xi, where i = 1, 2, related to:
Client-side Complexity (D1, D6)
Data Synchronization (D2, D7)
Control (D3, D8)
Duplication of Logic (D4, D9)
Resource Requirements (D5, D10)

We have chosen Non-dominated Sorting Genetic Algorithm II (NSGA-II [5] to explore
the solution space by maintaining a diverse population of non-dominated solutions and
iteratively evolving it towards the Pareto optimal front. It is well-suited for multi-objective
optimization problems like the FGPE approach, where multiple conflicting objectives need
to be considered simultaneously.

The objective function for NSGA-II combines the weighted sum of criteria:

Maximize f1(x) = w1 · C1(x) + w2 · C2(x) + w3 · C3(x)
+ w4 · C4(x) + w5 · C5(x)

where Ci(x) represents the value of criterion i for option x, and wi are the weights assigned
to each criterion.

The constraints ensure that each option satisfies the respective thresholds:
D1, D2, D3, D4, D5 for x1, and D6, D7, D8, D9, D10 for x2.

Below is a pseudo-code representation of a multi-objective evolutionary algorithm inspired
by NSGA-II for solving the optimization problem described:

Algorithm 1 Multi-Objective Evolutionary Algorithm.

1: Initialize population P randomly or using a heuristic method
2: Evaluate(P ) // Evaluate the objective functions for each individual considering the constraints
3: repeat
4: Create an empty offspring population Q

5: while |Q| < |P | do
6: Select parents from P based on non-dominated sorting and crowding distance, considering

the constraints
7: Perform crossover and mutation to create offspring, ensuring constraints are satisfied
8: Evaluate(Q) // Evaluate the objective functions for each offspring considering the

constraints
9: Merge P and Q to form R (combined population)

10: Perform non-dominated sorting on R considering the constraints
11: Select top |P | individuals from R based on non-domination and crowding distance
12: end while
13: Replace P with the selected individuals from R

14: until termination criteria are met

ICPEC 2024
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In the pseudo-code:
Initialize function initializes the population of candidate solutions considering the decision
variables.
Evaluate function evaluates the objective function values for each individual in the
population, taking into account the constraints.
Select function selects parents for reproduction based on non-dominated sorting and
crowding distance, ensuring feasibility with constraints.
Crossover and Mutation functions create offspring from selected parents while satisfying
the constraints.
Merge function combines the parent population P and offspring population Q to form a
combined population R.
Non-dominated sorting sorts individuals in R based on non-domination, creating fronts
of non-dominated solutions, considering the constraints.
Replace function selects top individuals from R to form the next generation population
P , based on non-domination and crowding distance, while ensuring feasibility with
constraints.
The algorithm continues iterating until a termination condition is met, such as reaching
a maximum number of generations or evaluations.

5 The implementation of Client-side Evaluation Engine

In the scope of the FGPE project, two options were identified:

Client-side execution environment + cached interface for Gamification Service
Client-side execution environment + client-side Gamification Service (synchronized with
server when available)

Both are detailed in the next subsections.

5.1 Cached interface for Gamification Service
This option focuses on caching the interface for the Gamification Service on the client-side.
It means that even if there’s no active internet connection, the user can still interact with
the interface and work on their exercises. The client-side execution environment would allow
the user to submit their solution regardless of the server’s availability. The cached interface
would ensure that the user can still receive feedback and engage with gamification elements
locally, enhancing usability in areas with poor internet connectivity.

Bellow we explore the key elements behind our approach (see Figure 2 for reference).
1. First, the system must have offline functionality. The client-side application needs to

store the interface components, assets, and relevant data locally using technologies like
IndexedDB, Web Storage, or Service Workers. Progressive Web Apps (PWAs) [19] are
employed to ensure key interface elements are cached for offline use. Service Workers are
used rto intercept network requests, allowing the application to function even without an
active internet connection by serving cached resources.

2. Next we must ensure data synchronization by implementing robust synchronization
mechanisms [8] to ensure data consistency between the client and server once the internet
connection is restored. We have used differential synchronization to sync data while
minimizing bandwidth usage and conflicts. Conflict resolution strategies were employed
to handle scenarios where changes are made both locally and on the server during offline
usage.
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3. Third element was solving client-side complexity as caching the interface on the client-
side introduces additional complexity to the frontend codebase [18]. We have used
modularization to help manage this complexity by breaking down the application into
smaller, manageable parts.

4. Fourth element was security considerations, as with increased client-side execution,
security risks such as data tampering, injection attacks, and unauthorized access become
more pronounced [30]. We have implemented secure communication protocols, data
encryption, and input validation on both client and server sides to mitigate these risks.

5. Fifth element was server load reduction, which we solved by offloading interface rendering
and user interaction to the client-side [22], thus the server’s role shifts to primarily
handling data processing and authentication. This led to reduced server load and improved
scalability, as the server no longer needed to handle as many concurrent interface requests,
leaving our server to efficiently handle batch processing tasks and scale with increasing
user demand.

6. Final element is usability and performance. Main improvement was done by caching
the interface locally, which enhances usability in areas with poor internet connectivity,
providing users with a seamless experience [26]. Performance gains were also achieved by
reducing latency associated with fetching interface resources from the server, especially
for frequently accessed components using cache policies.

Figure 2 Cached interface for Gamification Service.

ICPEC 2024
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Following this approach can lead to two main advantages:
Seamless user experience: users can continue working on exercises without interruptions
due to server downtime or poor internet connection.
Reduced server load: by caching the interface locally, the server’s role is minimized to
batch processing, reducing the strain on resources and potentially improving overall
performance.

However, there are also disadvantages such as increased client-side complexity, data
synchronization challenges and limited server-side control. Firstly, implementing a gamifica-
tion service cached interface on the client-side adds complexity to the frontend codebase,
potentially making maintenance and debugging more challenging. Secondly, caching the
interface for the Gamification Service locally may introduce challenges in synchronizing data
between the client and server when an internet connection is available. Finally, when relying
on client-side execution, there may be limited control from the server-side, which could
potentially lead to security vulnerabilities in data management.

5.2 Client-side Gamification Service
This option involves implementing the Gamification Service entirely on the client-side,
synchronized with the server when an internet connection is available. It allows for more
autonomy on the client-side, as the gamification elements are not dependent on server
availability. However, synchronization would be necessary to update the global state and
ensure consistency across users (see Figure 3 for reference).

Figure 3 Client-side Gamification Service.

To implement efficient Gamification Service entirely on the client-side we needed an
advanced Client-side Architecture. We have chosen single page application (SPA) architecture
[14], based on React for efficient client-side rendering and seamless user experience. State
management was implemented using Redux to manage complex gamification state across
different components of the application.
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Offline Functionality was first assured with conflict resolution mechanisms [4] to handle
data conflicts that may arise during offline usage, ensuring data integrity when synchronizing
with the server. We have also implemented operational transformation algorithms to reconcile
concurrent edits made to the gamification data by multiple clients during offline usage,
minimizing data inconsistencies. The progressive web application (PWA) had service workers
implemented to enable offline caching and background synchronization of gamification data,
transforming the application into a full-fledged PWA. We have also considered integrating
push notification APIs to notify users of gamification updates and achievements, enhancing
user engagement and retention.

Security was assured by applying content security policy (CSP) [6] to mitigate cross-site
scripting (XSS) attacks and prevent execution of unauthorized scripts, enhancing the security
of the client-side code. Web Application Firewall (WAF) was also used to monitor and filter
HTTP traffic, detecting and blocking malicious requests targeting the client-side gamification
service.

Code optimization was done through tree shaking and code splitting to eliminate dead
code and reduce bundle size, optimizing performance and loading times of the client-side
application. We have also integrated WebAssembly modules for computationally intensive
gamification algorithms, leveraging the performance benefits of low-level bytecode execution
in modern web browsers. End-to-end testing was done using Selenium to validate the
functionality and performance of the client-side gamification service across different scenarios
and environments.

Using this approach has the following advantages:
Increased autonomy: Users can receive instant feedback and engage with gamification
elements even without an internet connection, as the service is entirely client-side.
Reduced dependency on server: By moving the gamification logic to the client-side, there’s
less reliance on server availability, potentially reducing downtime and improving user
experience.

This approach lead also to several disadvantages such as security risks, duplication of logic
and dependency on client resources. In the former, handling sensitive gamification logic and
data on the client-side could pose security risks, as client-side code is inherently less secure
and more susceptible to tampering or exploitation compared to server-side code. Other pitfall
is the duplication of logic, since moving the gamification logic entirely to the client-side may
result in duplication of code and logic, as similar functionalities may need to be implemented
both on the client and server sides. This lead to code redundancy and maintenance overhead.
Finally, relocating the gamification service to the client-side may increase the resource
requirements on the client devices, especially for complex gamification algorithms or large
datasets. This could impact performance on devices with limited processing power or memory.

6 Conclusions

The main result of this work is sketching the blueprint for the development of a client-side
software layer for the assessment of gamified programming exercises within the FGPE project.
This component will be responsible for producing instant feedback to the users even without
active connection with the server, caching data on user progress and achievements, and
synchronizing students’ progress cached on the client with the global state stored at the
server.

In order to tackle this challenge, two options were identified: 1) caching the interface for
the Gamification Service on the client-side and 2) implementing the Gamification Service
entirely on the client-side.

ICPEC 2024
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While both options offer solutions to enable client-side execution and offline capabilities,
they also come with their own set of challenges and drawbacks. The choice between the
two options should consider factors such as the specific requirements of the application, the
desired level of control and security, and the technical capabilities (and constraints) of the
client devices and server infrastructure.

The software is planned was developed using two-way communication between web
browser and web server [9]. The software will be freely distributed on the GitHub platform
in the FGPE repository5 under the GNU General Public License v3 open-source license6,
so that any educational institution can use it and, if necessary, adopt it for their specific
purposes free of charge.
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