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Abstract

In the literature there are various papers which illustrate the relationship between the unfold /fold
program transformation techniques [1, 8] and the proofs of program properties both in the case
of logic programs and in the case of functional programs (see, for instance,[2, 3, 5, 6, 7]). In
this paper we will illustrate that relationship in the case of constraint logic programs. We build
up on the results we have presented in [6] where we have considered logic programs with locally
stratified negation. The constraint logic programming paradigm significantly extends the logic
programming paradigm by allowing some of the atoms to denote constraints in a suitably chosen
constraint domain D. By using those constraints it is often possible to get simple and direct
formulations of problem solutions.

Constraint logic programming is very powerful and flexible because it is parametric w.r.t. the
solver one may choose for the efficient solution of the constraints.

Analogously to what we have done in [6], here we present a technique for proving that a closed
first order formula ¢ holds in the perfect D-model, denoted M (P), of a stratified constraint logic
program P. When this property holds we write M (P) = ¢.

Our proof method for showing that M (P) |= ¢, consists of two steps:

Step 1: we introduce a statement f < ¢, where f is a new predicate symbol, and we use a
variant of the Lloyd-Topor transformation [4] for transforming f < ¢ into a conjunction
F(f,¢) of clauses, possibly with negated atoms in their bodies, such that P A F(f, )
is a stratified constraint logic program and M(P) = ¢ if M(P A F(f,p)) E f, and

Step 2: we show that M(PAF(f,p)) = f by applying semantics preserving transformation rules
and deriving from P A F(f, ) a new program of the form: Q A f.

Indeed, we have that M (QA f) = f and, since the transformation rules are semantics preserving,
at the end of Step 2 we have that M(P A F(f,0)) Ef it M(QA f) E f.

Since f is false in the perfect D-model of any program which has no clause with head f,
our method can also be used to show that M(P) [~ ¢, that is, M(P) = -, by deriving from
P A F(f,p) anew program R, such that f does not occur in the head of any clause of R.

We will also present a program transformation strategy for applying our unfold /fold rules in
a semi-automatic way. Our strategy may or may not terminate, depending on the initial program
P and formula ¢. However, we identify some classes of programs and formulas for which our
strategy always terminates and, thus, our strategy is a decision procedure for checking whether
or not M(P) k= ¢ holds for any given program P and formula ¢ in those classes.
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